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Abstract

Applications of machine learning to networking, from performance diagnosis to security,
have conventionally relied on models that are trained on offline packet traces, without
regard to neither the cost of gathering, computing, and storing the corresponding input
features nor the performance of the model in its final deployment environment. As a result,
there remains a significant gap between the development of statistical models for network
operations and their application and systemization in practice. From data collection to
feature engineering, from model training to deployment, we argue that all steps of the
machine learning development pipeline contain challenges that can hinder the effectiveness
of the final model, beyond its accuracy at testing time. The goal of our research is to build
new foundational building blocks necessary to address the challenges that emerge when
applying machine learning on network traffic deployed in operational networks.

In this manuscript, we present our initial work towards the development of new tech-
niques that make it easier and more effective to develop models that work in real-world
network deployments. As a first step, we develop new models to infer quality metrics
(i.e., startup delay and resolution) for encrypted streaming video services. We demon-
strate the models are practical through a 16-month deployment in 66 homes and provide
new insights about the relationships between Internet “speed” and the quality of the cor-
responding video streams, for a variety of services. Building on the lessons learned from
this experience, we build solutions that address various challenges across the model devel-
opment pipeline: (1) To address the lack of labeled data to train models on, we develop
a new technique to generate synthetic traffic for training models. (2) To address the need
of designing models that account for both predictive performance and systems costs, we
develop new techniques to explore cost-aware data representations and automatically train
models. (3) To address the challenge of maintaining the accuracy of models in the face of
changing data distributions, we develop a new methodology to mitigate model performance
decay over time. Overall, our work demonstrates the benefits of systematically addressing
the challenges that arise when applying machine learning to network traffic, reducing the
gap that limits network operators from deploying models into production.
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Chapter 1

Introduction

Takeaways

This manuscript summarizes seven years worth of research work initiated while work-
ing as a postdoctoral fellow at Inria Paris. During this time window, my work
has focused on the development of machine learning-based solutions for network
management operations. Our work tackles the challenges that arise when deploy-
ing machine learning models in operational networks, from developing new models
amenable to modern networks to designing new systems that better support these
models. Importantly, our work highlights the need of developing practical solutions
at the intersection of networking and machine learning that can be deployed in real-
world settings. The goal of this manuscript is to provide a narrative structure to
our contributions and delineate open challenges that need to be addressed in future
research.

Contents
1.1 ML-Based Network Systems: from Data to Deployment . . . . . 2
1.2 The Technical Debt of ML-Based Network Systems . . . . . . . . 3
1.3 Cost and Deployment Aware ML for Network Management Tasks 5
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1.1 ML-Based Network Systems: from Data to Deploy-
ment

Network management tasks commonly rely on the ability to classify traffic by type or
identify important events of interest from measured network traffic. Over the past 15
years, machine learning (ML) models have become increasingly integral to these tasks [97,
126, 23]. Thanks to the commoditization of advanced data driven technologies, e.g., neural
networks, complex tasks such as detecting network failures or extracting information from
encrypted traffic streams are now possible. For a variety of different tasks, machine learning
models have grown to outperform traditional rule-based heuristics for a variety of traffic
analysis applications, from traffic classification [64, 82], intrusion detection [147], and QoE
inference [40, 91]. Unfortunately, developing, deploying, and maintaining these models can
prove challenging in practice [129].

Figure 1.1 shows the typical ML model development pipeline, from measurement to
modeling: The process begins with data collection or a pre-collected dataset (e.g., a raw
traffic trace, summary statistics produced by a measurement system). Processed features,
also called data representations, are then derived from this underlying data (e.g., packet
sizes, inter-arrival times, or flow statistics). In the following step, one or more models are
trained on these data representations, creating a pool of candidate models to choose from,
testing them based on one or more performance metrics (e.g., accuracy, F1 score, precision
and recall). Finally, the selected model can be deployed into production. If necessary, due
to poor model performance at training time or during the model lifetime, the process might
restart, with the model being retrained on new data or with new features. This process is
well established and has been successfully employed in a variety of network management
tasks, with previous work largely focusing on maximizing a single performance dimension:
model accuracy.1 Unfortunately, the focus on the predictive performance of ML-based
solutions has often overshadowed equally critical aspects that arise from deploying these
models in production settings.

Consider for example the case of feature selection, a critical aspect of the feature en-
gineering step: Training a machine learning model from network traffic typically involves
extracting a set of features that achieve good model performance. This process requires
domain knowledge to know the features that are most relevant to prediction, as well as
how to transform those features in ways that result in separation of classes in the under-
lying dataset. Even for cases where the model itself learns the best representation based
on its input (e.g., representation learning or deep learning), the designer of the algorithm
must still determine the initial representation of the data to provide to the model. Yet,
for networking tasks, this process might be hampered by the data that is made initially
available to design the model, as with existing network traffic measurement systems, the
first three steps of this process—collection, cleaning, and feature engineering—are often out
of the pipeline designer’s control. To date, most network management tasks that rely on
machine learning from network traffic have assumed the data to be fixed or given, typically
because decisions about measuring, sampling, aggregating, and storing network traffic data
are made based on the capabilities (and constraints) of current standards and hardware
capabilities (e.g., IPFIX/NetFlow). As a result, a model might be trained with a sampled
packet trace or aggregate statistics that describe network traffic—not necessarily because
that data representation would result in an efficient model with good overall performance,
but rather because the decision about data collection was made well before any modeling

1In this document, we use at times the word accuracy as an umbrella term referring to all possible
metrics used to determine a model’s predictive performance.
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Figure 1.1: Typical pipeline for model design and deployment in network inference.

or prediction problems were considered.
On the surface, the simplest and most effective solution to address these limitations

would involve starting the process from raw packets. Any network operator or researcher
knows full well that raw packet traces offer maximum flexibility to explore transformations
and representations that result in the best model performance. Yet, unfortunately, captur-
ing raw packet traces often proves to be impractical. In large networks, raw packet traces
result in massive amounts of data introducing storage and bandwidth requirements that
are often prohibitive. Limiting the duration of a pcap collection (e.g., collecting one day’s
worth of traces) can reduce data storage requirements, but might negatively affect the ac-
curacy of the produced models as the limited capture may not represent network conditions
at other times. Conversely, pcaps collected in a controlled laboratory environment might
produce models not directly applicable in practice because operational networks include
other traffic characteristics that are hard to capture in a lab environment. Due to these
reasons, experiments (and much past work) that demonstrate a model’s accuracy turn out
to be non-viable in practice because the systems costs of deploying and maintaining the
model are prohibitive [24].

1.2 The Technical Debt of ML-Based Network Systems

The central premise of this work is motivated by the need for additional awareness in the
development and deployment of machine learning models for network management tasks
and address the challenges that arise when deploying the models in practice, i.e., bridging
the gap that separates us from the ability to deploy machine learning models that work
in operational networking contexts. To better understand what type of solutions we seek
to develop, let’s go back to the example of feature selection, particularly focusing on a
specific use case: the inference of video streaming quality from encrypted network traffic.
As web content has become ubiquitously encrypted, operators are prevented from directly
inspecting video streams to troubleshoot performance problems. Instead, operators now
rely on statistical learning to match traffic characteristics to the application quality they
aim to collect (e.g., resolution).

In general, different network inference tasks use different models, each of which may
depend on a unique set of features. For the case of the inference of quality metrics of a
video streaming application from encrypted traffic, the task has been commonly modeled



4 Chapter 1. Introduction

Feature Set Accuracy

Model 1 0.72
Model 2 0.83
Model 3 0.84

Table 1.1: Models comparison based solely on accuracy

using data representations that are calculated from different networking layers at regular
intervals [25, 91, 90, 52]. For instance, one could group data representations based on the
three different networking layers they are collected from: Network, Transport, and Applica-
tion layers. Network-layer features would then consist of lightweight information available
from observing network flows (identified by the IP/port four-tuple) and are typically avail-
able in monitoring systems (e.g., NetFlow) [7, 6]. Transport-layer features would consist
of information extracted from the TCP header, such as end-to-end latency and packet re-
transmissions. Such features are widely used across the networking space but can require
significant resources (e.g., memory) to collect from large network links and are not com-
monly available across all measurement vantage points. Finally, application-layer metrics
are those that include any feature related to the application data that can be gathered by
solely observing packet patterns (i.e., without resorting to deep packet inspection). These
features capture a unique behavior of the application and have to be designed specifically
for every problem in consideration. This uniqueness makes them harder to discover as, to
evaluate their effectiveness, a network designer has to build dedicated collection tools that
would not be normally deployed anywhere in the network.

Altogether these features compose the set of candidate representations that the model
designer would pick from to design the inference model. In particular, in most cases, the
model designer would pick different subsets of these features to train multiple models, and
evaluate the most effective solution to its problem. Let’s consider a simple scenario where
the designer has selected three groups of features to train three different models, each of
which is evaluated based on its accuracy. Table 1.1 shows the accuracy of each model.

At first glance, Model 3 would seem to be the best candidate for deployment, as it
achieves the highest accuracy, even if by a small margin. Unfortunately, this result does
not tell the full story of how the model might perform upon its deployment. In practice, the
selected model would have to be deployed in a network, where various considerations might
impact its final performance. To illustrate this problem, let’s now consider what happens
when we add a second dimension to the evaluation of the models. Figure 1.2 shows the
relationship between model accuracy and the state cost incurred by a measurement system
at collection time, i.e., the amount of memory required to store the features used to produce
the model’s input representations. The figure shows that while Model 3 does achieve the
highest accuracy, it does so by requiring two orders of magnitude more state than the
second best performing model, i.e., Model 2. This result suggests that collection costs (e.g.,
required memory) could be significantly reduced with limited impact on model performance,
providing important opportunities for in-network reduction and aggregation.

This simple example ultimately shows how the design and evaluation of machine learning
models for network management tasks must also consider a variety of operational costs that
occur when deploying a model in practice. Sculley et al. refer to these considerations as
“technical debt” [116] and identified a number of hidden costs that contribute to building
the technical debt of ML-systems, such as: unstable sources of data, underutilized data,
use of generic packages, among others. This problem is vast and complex, and covering
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Figure 1.2: The relationship between features state cost and model performance for video
streaming resolution inference. Maximizing model performance requires two orders of mag-
nitude more state.

all dimensions of this problem would require a number of contributions that would extend
well beyond the size of a single manuscript. For example, we do not investigate practical
considerations such as model training time, the energy cost of training, model size, and many
other practical considerations. Still, our work is one of the first to systematically explore
the challenges and tradeoffs that emerge when applying machine learning on network traffic
in real-world environments, which we believe deserves more consideration before machine
learning can be more widely adopted in operational networks.

1.3 Cost and Deployment Aware ML for Network Man-
agement Tasks

The previous Section introduced the concept of technical debt in the context of machine
learning models for network management tasks. However, addressing the challenges that
arise due to the technical debt requires answering a number of questions that span the entire
machine learning development pipeline. Some of these questions are: How to compensate
for the lack of training labeled data? How to systematically develop a methodology that
enables the exploration of effective features for a given task? How to automatically navigate
the exponential number of combinations possible to create an “optimal” model? How to
maintain the model during its lifetime, ensuring that it remains effective as the network
changes?

This work aims to address these questions by developing new building blocks tailored at
making the process of designing machine learning models that work in real-world deploy-
ments simpler and more effective. The rest of this manuscript presents our contributions
spanning across all the steps of the machine learning pipeline. First, to introduce our ap-
proach, Chapter 2 discusses our work on developing machine learning models for a key
inference problem: the development of models that infer quality metrics (i.e., startup delay
and resolution) for encrypted streaming video services. The Chapter presents and discusses
how our work (my first in the context of ML applied to networking) took a step forward
towards making video inference models practical, tackling the challenges that arise when
the models must operate on real network traffic traces and across a broad range of services.
Beyond contributing the developed models, this work demonstrated the need of designing
inference models that can be used in practice, and served as as a learning experience, open-
ing the path to a variety of contributions across the model development pipeline. Starting
from this first experience, the rest of the manuscript presents, in the order of the pipeline
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shown in Figure 1.1,2 the rest of our contributions toward the development of practical
models that work in realistic network settings:

• Data Generation (Chapter 3). Datasets of labeled network traces are essential to
develop effective and accurate models for networking tasks. Yet, dataset availability
is scarce, due to privacy concerns, outdated data, and more. To overcome this limita-
tion, we present NetDiffusion, a tool that uses a finely-tuned, controlled variant of a
Stable Diffusion model to generate synthetic network traffic data that is high fidelity
and conforms to protocol specifications. The generated synthetic traces are compat-
ible with common network analysis tools and support a myriad of network tasks,
suggesting that NetDiffusion can serve a broader spectrum of network analysis and
testing tasks, extending beyond ML-centric applications.

• Feature Engineering and Model Training (Chapter 4). During this introduc-
tion, we discussed how the features that a model relies on ultimately determine the
model accuracy, as well as where and whether the model can be deployed in practice.
In this chapter, we present two solutions that aim to improve the feature engineer-
ing process. First, we present Traffic Refinery, a new framework and system that
enables the joint evaluation of both the conventional notions of machine learning
performance (e.g., model accuracy) and the systems-level costs of different represen-
tations of network traffic. Traffic Refinery both highlights this design space and
makes it possible to explore different representations for learning tasks. Second, we
develop CATO, a framework that addresses the problem of jointly optimizing the pre-
dictive performance of models and the associated systems costs of the model serving
pipeline.

• Model Deployment (Chapter 5). Developing effective ML-based solutions for
network traffic does not end with an accurate trained model. During the deployment
lifetime of the model, its accuracy can degrade due to concept drift, where either
the relationships between features and the target to be predicted, or the features
themselves change, rendering the model ineffective. In this chapter, we present Local
Error Approximation of Features (LEAF), a new methodology for concept drift miti-
gation. LEAF works by detecting drift; explaining the features and time intervals that
contribute the most to drift; and mitigating it using forgetting and over-sampling.
LEAF’s approach consistently outperforms state-of-the-art solutions, improving model
performance over time, as well as reducing the need of costly retraining operations.

Chapter 6 concludes the manuscript with a discussion on our plans to explore two new
research directions within this space: (1) Attack the challenges that limit the deployment of
Machine Learning network operations at scale, i.e., over an entire network; and (2) Explore
the role that novel generative AI models will have in enhancing networked systems and
inference models.

2Rather than the chronological order of the contributions.



Chapter 2

Inferring Streaming Video Quality
from Encrypted Traffic

i.e., Where It All Started

“Inferring Streaming Video Quality from Encrypted Traffic: Practical Models and Deployment

Experience”, ACM Sigmetrics 2020 [25]

Takeaways

Inferring the quality of streaming video applications is important for Internet service
providers, but the fact that most video streams are encrypted makes it difficult to
do so. We develop models that infer quality metrics (i.e., startup delay and reso-
lution) for encrypted streaming video services. Our work builds on previous state-
of-the-art, but extends it in several ways. First, our models function in deployment
settings where the video session traffic must be identified from all traffic traversing
the observed network link and the time precision of the collected statistics is more
coarse (e.g., due to data aggregation). Second, our models perform predictions at
finer granularity (e.g., the precise startup delay instead of just detecting short ver-
sus long delays) allowing to draw better conclusions on the ongoing sessions for a
large variety of services. We demonstrate that our models are practical through a
16-month deployment in 66 homes and offer new insights about the relationships
between Internet “speed” and the quality of the corresponding video streams.
Beyond these contributions, this work demonstrates the need of designing inference
models that can be used in practice, opening the path for a variety of advancements
in developing practical models that work in realistic network settings.

Contents
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2.2 Methodology . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
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2.3.1 Deployment Characterization. . . . . . . . . . . . . . . . . . . . . . . 12
2.3.2 Practical Challenges for Robust Models . . . . . . . . . . . . . . . . 12
2.3.3 Inference Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
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2.1 The Need for Video Quality Inference

Video streaming traffic is by far the dominant application traffic on today’s Internet com-
prising more than 65% of all Internet traffic in 2022 [113]. Optimizing video delivery
depends on the ability to determine the quality of the video stream that a user receives.
In contrast to video content providers, who have direct access to video quality from client
software, Internet Service Providers (ISPs) must infer video quality from traffic as it passes
through the network. ISPs need to measure video streaming quality because it represents
a more direct metric of customer experience than performance metrics typically extracted
from network flows such as data rates. ISPs monitor video quality metrics to detect net-
work issues that affect customer experience and mitigate problems before they generate user
complaints. On longer timescales, trends in video quality can facilitate capacity planning.
Yet, monitoring video quality is not straightforward for ISPs: With end-to-end encryption
becoming more common, as a result of increased video streaming content over HTTPS and
QUIC [112, 100], ISPs cannot directly observe video quality metrics such as startup delay
and video resolution from the video streaming protocol [17, 43]. The end-to-end encryption
of the video streams thus presents ISPs with the challenge of inferring video quality metrics
solely from properties of the network traffic that are directly observable.

Previous to our work, existing approaches inferred the quality of a specific video service,
typically using offline traces generated in controlled laboratory settings and targeting a
single service [91, 40, 70] or inferred performance metrics that are easier to collect within the
network, but relate poorly to actual application performance (e.g., average flow throughput
is a bad indicator of video resolution) [90]. Unfortunately, these models were not directly
applicable in practice due to various factors. First, inference models must take into account
the fact that real network traffic traces contain a mix of traffic. Often gathered at coarse
temporal granularities due to monitoring constraints in production networks, video session
traffic is mixed with non-video cross-traffic. In a real deployment, the models must then
identify the video sessions accurately, especially given that errors in identifying applications
can propagate to the quality of the prediction models. Second, the prediction models should
apply to a range of services, which existing models tend not to do. A model that can predict
quality across multiple services is hard to devise because both video streaming algorithms
and content characteristics can vary significantly across video services (e.g., buffer-based [58]
versus throughput-based [132] rate adaptation algorithms, fixed-size [58] versus variable-size
video segments [94]).

Our work takes a step towards making video inference models practical, tackling the
challenges that arise when the models must operate on real network traffic traces and
across a broad range of services. As a proof of concept that models can be designed and
implemented, we studied four major streaming services—Netflix, YouTube, Amazon, and
Twitch—across a 16-month period, in 66 home networks in the United States and France,
comprising a total of 216,173 video sessions. The rest of the chapter details our methodology
to develop video streaming quality inference models (Section 2.2); it discusses the challenges
and lessons learned from deploying the models (Section 2.3); and, finally, it elaborates on
the implications of our findings and how they inspired the rest of the work described in this
manuscript (Section 2.4).

2.2 Methodology

In this section, we define the problem of video quality inference from encrypted network
traffic and develop machine learning models to solve it. Following the steps of the machine
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learning pipeline presented in Chapter 1, we discuss how we collect a dataset to train the
models, what input features we use, and finally how we validate the developed models.

2.2.1 Creating a Labeled Dataset

To collect a labeled dataset of video streaming network traces we instrumented 11 machines
to generate video traffic and collect packet traces together with data from a Chrome ex-
tension extracting ground truth from the video player. We collected data from November
20, 2017 to May 3, 2019 across both residential locations as well as in our controlled lab
environment. We collected in total 13,765 video sessions from four of the main video service
providers: Netflix, Amazon, Twitch, and YouTube.1

Generating and labeling traffic traces. We generated video sessions automatically
using ChromeDriver [32]. We played each session for 8 to 12 minutes depending on the
video length. For longer videos (e.g., Netflix movies), we varied the playback starting
point to avoid always capturing the first portion of the video. We generated five categories
of sessions: Netflix, Amazon, Twitch, YouTube TCP, and YouTube QUIC. We randomly
selected Netflix and Amazon movies from the suggestions presented by each service in the
catalog page. To avoid bias, we selected movies from different categories including action,
comedies, TV shows, and cartoons. We ultimately selected 25 movies and TV shows used
in rotation from Netflix and 15 from Amazon. Similarly for YouTube, we selected 30 videos
from different categories. Twitch automatically starts a live video feed when opening the
service home page. Thus, we simply collected data from the automatically selected feed.
For each of the streamed sessions, we collected packet traces using tcpdump [136] on the
network interface the client uses and computed the traffic features presented in the next
section.

Labeling: Chrome Extension. For each session we also collected ground truth of the
video sessions through a custom browser plugin we developed.2 The plugin collects two
pieces of information: (1) To label traffic traces with the appropriate video quality metrics,
the plugin monitors application-level information for the four services as seen by the client.
We focus on startup delay and resolution as target quality metrics. Prior work has focused
on bitrate as a way to approximate the video resolution, but the relationship between
bitrate and resolution is complex because the bitrate also depends on the encoding and the
content type [10]. Additionally, other metrics such as resolution switches can be inferred
later from the resolution per time slot. (2) To record the client interactions with the content
servers, the extension collects browsing history by parsing events available from the Chrome
WebRequest APIs [31]. This API exposes all necessary information to identify the start
and end of video sessions, as well as the HTTPS requests and responses for video segments.

Emulating Diverse Network Conditions. In the lab environment, we manually varied
the network conditions in the experiments using tc [26] to ensure that our training datasets
captured a wide range of network conditions. These conditions can either be stable for the
entire video session or vary at random time intervals. We varied capacity from 50 kbps to
30 Mbps, and introduced loss rates between 0% and 1% and additional latency between
0 ms and 30 ms. All experiments within homes ran with no other modifications of network
conditions to emulate realistic home network conditions.
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Network Layer Transport Layer Application Layer

throughput up/down (total,
video, non-video)

# flags up/down (ack / syn / rst
/push / urgent)

segment sizes (all previous, last-
10, cumulative)

throughput down difference receive window size up/down segment requests inter arrivals
packet count up/down idle time up/down segment completions inter ar-

rivals
byte count up/down goodput up/down # of pending request
packet inter arrivals up/down bytes per packet up/down # of downloaded segments
# of parallel flows round trip time # of requested segments

bytes in flight up/down
# retransmissions up/down
# packets out of order up/down

Table 2.1: Summary of the extracted features from traffic.

2.2.2 Input Features

For each video session, we compute a set of features from the captured traffic at various levels
of the network stack, as summarized in Table 2.1. We consider a super-set of the features
used in prior models [40, 91, 90] to evaluate the sub-set of input features that provides
the best inference accuracy. We categorize the features into three groups: network-layer
features, transport-layer features, and application-layer features.
Network Layer. We define network-layer features as metrics that solely rely on informa-
tion available from observation of a network flow (identified by the IP/port four-tuple), e.g.,
throughput, packet counts, and byte counts. These features are lightweight to compute and
do not require maintaining per-flow state.
Transport Layer. Transport-layer features include information such as end-to-end la-
tency and packet retransmissions. These metrics reveal possible network problems, such
as presence of a lossy link in the path or a link causing high round-trip latencies between
the client and the server. Unfortunately, transport metrics suffer two shortcomings. First,
due to encryption, some metrics are only extractable from TCP flows and not flows that
use QUIC. Second, many transport-layer features require maintaining long-running per-flow
state, which is prohibitive at scale.
Application Layer. Application-layer metrics include any feature related to the applica-
tion data. Encryption, however, makes it impossible to directly extract any application-
level information from traffic using deep packet inspection. Fortunately, we can still derive
some application-level information from encrypted traffic. For example, BUFFEST [70]
showed how to identify individual video segments from the video traffic, using the times of
upstream requests (i.e., packets with non-zero payload) to break down the stream of down-
stream packets into video segments. We use sequences of inferred video segment downloads
to build up the feature set for the application layer.

2.2.3 Model Validation

We train models considering different sets of input features: network-layer features (Net),
transport-layer features (Tran), application-layer features (App), as well as a combination
of features from different layers: Net+Tran, Net+App, and all layers combined (All). For
each target quality metric, we train 32 models in total: (1) varying across these six feature

1Dataset available for download at [72].
2We make the extension and the tools to generate and label video sessions available as open source

software [142].
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Figure 2.1: Resolution inference using different feature sets (For all four video services).

sets and (2) using six different datasets, splitting the dataset with sessions from each of the
four video services—Netflix, YouTube, Amazon, and Twitch—plus two combined datasets,
one with sessions from all services (which we call composite) and one with sessions from
three out of four services (which we call excluded). For models that rely on transport-layer
features, we omit YouTube sessions over UDP as we cannot compute all features. For each
target quality metric, we evaluate models using 10-fold cross-validation. For resolution, we
trained a classifier with five classes: 240p, 360p, 480p, 720p, and 1080p. We evaluated
Adaboost (as in prior work [91]), logistic regression, decision trees, and random forest. We
select random forests because it achieves higher precision and recall with lower false positive
rates. Similarly for startup delay, we trained on features computed from the first ten seconds
of each video session and experimented with different regression methods, including: linear,
ridge, SVR, decision tree regressor, and random forest regressor. We evaluate methods
based on the average absolute error and conclude that random forest leads to lowest errors.

Main Takeaways. Overall, our results show that models that rely on network- and
application-layer features outperform models that rely on network- and transport-layer
features across all services. This result is in contrast with prior work [40, 91], which pro-
vided models that rely on transport-layer features. For resolution, we observe that the
models trained with application layer features consistently achieve the best performance
with both precision and recall reaching 91% for a 4% false positive rate (shown in Fig-
ure 2.1). Any model not including application features reduces precision by at least 8%,
while also doubling the false-positive rate. Similarly for startup delay, our results show that
the model using a combination of features from network and application layer yields the
highest precision, minimizing the root mean square error (RMSE) across the four services.
These results also show that we can exclude Transport-based features, because Net+App
models have consistently smaller errors. ISPs may ultimately choose a model that uses only
network-layer features, which rely on features that are readily available in many monitoring
systems for a small decrease in inference accuracy.

We also evaluate whether our models are general. A composite model—where we train
the model with data from multiple services and later predict quality of any video service—is
ideal as it removes the requirement to collect data with ground truth for a large number of
services. Our evaluation of a composite model trained with data from the four video services
shows that it performs nearly as well as specific models that rely only on sessions from a
single service across both quality metrics. This result raises hopes that the composite model
can generalize to a wide variety of video streaming services. When we train models using a
subset of the services and evaluate it against the left out one (excluded models), however,
the accuracy of both startup delay and resolution models degrades significantly, rendering
the models unusable. This result highlights that although our modeling method is general
in that it achieves good accuracy across four video services, the training set used to infer



12 Chapter 2. Inferring Streaming Video Quality from Encrypted Traffic

quality metrics should include all services that one aims to do prediction for.

2.3 Model Deployment

In this section we present the challenges we discovered when applying the methods in
practice. We analyze the results collected using the models from a 16-month deployment
in 66 homes in the United States and France. We first characterize the deployment and the
collected data and then present how we tackle the two challenges. Finally, we present the
results obtained from the long term study of video quality in the wild.

2.3.1 Deployment Characterization.

To study the video quality experienced by users in a real-world setting, we have developed a
network monitoring system that collects the features described in the previous section. The
system collects network and application features aggregated across five-second intervals. For
each interval, it reports average statistics for network features divided per flow, together
with the list of downloaded video segments.

We use the system to collect data from 66 homes in the United States and France
between January 23, 2018, and March 12, 2019. We concluded the data collection in May
2019, at which point we had 60 devices in homes in the United States participating in our
study, and an additional 6 devices deployed in France. Downstream throughputs from these
homes ranged from 18 Mbps to 1 Gbps. During the duration of the deployment, we have
recorded a total of 216,173 video sessions from four major video service providers: Netflix,
YouTube, Amazon, and Twitch. Additionally, we periodically (four times per day) record
the Internet capacity using active throughput measurements (i.e., speed tests) from the
embedded system. We collect this information to understand relationships between access
link capacity and video QoE metrics.

2.3.2 Practical Challenges for Robust Models

Testing our models in a long-running deployment raised a new set of challenges that are
not faced by offline models that operate on curated traces in controlled lab settings. Two
factors, in particular, affected the accuracy of the models: (1) the challenge of accurately
detecting the start and end of a video session in the presence of unrelated cross-traffic
and attributing the video session traffic to a particular service; and (2) the granularity of
training data versus what is practical to collect in an operational system.
Session Identification. Identifying a video session from encrypted network traffic is a
challenge as network traffic is noisy. To detect session start and end times, we extend the
method from Dimopoulos et al. [40], which identifies a spike in traffic to specific YouTube
domains to determine the start of a video session and a silent period to indicate the end
of a video session. We build on this approach to design a session identification method
that generalizes this intuition across video services. Our analysis of video sessions across
different services confirms that at the beginning of each video session there is a spike in the
volume of traffic that comes from servers that are associated with the video services but
are distinct from the servers that deliver video traffic. This activity can correspond to, for
example, the download of the player code or thumbnail image downloads as users browse the
catalog. Two other features are useful for identifying session boundaries. First, in addition
to generating more traffic to other servers, video players also generate new network flows
to download audio and video content when moving from one video to another. Second,
considering the buffer-based approach of video services, most sessions have no video traffic
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at the end, when the player is exclusively rendering the buffered content without having to
further retrieve new segments. We rely on these intuitions to design a session identification
method that relies on (1) the amount of non-video traffic generated by the service, (2) the
time elapsed since the last video traffic activity, and (3) the rate of new flows initiated
during the session.

We validate our session identification method against 2,347 streaming sessions from a
real-world deployment for which we also had the ground truth available through our browser
extension. Our results show that the estimate for session start time is within a few seconds
of the actual time for most sessions; in some cases, the technique infers an early start time,
perhaps as a result of non-video traffic mistakenly attributed to video traffic. Additionally,
our system extracts and reports features at a fixed period (currently every five seconds),
which makes it impractical to identify an exact start time.
Data Granularity. Operational monitoring system cannot export information about each
individual packet due to system various system constraints, e.g., recording traces at modern
network speeds would require exporting GBs of data per minute. It is hence common to
report traffic statistics in fixed time intervals or time bins (e.g., SNMP or Netflow polling
intervals). Our system follows this behavior reporting statistics every five seconds. The
training data that we and prior work collect has a precise session start time, whereas the
data collected from a deployed system will only have data collected in time intervals, where
the session start time might be anywhere in that interval, as demonstrated in the previous
section. This corresponding mismatch in granularity creates a challenge for the inference
models. Furthermore, any error in estimating the start time propagates to the time bins
used for inference across the entire session, resulting in a situation where the time bins in
the training and deployment data sets do not correspond to one another at all.

Intuitively, our approach to address these challenges involves accounting for additional
noise that the practical monitoring introduces that is not present in a lab setting or in
the training data. To do so, we introduce noise into the training data so that it more
closely resembles the data collected from the deployment. The techniques that we apply are
grounded in the general theory of domain adaptation [133]. They work as follows: Because
the actual start time can fall anywhere within the five-second interval, we pre-process our
training data and artificially adjust each session start time over a window of -5 to +5 seconds
from the actual start value in increments of 0.5 seconds. For each new artificial start time,
we recalculate all metrics based on this value for the entire session. This technique has
two benefits: it makes the model more robust to noise, and it increases the volume of
training data. We validated the domain-adapted models against 2,347 sessions collected
across five homes of the deployment. We observe that for startup delay, the root mean
square error improves—quite significantly for YouTube. We obtain similar improvements
for resolution inference, except for YouTube. We posit that this result is attributable to the
ground truth dataset collected; the YouTube data is heavily biased towards 360p resolutions
(90+%), whereas all other services operated at higher (and more diverse) resolutions. While
domain adaptation increases balance across classes, it may slightly impact classes with more
prevalence in the training dataset.

2.3.3 Inference Results

We infer the startup delay and resolution for each video session in the deployment dataset
in order to pose a question that both ISPs and customers may ask: how does access link
capacity relate to startup delay?3 Answering this question allows us to understand the

3We conducted this study in collaboration with The Wall Street Journal to understand the effect of
home internet speeds on video streaming quality [137].
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Figure 2.2: Resolution and startup time vs. Users’ speed tiers (NF is Netflix, YT is
YouTube).

tangible benefits of paying for higher access capacity with regard to video streaming. Our
results show that the speeds that consumers purchase from their ISPs have considerably
diminishing returns with respect to video quality. For example, Figure 2.2 shows plots of
the relationship between the startup delay and resolution experience by participant house-
holds across different speed tiers. We observe that, while some minimal improvements are
observed as speeds increase, Internet speeds higher than about 100 Mbps of downstream
throughput offer negligible improvements to video quality metrics such as startup delay
and resolution. These results raise important questions for operators and consumers. Ulti-
mately, operators may focus on other aspects of their networks to optimize video delivery;
at the same time, consumers can be more informed about what downstream throughput
they actually need from their ISPs to achieve acceptable application quality.

2.4 Conclusions and Lessons Learned

Internet service providers increasingly need ways to infer the quality of video streams from
encrypted traffic, a process that involves both identifying the video sessions and segments
and processing the resulting traffic to infer quality across a range of services. Our work
builds on previous work that infers video quality for specific services or in controlled set-
tings, and extends it in several ways, from model granularity, performance, and generality.
Further, we applied the new models we developed to 16 months of traffic from 66 homes
to demonstrate the applicability of our models in practice, and studied the relationship
between access link capacity and video quality. We found, surprisingly, that higher access
speeds provide only marginal improvements to video quality, especially at higher speeds.

While our work improves on the state-of-the-art on video quality inference, it also
highlighted several weaknesses in our methodology to develop the models. Observing the
methodology described in Section 2.2, we can point to several avenues for improvement
across the entire machine learning pipeline. First, our work relied on a dataset collected in
a controlled lab environment. To collect this dataset, we developed a variety of tools to au-
tomate the process and extract labels for the recorded traffic. Yet, while one of the largest
datasets of its kind, the data we collected still failed to fully resemble the data observed in
the deployment. Second, our work demonstrated the need of identifying data representa-
tions (e.g., time series of video segment downloads) that highly enhance the performance
of the developed models. However, our methodology fell short of addressing the impact
of these representations on the ability of a measurement system to collect these metrics
at scale, solely pointing to potential challenges, rather than providing concrete answers.
Finding efficient data representations can help strike a balanced trade-off between model
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performance and system collection costs. Overall, our work lacked a clear definition of sys-
tem costs and their impact on model deployment. Third, our work exclusively performed
model execution after the fact, i.e., collected measurements were aggregated to a remote
server for later use. However, various use cases might require the deployment of real-time
execution models, which we did not address. Finally, our work captured data from a specific
snapshot in time, and did not consider potential decays of model accuracy over time. Yet,
services and networks are in constant evolution. Our dataset was collected over a specific
period of time, while the deployment data occurred during a long period occurring well
after the moment the models were trained. This difference in time can lead to drift in the
data distribution, which could ultimately impact models’ performance.

These deficiencies inspired the rest of the work presented in this manuscript. The rest of
the manuscript, then, describes how during the following years we addressed these challenges
and developed a number of solutions that move us closer to ML-based networked systems
that can be deployed in practice.
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Data Generation

“NetDiffusion: Network Data Augmentation Through Protocol-Constrained Traffic Generation”, ACM

Sigmetrics 2024 [61]

Takeaways

Datasets of labeled network traces are essential for a multitude of machine learning
(ML) tasks in networking, yet their availability is hindered by privacy and mainte-
nance concerns, such as data staleness. To overcome this limitation, synthetic net-
work traces can often augment existing datasets. Unfortunately, current synthetic
trace generation methods, which typically produce only aggregated flow statistics or
a few selected packet attributes, do not always suffice, especially when model train-
ing relies on having features that are only available from packet traces. This shortfall
manifests in both insufficient statistical resemblance to real traces and suboptimal
performance on ML tasks when employed for data augmentation. To solve this
problem, we apply diffusion models to generate high-resolution synthetic network
traffic traces. We present NetDiffusion, a tool that uses a finely-tuned, controlled
variant of a Stable Diffusion model to generate synthetic network traffic that is high
fidelity and conforms to protocol specifications. Our evaluation demonstrates that
packet captures generated from NetDiffusion can achieve higher statistical similar-
ity to real data and improved ML model performance than current state-of-the-art
approaches (e.g., GAN-based approaches). Furthermore, our synthetic traces are
compatible with common network analysis tools and support a myriad of network
tasks, suggesting that NetDiffusion can serve a broader spectrum of network anal-
ysis and testing tasks, extending beyond ML-centric applications.
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3.1 Introduction

Modern networks are increasingly reliant on machine learning (ML) techniques for a wide
range of management tasks, ranging from security to performance optimization. A central
impediment when training network-focused ML models is the scarcity of labeled network
datasets, as their collection and sharing are often associated with high costs and privacy
concerns, particularly when data is collected from real-world networks [129, 88, 92, 12,
36]. Unfortunately, existing public datasets rarely receive updates, making them static
and unable to reflect evolving network behaviors [67, 110, 73]. These limitations hinder
the ability to train robust ML models that accurately reflect evolving real-world network
conditions.

These challenges can be addressed through the creation of new synthetic network traces
based on existing or new, but small, datasets. This approach aims to preserve the inherent
characteristics of network traffic while introducing variations, thereby enhancing dataset
size and diversity [121, 151, 99, 155, 130, 143, 78, 157]. Unfortunately, current state-of-the-
art synthetic trace generation methods, particularly those based on Generative Adversarial
Networks (GANs)-based methods [109, 155, 78, 151, 149], are not always sufficient for pro-
ducing high-quality synthetic network traffic. Specifically, these approaches tend to focus
on a limited set of attributes or statistics, as early machine learning for network tasks often
relied on basic flow statistics for classification [102, 39, 34, 74, 75, 21, 66]. With recent
ML advancements utilizing detailed raw network traffic to achieve enhanced classification
accuracy [108, 160, 83, 14, 154, 146, 120, 35, 27, 86, 134], there is a clear need for synthetic
traffic generation that includes the intricate, potentially unforeseen patterns present in full
network traces. Yet, existing traffic generation methods face two main issues: (1) a lack
of statistical similarity with real data due to the limited attributes in existing methods,
making the synthetic data highly sensitive to variations, and (2) unsatisfactory classifica-
tion accuracy when synthetic statistical attributes are used to augment existing datasets.
Moreover, their simplistic attribute focus and disregard for transport and network layer pro-
tocol behaviors prevent their use with traditional networking tools such as tcpreplay [37]
or Wireshark [20].

Fortunately, the general increase in available computational power and the break-
throughs in high-resolution image generation techniques, particularly diffusion mod-
els [128, 111, 106], offer a promising avenue to overcome these challenges. Specifically,
we harness the capabilities of text-to-image diffusion models, which execute conditioned
generation based on descriptive text prompts. These models are adept at creating detailed,
accurate visual representations from textual descriptions. By translating the intricate char-
acteristics of network traffic into an appropriate image format, we can tap into the unique
advantages offered by these models. In contrast to GANs, diffusion models are able to
capture both broad patterns and detailed dependencies. This inherent generative quality
makes them an ideal choice for producing network traces with high statistical resemblance
to real traffic and full packet header values. By incorporating conditioning techniques,
diffusion models can generate structured data that conforms to specific network proper-
ties, which ensures the desired sequential inter-packet characteristics and rough protocol
dependencies. Moreover, the gradient dynamics of the training process in diffusion models
is a lot more stable than GANs. These attributes collectively position diffusion models as
a compelling choice for advancing the state-of-the-art for synthetic network trace genera-
tion, addressing the extant limitations of current methodologies. The rest of the Chapter
presents NetDiffusion, our diffusion-based framework to generate synthetic raw network
traffic that complies with transport and network layer protocol rules.
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Figure 3.1: Generation Framework Overview.

3.2 NetDiffusion

To address the need of synthetic raw network traffic generation, we introduce NetDiffusion,
a framework that harnesses controlled text-to-image diffusion models [111] to generate syn-
thetic raw network traffic that complies with transport and network layer protocol rules.1

3.2.1 Network Data Augmentation Through Protocol-Constrained
Traffic Generation

NetDiffusion is designed around three main components, shown in Figure 3.1: (1) a
conversion process for transforming raw packet captures to image representations (and vice
versa); (2) a fine-tuned text-to-image diffusion model based on packet capture-converted
images for generating synthetic packet captures; and (3) a post-generation use of domain
knowledge-based heuristics to finely check and adjust the generated fields, ensuring their
semantic correctness in terms of compliance with transport and network layer protocol
rules.
Network Traffic to Image Conversion. Network traffic data, with intricate inter-packet
dependencies and vast range of attributes, presents a complex landscape that introduces
specific challenges when it comes to accurate representation and efficient learning. Network
traffic data exhibits high dimensionality, as well as inherently contains sequential depen-
dencies between packets. Thankfully, images inherently capture spatial hierarchies, which
is crucial for representing intricate inter-packet and intra-packet dependencies in network
traffic. Pixels in images naturally form patterns and structures. Deep learning models,
especially convolutional neural networks (CNNs), are adept at exploiting these structures
to capture both local and global dependencies. Unlike traditional tabular formats where
data points might be perceived as independent entities, images inherently emphasize the
significance of a packet concerning its neighboring packets, preserving crucial contextual
information [123, 29, 71, 87].

To arrive at image representations of network traffic, we first encode packet captures
(pcaps) using nPrint [56], which converts network traffic into standardized bits where each
bit corresponds to a packet header field bit. This binary representation is simple yet ef-
fective, where the presence or absence of a bit in the packet header is denoted as 1 or 0
respectively, and a missing header bit is represented as -1. This encoding scheme ensures
a standardized representation irrespective of the protocol in use. The payload content is
not encoded since it is often encrypted. However, the size of the packet payloads can be
inferred from other encoded header fields such as the IP Total Length fields. Following

1The source code of NetDiffusion is available at https://github.com/noise-lab/NetDiffusion_
Generator/.

https://github.com/noise-lab/NetDiffusion_Generator/
https://github.com/noise-lab/NetDiffusion_Generator/
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this encoding, a sequence of packets in a pcap is converted into a matrix, which is then
interpeted as an image. The colors green, red, and gray represent a set bit (1), an unset
bit (0), and a vacant bit (-1), respectively. This color coding provides a visually intuitive
representation of the network traffic. We finally group the packets in groups of 1024, rep-
resenting the packet headers of the first 1024 packets in a flow. Through this process, any
network traffic in pcap format is transformed into an image with dimensions of 1024 pixels
in width and 1024 pixels in height, with each row of pixels representing a packet in the
network traffic flow. Further, any image in this format can be converted back to pcaps
in a straightforward manner. This representation not only preserves the complexity of the
data but also retains the essential sequential relationships among packets, laying a robust
foundation for the ensuing steps in the NetDiffusion pipeline.

Fine-Tuned Diffusion Model. Diffusion models synthesize data by modeling data gen-
eration as the process of noise removal from noisy data (referred to as the reverse pro-
cess) [131, 54]. Diffusion models excel in capturing and replicating intricate data distri-
butions with remarkable fidelity [55, 117, 101] and are adept at generating and managing
high-resolution images [106, 111, 98]. We take advantage of the properties of diffusion
models by building upon Stable Diffusion 1.5 [111] and fine-tuning this model on our spe-
cific network datasets, making it aptly suited for generating synthetic network traffic that
mirrors the complexities and nuances of real-world network traffic. To facilitate this fine-
tuning, we employ Low-Rank Adaptation (LoRa) [57], which is a training technique tailored
to fine-tune diffusion models, particularly in text-to-image diffusion models. Its crux lies in
enabling the diffusion model to learn new concepts or styles effectively, while maintaining
a manageable model file size. This is beneficial given the traditionally large sizes of models
like Stable Diffusion, which can be cumbersome for storage and deployment. With LoRa,
the resultant models are compact, striking a balance between file size and training capabil-
ity. This compactness does not sacrifice the model’s ability but rather applies minute yet
effective changes to the base/foundational model, ensuring that the core knowledge remains
intact while adapting to new data.

In our fine-tuning process, we start by sampling classes of real network traffic from our
dataset that we aim to generate synthetically. These traffic samples are then transformed
into their image representations. For each of these images, we craft an unique encoded
text prompt (e.g., “pixelated network data, type-0” for Netflix traffic) that succinctly de-
scribes its class type. Consequently, this results in a number of text prompt categories
corresponding to the variety of network traffic types within the dataset. The choice of our
encoded prompt, though seemingly simplistic, achieves two main objectives. It offers a
specific vocabulary that reduces ambiguity and ensures the model hones in on the network
traffic’s nuances. Additionally, it minimizes interference from the base model’s original
word embeddings, optimizing the generative process. Experimentally, we found that this
specific prompt structure provides a balance between specificity and simplicity to prevent
overfitting and misinterpretations, leading to better results.

Controlled Generation and Post-Generation Protocol Compliance Heuristics.
A challenge arises from the inherent flexibility of general diffusion models: While they are
designed to foster creativity in the generated output, it can lead to anomalies in the context
of network traffic generation. For example, generated traffic might incorrectly populate
packet header fields, leading to protocol distribution discrepancies between synthetic and
real traffic. To solve this challenge, we apply a two step process. First, we leverage the
controllable nature of diffusion models to incorporate ControlNet [158] into the generation
process. ControlNet is a commonly used neural network architecture designed to add spatial
conditioning controls to large, pre-trained text-to-image diffusion models. It capitalizes on
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the robust encoding layers of these models, which are pre-trained with vast datasets, to
learn a diverse set of conditional controls.

Second, we identify a subset of critical header fields that mandate strict adherence
to their formatting rules, e.g., sequence and acknowledgement numbers, and we develop
a systematic way to calculate their correct values based on other generated fields. This
is achieved by constructing two dependency trees—one for intra-packet header field de-
pendencies and another for inter-packet dependencies. These trees are built upon domain
knowledge and are sourced from standard network protocol documentation [1, 3, 2, 4, 5, 20].
Although constructing them requires significant manual effort to extract critical protocol
rules from these standards, this process is a one-time endeavor.

3.2.2 Main Results

To assess the effectiveness of our generative framework, we applied it to an exemplary real
network traffic dataset, generating its synthetic counterpart as a case study. Our ML-
oriented evaluation comprises two main analyses: a statistical comparison to gauge the
fidelity of the synthetic data and a model accuracy assessment to determine its utility in
enhancing ML predictions.
Statistical Similarity Results. A primary measure of synthetic data quality is its statis-
tical resemblance to the original data. This comparison is critical as the essence of synthetic
data lies in its ability to represent the statistical properties of the real data without mirror-
ing it exactly. Ensuring statistical similarity ensures that models trained on synthetic data
generalize well to real-world scenarios. In our evaluation, we benchmarked our synthetic
data against two baselines: the NetShare method, which produces synthetic NetFlow at-
tributes and outperforms most of the other GANs-based methods [155], and a naive random
generation approach. The latter, by generating purely random values, acts as a worst-case
scenario, illustrating the lower bounds of similarity and underscoring the value added by
more sophisticated methods. We present results for both the generation of entire pcaps,
as well as only generation of NetFlow attributes. Overall, our experiments showcase the
inherent challenges that exist in replicating the complex pcap format. Yet, NetDiffusion
demonstrates the capability to produce synthetic data with high statistical similarity, even
surpassing existing methods on simpler formats, validating its potential as a robust tool for
data augmentation in the realm of raw network traffic.2

ML Classification Results. To gauge the efficacy of our synthetic network traffic in
ML-based data augmentation, we employ it to two classification tasks. The first task aims
to categorize network flows at a granular level, aligning them with their corresponding ap-
plications (micro-level). The second task operates at a broader scale, classifying flows into
their overarching services (macro-level). We conduct the evaluation using three prominent
models: random forest (RF), decision tree (DT), and support vector machine (SVM). We
explore three distinct augmentation scenarios, utilizing synthetic data: (1) a scenario where
either the training or testing set is entirely composed of synthetic data, e.g., training ex-
clusively on synthetic data and testing on real data, and vice versa. (2) A scenario where
synthetic data is combined with real data at varying proportions, e.g., a 50-50 split be-
tween synthetic and real data during training. (3) A scenario where synthetic data is used
to address and rectify class imbalances in the training set.

By integrating NetDiffusion-generated network traffic into the real dataset data at
varying proportions during training and testing, we observe a general increase in accu-
racy compared to both baselines. Using the RF model as an example, Figure 3.2a shows

2For a detailed evaluation, please refer to our paper [61].
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(a) Classification accuracy comparison using the RF model with mixed data proportions. Datasets
augmented with NetDiffusion-generated traffic consistently outperform those using NetShare-
produced NetFlow attributes.
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Figure 3.2: Evaluation result on mixed data proportions.

that models trained with dataset augmented with NetDiffusion-generated traffic consis-
tently achieve higher classification accuracy than those with NetShare-produced NetFlow
attributes. When testing on real data, models trained entirely on real network traffic
demonstrate notably higher accuracy than those trained solely on real NetFlow. This im-
provement is attributed to our synthetic data’s significantly high statistical resemblance to
the real dataset. Additionally, our method shows promise in addressing class imbalance
issues, enhancing the accuracy of ML models in such cases.

3.3 Conclusions

Synthetic traces, primarily emphasizing certain flow statistics or packet attributes, are
frequently used to support ML tasks in networking. However, their limited alignment
with real traces and challenges in converting to raw network traffic hinder both their ML
performance and broader applicability in conventional network analyses. In our research,
we tap into the promising capabilities of diffusion models, known for their high-quality data
generation, to enhance synthetic network traffic production. We present NetDiffusion, a
tool to produce synthetic network traffic, captured as pcaps covering all packet headers.
Our evaluation reveals that NetDiffusion’s pcaps closely resemble authentic data and bolster
ML model performance, outperforming current methods. These synthetic traces integrate
with traditional network tools, support retransmission, and suit a broad range of network
tasks. The rich features in NetDiffusion’s outputs position it as a new core tool for diverse
network analysis and testing tasks.

Looking ahead, several avenues deserve further exploration. First, transformers have
shown efficacy in generating sequential data like text, suggesting their potential in net-
work traffic generation. Key challenges include appropriate packet capture tokenization
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and maintaining long contexts for generating meaningful flows. NetDiffusion can also
attempt to address the issue of long contexts by simply increasing image resolution in fu-
ture work. Second, our current protocol rule-compliance approach is post-generative, given
the intricate nature of managing inter-dependent constraints during the diffusion gener-
ation process. A future direction is to embed these rules directly within the generation
pipeline, eliminating the need for subsequent adjustments. At the same time, although we
leverage pre-trained ControlNet models for controlled generation in this implementation of
NetDiffusion, it is viable to train dedicated ControlNet models from scratch to realized
finer-grained control beyond general protocol distribution, which can also serve as a po-
tential solution for avoiding excessive post-generation adjustments. A feasible strategy for
achieving this involves curating ControlNet training datasets focused on specific attributes,
such as exclusively featuring TCP options. This targeted training may help effectively en-
force constraints on particular aspects of the flows. Additionally, as time dependencies play
a pivotal role, we aim to refine the diffusion models to directly learn and generate time
series, providing a more nuanced approach to inter-packet time dependencies. Our genera-
tion’s horizon is presently capped at 1,024 packets per flow sample, a limitation we seek to
address, possibly through techniques like tabular diffusion that retains packet dependencies
or sequential flow generation. Another intriguing prospect is building a network-specific
diffusion foundation model, which could further heighten generation accuracy. Lastly, gen-
erating semantically meaningful payloads remains a challenge, with potential solutions like
autoencoders offering a promising direction for future work.
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Takeaways

Network management often relies on machine learning to make predictions about
performance and security from network traffic. Often, for these tasks, the represen-
tation of the traffic is as important as the choice of the model. The features that the
model relies on, and the representation of those features, determine model accuracy,
as well as where and whether the model can be deployed in practice. Thus, the
design and evaluation of these models ultimately requires understanding not only
model accuracy but also the systems costs associated with deploying the model in
an operational network. We develop two systems-driven solution to design and train
machine learning models that aim to strike the correct balance between systems
costs related to feature extraction and model accuracy. First, we develop Traffic
Refinery, a new framework and system that enables a joint evaluation of both
the conventional notions of machine learning performance (e.g., model accuracy)
and the systems-level costs of different representations of network traffic. Traffic
Refinery both highlights this design space and makes it possible to explore different
representations for learning tasks. Second, we develop CATO, a framework that ad-
dresses the problem of jointly optimizing the predictive performance of models and
the associated systems costs of the model serving pipeline. CATO leverages recent ad-
vances in multi-objective Bayesian optimization to efficiently identify Pareto-optimal
configurations, and automatically compiles end-to-end optimized serving pipelines
that can be deployed in real networks.
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4.1 Introduction

Machine learning (ML) models have grown to outperform traditional rule-based heuris-
tics for a variety of traffic analysis applications, such as traffic classification [64, 82],
intrusion detection [147], and QoE inference [25, 90]. Over the past few years, re-
searchers have explored various approaches to developing more accurate models, ranging
from better feature selection to employing sophisticated model types and traffic represen-
tations [95, 66, 48, 104, 83, 108, 160, 120, 56, 11, 152, 23]. However, the predictive perfor-
mance of ML-based solutions often overshadows an equally critical aspect—the end-to-end
efficiency of the serving pipeline that processes network traffic and executes the model.

For traffic analysis, a significant challenge lies not just in developing accurate models,
but in meeting the performance demands of the network. Many network applications must
operate in real time with sub-second reaction times and/or process hundreds of gigabits
per second of traffic without packet loss [144]. Unfortunately, models developed without
consideration of the associated systems costs of serving them in real networks often turn out
to be unusable in practice. Current approaches to this problem typically rely on lightweight
models [77], programmable hardware [148, 64], or early inference techniques [21, 103], but
many of these force developers to compromise on predictive performance instead [127, 28,
148].

Two central obstacles emerge in building models that aim to strike the right balance
between model performance and systems constraints. First, the choice of features and their
representation in the model is often as important as the choice of the model itself. The
features that the model relies on, and the representation of those features, ultimately deter-
mine model accuracy, as well as where and whether the model can be deployed in practice.
On the surface, choosing representations that maximize model performance seems straight-
forward: Any network operator or researcher knows full well that collecting raw packet
traces can attain maximum flexibility to explore transformations and representations that
result in the best model performance. Yet, unfortunately, capturing raw packet traces often
proves to be impractical. In large networks, raw packet traces produce massive amounts of
data introducing storage and bandwidth requirements that are often prohibitive. Limiting
the duration of a pcap collection can reduce data storage requirements, but might nega-
tively affect the accuracy of the produced models as the limited capture may not represent
network conditions at different times. Conversely, pcaps collected in a controlled laboratory
environment might produce models not directly applicable in practice because operational
networks include other traffic characteristics that are hard to capture in a lab environment.
Due to these reasons, experiments (and much past work) that demonstrate a model’s ac-
curacy turn out to be non-viable in practice because the systems costs of deploying and
maintaining the model are prohibitive. An operator may ultimately need to explore costs
across state, processing, storage, and latency to understand whether a given pipeline can
work in its network.

Second, even when the costs of feature extraction are well understood, the end-to-end
serving pipeline that processes network traffic and executes the model still needs to be
optimized, balancing the accuracy-performance tradeoff. However, achieving this balance
is difficult. The end-to-end latency and throughput costs of the serving pipeline, which in-
cludes packet capture, feature extraction, and model inference, are difficult to approximate
without real measurements. Furthermore, the search space over optimal feature repre-
sentations is exponential in the number of available candidate features, and also includes
considerations for how far into a flow to wait before making a prediction. The added com-
plexity of not just considering one objective, but two, makes end-to-end optimization of
such systems an open challenge.
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Figure 4.1: Traffic Refinery system overview.

{
"Name": "ServiceName",
"Filter": {

"DomainsString": ["domain.x",
...],

"Prefixes": ["10.0.0.0/18", ...
]

},
"Collect": [FeatureSetA,

FeatureSetB, ...],
"Emit": 10

}

Listing 4.1: Configuration example.

The rest of the Chapter presents Traffic Refinery and CATO, two systems driven solu-
tions to explore cost-aware data representations and automatically train machine learning
models that strike optimal accuracy-performance balance.

4.2 Traffic Refinery

To explore network traffic feature representations and its subsequent effect on both the per-
formance of prediction models and collection cost, we need a way to easily collect different
representations from network traffic. To enable such exploration, we implement Traffic
Refinery [9],1 which works both for data representation design, helping network opera-
tors explore the accuracy-cost tradeoffs of different data representations for an inference
task; and for customized data collection in production, whereby Traffic Refinery can be
deployed online to extract custom features.

4.2.1 Joint Exploration of Cost and Model Performance

Figure 4.1 shows an overview of the system. Traffic Refinery is implemented in
Go [8] to exploit performance and flexibility, as well as its built-in benchmarking tools. The
system design revolves around three guidelines: (1) Detect flows and applications of interest
early in the processing pipeline to avoid unnecessary overhead; (2) Support state-of-the-art
packet processing while minimizing the entry cost for extending which features to collect;
(3) Aggregate flow statistics at regular time intervals and store for future consumption.
The pipeline has three components:
Traffic Categorization. The first module is a traffic categorization module responsible
for associating network traffic with applications of interest. Traffic Refinery implements
a cache to map remote IP addresses to services accessed by users. The map supports
identifying the services flows belong to by using one of two methods: (1) Using the domain
name of the service captured from DNS queries or (2) Using exact IP prefixes.
Packet Capture and Processing. The second module is a packet capture and process-
ing module that collects network flow statistics and tracks their state at line rate. Traffic
Refinery implements parallel traffic processing through a pool of worker processes, allow-
ing the system to scale capacity and take advantage of multicore CPU architectures. We
implement a flow cache used to store a general data structure containing state and statis-
tics related to a network flow. The general flow data structure allows storing different flow
types, and differing underlying statistics using a single interface. Furthermore, it includes,

1The source code of Traffic Refinery is available at https://traffic-refinery.github.io

https://traffic-refinery.github.io
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if applicable, an identifier to match the services the flow belongs to. This information
permits the system to determine early in the pipeline whether a given packet requires ad-
ditional processing. Finally, the workers pool processes all non-DNS packets. Each worker
has a dedicated capture interface to read incoming packets. As a first step, each worker
pre-parses MAC, network, and transport headers, which yields useful information such as
the direction of the traffic flow, the protocols, and the addresses and ports of the traffic.
The system then performs additional operations on the packet depending on the service
category assigned to the packet by inspecting the flow’s service identifier in the cache.
Aggregation and Storage. The third module queries the flow cache to obtain features
and statistics about each traffic flow and stores higher-level features concerning the appli-
cations of interest for later processing. Traffic Refinery exports high-level flow features
and data representations at regular time intervals. Upon firing collection events, the sys-
tem loops through the flows belonging to a given service class and performs the required
transformations (e.g., aggregation or sampling) to produce the data representation of the
traffic class.

Traffic Refinery is customizable through a configuration file written in JSON and
enables the collection of user defined data representations. The configuration provides a
way to tune system parameters (e.g., which interfaces to use for capture) as well as the
definitions of service classes to monitor. A service class includes three pieces of information
that establish a logical pipeline to collect the specified feature sets for each targeted service
class: (1) which flows to monitor; (2) how to represent the underlying flows in terms of
features; (3) at what time granularity features should be represented. Listing 4.1 shows the
JSON format used.

Further, we design Traffic Refinery to facilitate the exploration of how different
representations affect model performance and collection cost. To do so, we design Traffic
Refinery to use convenient flow abstraction interfaces to allow for quick implementation
of user-defined collection methods for features and their aggregated statistics. Each flow
data structure implements two functions that define how to handle a packet in the latter
two steps of the processing pipeline: (1) an AddPacket function that defines how to update
the flow state metrics using the pre-processed information parsed from the packet headers;
and (2) a CollectFeatures function that allows the user to specify how to aggregate the
features collected for output when the collection time interval expires.

4.2.2 Main Results

We use Traffic Refinery to demonstrate the value of jointly exploring data represen-
tations for modeling and their associated costs for two supervised learning problems in
networking: video quality inference from encrypted traffic and malware detection.2 As
discussed in Chapter 2, our previous work [25] categorized useful features for video qual-
ity inference into three groups that correspond to layers of the network stack: Network,
Transport, and Application Layer features. We add approximately 100 lines of Go code to
implement in Traffic Refinery the feature calculation functions to extract application
features (i.e., VideoSegments). Further, we use built-in feature classes to collect network
(i.e., PacketCounters) and transport (i.e., TCPCounters) features.
Data Representation Costs. We evaluate system-related costs of the three classes of
features used for the video quality inference problem: network, transport, and application
features. First we use Traffic Refinery’s profiling tools to quantify the fine-grained costs
imposed by tracking video streaming sessions. To do so, we profile the per-feature state

2Please refer to the full paper [24] for malware detection results.
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Figure 4.2: Cost profiling for video inference models.

and processing costs for pre-recorded packet traces with 1,000 video streaming sessions split
across four major video streaming services (Netflix, YouTube, Amazon Prime Video, and
Twitch). Then, we study the effect of collecting the different classes of features at scale by
deploying the system in a 10 Gbps interconnect link.

We find that while some features add relatively little state (i.e., memory) and long-term
storage costs, others require substantially more resources. Conversely, processing require-
ments are within the same order of magnitude for all three classes of features. Figure 4.2a
shows the cumulative distribution of memory in Bytes across all analyzed video streaming
sessions. The reported results highlight how collecting transport layer features can heavily
impact the amount of memory used by the system. In particular, collecting transport fea-
tures can require up to three orders of magnitude more memory compared to network and
application features. Transport features require historical flow information (e.g., all pack-
ets) in contrast with network features that require solely simple counters. As expected,
Figure 4.2c shows that storage costs follow similar trends as the state costs previously
shown. This is not surprising as the exported information is a representation of the state
contained in memory. In contrast, Figure 4.2b shows distributions of the time required
to process different feature classes. Collecting simple network counters requires the least
processing time, followed by application and transport features. While there are differences
among the three classes, the difference is relatively small and within the same order of
magnitude.
Model Performance. We then study the relationship between model performance and
system costs for online video quality inference. We use previously developed models but
explicitly explore how data representation affects model performance. We focus on state-
related costs (i.e., memory), as for video quality inference, state costs mirror storage costs
and the differences in processing costs of the feature classes is not significant. Interestingly,
we find that the relationship between state cost and model performance is not proportional.
More importantly, we find that it is often possible to significantly reduce the state-related
requirements of a model without significantly compromising prediction performance, fur-
ther bolstering the case for systems like Traffic Refinery that allow for flexible data
representations.

Figure 4.3 shows the relationship between model performance and state costs. As shown,
network features alone can provide a lightweight solution to infer both startup delay and
resolution but this yields the lowest model performance. Adding application layer features
contributes to a very small additional memory overhead. This result is particularly im-
portant for resolution where models with video segments alone perform basically as well
as combining all others. Further, adding transport features (labeled “All” in the figure)
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Figure 4.3: The relationship between features state cost and model performance for video
streaming quality inference (marker shapes identify layers used).

provides limited benefits in terms of added performance—40 ms on average lower errors
for startup delay and less than 0.5% higher accuracy for resolution. Even for startup delay
where using transport features can improve the mean absolute error by a larger margin,
this comes at the cost of two orders of magnitude higher memory usage.

4.3 CATO

Traffic Refinery demonstrates both the need and the potential for exploring how different
data representations can affect model accuracy and systems costs. However, achieving a
perfect balance between these two dimensions is difficult. The search space over optimal
feature representations is exponential in the number of available candidate features, and
also includes considerations for how far into a flow to wait before making a prediction.
The added complexity of not just considering one objective, but two, makes end-to-end
optimization of such systems an open challenge. To solve this challenge we present CATO,
the first framework that systematically optimizes the systems costs and model performance
of ML-based traffic analysis pipelines.

4.3.1 Cost-Aware Model Training

The goal of CATO is to automatically construct traffic analysis pipelines that jointly mini-
mize the end-to-end systems costs of model serving while maximizing the model’s predictive
performance. At its core, CATO combines a multi-objective Bayesian optimization-guided
search with a novel pipeline generator and feature representation profiler to produce serving
pipelines suitable for deployment in real networks. CATO constructs end-to-end optimized
traffic analysis pipelines according to the systems cost and model performance objective
functions. It does so by efficiently identifying Pareto-optimal feature representations, and
generating ready-to-deploy serving pipelines for a given model from those feature represen-
tations. Note that CATO is agnostic to the type of model used in the pipeline.

Figure 4.4 depicts the high-level design, which consists of an Optimizer and a Profiler:

• The Optimizer takes the set of candidate features and maximum connection depth
(i.e., the number of flow packets to use for inference), and performs a multi-objective
Bayesian optimization-guided search over the feature representation space. It period-
ically queries the Profiler for the systems costs and model performance of its sampled
feature representations, which it uses to further refine the search for the Pareto front.

• The Profiler accepts queries from the Optimizer, generates compiled binaries for the
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Figure 4.4: CATO combines a multi-objective BO-based Optimizer and a realistic pipeline
Profiler to construct and validate efficient ML-based traffic analysis serving pipelines.

end-to-end serving pipeline, and runs them to accurately measure systems costs and
model performance. These measurements serve the dual purpose of guiding the Op-
timizer towards Pareto-optimal solutions and validating the in-network performance
of the resulting traffic analysis pipelines.

We now describe the two components in more detail.
The CATO Optimizer. In general, measuring systems costs and model performance for an
arbitrary feature representation is computationally expensive. It involves generating the
serving pipeline, training and evaluating the ML model, and measuring performance costs
either through simulation or in physical testbeds. The massive size of the search space
and the computational cost of evaluating the objective functions precludes the possibility
of exhaustively searching all possible configurations. To handle this intractability, CATO
leverages Bayesian Optimization (BO), building on recent developments in multi-objective
design space exploration [96] and sample-efficient BO [60] to efficiently estimate the Pareto
front of solutions. However, in its basic form, BO has several limitations. Conventional
applications of BO typically involve single-objective, low-dimensional (fewer than 20) search
spaces [46, 119]. Unfortunately, our traffic analysis problem is inherently multi-objective,
high-dimensional, and involves a complex search space with mixed categorical (features)
and numerical (connection depth) variables.

To address this, we augment the CATO Optimizer with two preprocessing techniques to
improve its sample efficiency (Figure 4.4). The first is a dimensionality reduction step that
strategically discards candidate features that are unlikely to improve the model’s predictive
performance regardless of its impact on the end-to-end systems costs. By default, we
exclude features with a mutual information [141] score of zero, which indicates no direct
informational relationship with the target variable. The second technique incorporates prior
probabilities into the BO formulation, accelerating the search by providing the Optimizer
with “hints” about the approximate locations of Pareto-optimal feature representations. To
account for both objectives, CATO constructs two sets of priors: one over the feature space
that targets model performance, and one over the connection depth that targets systems
costs. The set of priors over the feature space encodes each feature’s relative contribution
to the model’s performance, and are derived from the mutual information scores computed
in the dimensionality reduction step. These adaptations encourage CATO to more frequently
explore regions of the search space that include features with higher predictive power.
The CATO Profiler. The CATO Profiler evaluates the feature representations sampled by the
Optimizer based on the concrete definitions of systems costs and model performance. To
accomplish this, it compiles customized code for the packet capture and feature extraction
stages of each sampled point, trains the model, and runs the full serving pipeline to directly
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measure its end-to-end systems costs and model performance. This measurement serves two
purposes: (1) guiding the search process of the Optimizer, and (2) validating the in-network
performance of identified solutions.

CATO employs conditional compilation to build and run customized end-to-end serving
pipelines tailored to each configuration. The resulting binary matches the performance of
a manually implemented pipeline, containing only the set of operations needed to collect
traffic data up to the specified connection depth, extract the corresponding features, and
execute the model inference. This technique not only constructs fully operational traffic
analysis pipelines, but also provides the flexibility to accurately measure any point in the
search space. Ultimately, CATO presents a testbed interface that replicates a real-world
deployment scenario of the pipeline.

For model performance measurements, the Profiler trains a fresh model for each feature
representation sampled by the Optimizer and directly measures its predictive performance
to account for any interaction effects between features. The final performance metric is
derived from a hold-out test set, which ensures an unbiased evaluation. This approach is
inspired by established wrapper methods [69] in feature selection. For systems cost mea-
surements, CATO either simulates traffic inputs from the training data, or, when feasible,
deploys the full serving pipeline in its target network environment for end-to-end measure-
ments. While each measurement is expensive, the Optimizer is intentionally designed to
minimize the number of measurements needed to approximate the Pareto front.

4.3.2 Main Results

We consider two typical traffic analysis use cases, web application classification and IoT
device recognition, and evaluate CATO’s ability to identify optimal models over a variety of
configurations. We show that CATO’s joint optimization of systems costs and model perfor-
mance can help traffic analysis applications achieve substantially lower inference latency and
higher throughput without compromising model performance, and in many cases improve
upon both metrics.3

Model Serving Performance. We examine the end-to-end efficiency and predictive
performance of serving pipelines optimized by CATO. We compare the F1 score, inference
latency, and zero-loss classification throughput to popular feature optimization methods:

• ALL: Use all available features.

• RFE10: Select the top ten features by recursive feature elimination [53]. RFE trains a
model using all available features, then iteratively removes the least important feature
and retrains until the desired number remains.

• MI10: Select the top ten features based on mutual information [141]. This is a model
agnostic algorithm that measures how much information each feature contributes to
the target variable and picks the most relevant ones.

Figures 4.5a and 4.5b show the end-to-end inference latency and F1 scores for IoT
device recognition and Application classification, respectively. Note that each of the baseline
methods must pre-specify a packet depth and only produces a single solution, whereas CATO
estimates a Pareto front of optimal solutions. This Pareto front is the set of non-dominated
feature representations sampled by the Optimizer. We can see that for IoT recognition, all
points in CATO’s Pareto front dominate the baseline solutions. In other words, for any given
representation chosen by one of the baselines, CATO finds a different one that achieves the

3Please refer to the full paper for all evaluation results [145].
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Figure 4.5: Comparison of F1 score vs. end-to-end inference latency / zero-loss throughput
(single-core) for IoT identification and Application classification serving pipelines. CATO
identifies multiple solutions on its Pareto front that dominate those found by traditional
optimization techniques, and can achieve significantly better systems performance with a
similar or higher F1 scores.

same or better F1 score while also reducing the inference latency. Compared to solutions
that need information from the entire connection, CATO can reduce the inference latency
by over 3600×, from several minutes to under 0.1 seconds, while simultaneously improving
the F1 score. Compared to solutions that use the first 50 packets in the connection, CATO
reduces the latency by 817–2000×, and 11–79× for those that use up to the first 10. Since
end-to-end inference latency is largely dominated by packet inter-arrival times, this huge
improvement can be attributed to CATO’s ability to find alternative sets of features using the
minimum number of packets necessary without compromising the predictive performance of
popular feature selection methods. For example, RFE10 using the first 10 packets achieves
an F1 score of 0.970 with an inference latency of 7.9 seconds. However, CATO identifies a
different set of features using just the first 3 packets for a better F1 score of 0.979 and an
inference latency of 0.1 seconds. We find a similar pattern for Application classification with
pipelines optimized with CATO outperforming most baseline methods across both objectives.

After, we compare the predictive performance and classification throughput of solutions
found by CATO with those found by the same baseline methods for Application classification.
For a realistic assessment, we use live traffic from our campus network, but restrict all
experiments to a single core to avoid saturating our network’s maximum ingress throughput.
In an actual deployment scenario, the throughput can be easily scaled up by adding more
cores, owing to to the per-core scalability of Retina [144]. Figure 4.5c shows that CATO’s
solutions outperform most of the baselines across both throughput and F1 score, with the
exception of MI10 over the first 10 packets. Despite this, CATO successfully identifies the
feature representation that achieves the highest overall F1 score and the one with the highest
zero-loss throughput. For a decrease in F1 score from 0.96 to 0.93, CATO can increase the
throughput by 37%. Compared to solutions that wait until the end of the connection,
CATO can improve the zero-loss throughput by a factor of 1.6–3.7×, and 1.3–2.7× for those
that require the first 50 packets while also achieving higher model performance. It is
noteworthy that CATO achieves these results after exploring just 50 feature representations
out of 267× 50 = 7× 1021 potential combinations (67 candidate features, up to a maximum
packet depth of 50).
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4.4 Conclusions

While it is well-known that in general different data representations can both affect model
accuracy and introduce variable systems costs, network research has left this area relatively
under-explored. In this chapter, we have presented Traffic Refinery and CATO, two
systems that support the design of machine learning models that account for both model
accuracy and systems costs. Traffic Refinery permits the exploration of both model
accuracy and the systems-related costs of machine learning models trained on network traffic
representations to make predictions concerning performance and security. CATO enables
end-to-end optimization of such ML-based traffic analysis pipelines.

Our investigation both constitutes an important re-assessment of previous results and
lays the groundwork for new directions in applying machine learning to network traffic
modeling and prediction problems. From a scientific perspective, our work explores the
robustness of previously published results. From a deployment standpoint, our results
also speak to systems-level deployment considerations, and how those considerations might
ultimately affect these models in practice, something that has been often overlooked in
previous work. Looking ahead, we believe that incorporating these types of deployment
costs as a primary model evaluation metric should act as a rubric for evaluating models
that rely on machine learning for prediction and inference from network traffic.
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Model Deployment

“LEAF: Navigating Concept Drift in Cellular Networks”, ACM CoNEXT 2023 [79]

Takeaways

Operational networks commonly rely on machine learning models for many tasks,
including detecting anomalies, inferring application performance, and forecasting
demand. Yet, model accuracy can degrade due to concept drift, where either the
relationships between features and the target to be predicted, or the features them-
selves change. Mitigating concept drift is an essential part of operationalizing ma-
chine learning models in general, but is of particular importance in networking’s
highly dynamic deployment environments. In this work, we first characterize con-
cept drift in a large cellular network for a major metropolitan area in the United
States. We find that concept drift occurs across many important key performance
indicators (KPIs), independently of the model, training set size, and time interval—
thus necessitating practical approaches to detect, explain, and mitigate it. We then
show that frequent model retraining with newly available data is not sufficient to
mitigate concept drift, and can even degrade model accuracy further. Finally, we
develop a new methodology for concept drift mitigation, Local Error Approximation
of Features (LEAF). LEAF works by detecting drift; explaining the features and time
intervals that contribute the most to drift; and mitigating it using forgetting and
over-sampling. We evaluate LEAF against industry-standard mitigation approaches
(notably, periodic retraining) with more than four years of cellular KPI data. Our
tests with a major cellular provider in the US show that LEAF consistently outper-
forms periodic and triggered retraining on complex, real-world data while reducing
costly retraining operations.
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5.1 Introduction

Network operators rely on machine learning (ML) models to perform many tasks, including
anomaly detection [124], performance inference [49] and diagnosis, and forecasting [93,
30, 80]. Unfortunately, deploying and maintaining these models can prove challenging in
practice [129]. One significant operational challenge is concept drift, whereby changes to
the data distribution (virtual drift) or its relationship with the target to be predicted (real
concept drift), deteriorate model performance over time [50, 84]. Previous work in applying
ML models to network management tasks has typically trained and evaluated models on
fixed, offline datasets [125, 41, 124, 18, 93, 30], demonstrating the ability to predict various
network features at fixed points in time on a static dataset. Yet, a model that performs
well offline on a single dataset may not in fact perform well in practice, especially over time
as characteristics change.

Concept drift is a relatively well-understood phenomenon in ML for other prediction
problems (e.g., image and text classification [114, 84, 50]). Yet, mitigating concept drift
for networking problems, such as forecasting Key Performance Indicators (KPIs) in a cellu-
lar network introduces fundamentally new challenges that make previous approaches from
other domains inapplicable. Networks have unique characteristics, such as dynamic sig-
nal interference due to environment changes (e.g., weather, seasonality, etc.) [159], which
calls for new approaches. In contrast to previous tasks, where the semantics of predic-
tion occurs on a fixed object and characteristics of the features change relatively slowly
over time [44, 161, 50], predictions of network characteristics occur continuously and occur
within the context of a system that changes over time due to periodicity (e.g., seven-day
period of volume), gradual evolution (e.g., the constant addition of capacity by new equip-
ment installations), and exogenous shocks (e.g., a software upgrade or a sudden change in
traffic patterns such as the COVID-19 pandemic which resulted in significant changes in
user behaviors [85, 81]).

Beyond simply detecting concept drift, operators may also want to interpret why a model
has become less accurate and mitigate it. Previous research has developed explanation
methods for concept drift in classification problems [63, 153], but prediction in cellular
networks is often a regression problem. The absence of distinct classes rules out the direct
use of existing methods. In addition, the subtleties of drift in regression make its impact
more nuanced.

5.1.1 Model Drift Characterization

As a first step, to quantify the need for solutions for model drift, we explore how trained
forecasting models are affected by concept drift in the context of a typical cellular operator
forecasting task.
Dataset. We study the extent of model drift relying on more than four years (January
1, 2018 to March 28th, 2022) of daily measurements of LTE cellular network performance
indicators collected at the eNodeB-level (evolved NodeBs, or the “base station” in 4G LTE)
from a major wireless carrier in the United States. The dataset contains information from
898 eNodeBs from a large city and surrounding metropolitan area (rural, suburban, and
urban included) in the United States. The dataset contains 1,084,837 daily eNodeB-level
logs. Each log includes 224 Key Performance Indicators (KPIs) collected for a base station
on a particular date. KPIs are statistics collected and used by the operator of the network
to monitor and assess network performance. The 224 KPIs fall into three categories: (1) re-
source utilization (e.g., data volume, peak active users, active session time, cell availability
rate), (2) access network performance (e.g., throughput, connection establishment success,
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congestion, packet loss), and (3) user experience features (e.g., call drop rate, RTP gap
duration ratio, abnormal UE releases). Further, some of the KPIs have separate directional
measurements.1

Forecasting Problem. We focus our study of concept drift in the context of network fore-
casting. Network forecasting (load, performance, user experience) is an important problem
for operators as it sets the foundation to guide infrastructure configuration [68], manage-
ment [118], and augmentation [150, 107]. We focus on per-eNodeB level KPI forecasting
which can be used as a foundation for capacity adjustment, deployment, maintenance, and
operation in large cellular networks (not a focus of this work). The nature of this problem is
regression with time-series information. Regression models are a better fit than classification
because we aim to provide fine-grained forecasting of numerical KPIs that can have wide
ranges. In line with multivariate regression modeling used in previous network forecasting
applications [150, 107, 68, 118], which uses time-series of KPI histories, we use historical
data—i.e., all available KPIs and dates (as features) up to a given day—to forecast one or
more target KPIs of interest 180 days in the future. We employ a 180-day forecast window,
as operators need this duration for planning and executing long-term network infrastructure
augmentation. This 180-day gap also makes it more challenging to explain and mitigate
drift.

Model Evaluation. To explore the performance of different widely adopted regression
techniques, we select four different families of models: (1) gradient boosting algorithms like
LightGBM, CatBoost, and XGBoost; (2) bagging algorithms such as Random Forest and
Extra Trees; (3) distance-based algorithms like KNeighbors; (4) recurrent neural networks
such as LSTM. All models either incorporate temporal features (e.g., time stamps, day of
the week, month, year), or are time-series models (LSTM). Although it is feasible to fine-
tune each model’s hyperparameters by hand, we rely on an auto-selection pipeline [13] with
the goal of a fair comparison and to make training scalable and efficient. For all experiments,
we develop a model for one target KPI per category. As the input of the models, we use a
portion of the history of all categorical and numerical KPIs from all eNodeBs up to the date
when the model is generated. We generate a single model for the entire network, i.e., we
create a model capable of forecasting values for samples collected from each base station.

Consistent Drift Occurs, Independent of Model, Target KPI, and Training Set
Size. We demonstrate concept drift in a large cellular network comparing different KPIs,
model families, training set sizes, and periods across many regression models and tasks.
Concept drift occurs consistently and independently of both the size and period of the
training set. Ultimately, the diverse, longitudinal nature of the dataset used presents a
challenging concept drift problem.

As an example,2 Figure 5.1 presents the concept drift across time for the three categories
of KPIs. Overall, drift patterns are quite unique for each class, and they vary in two aspects.
First, deviations in Normalized Root Mean Squared Error (NRMSE) occur at different
periods of time. For instance, in Figure 5.1a, the NRMSE of downlink volume, specifically
in the CatBoost model, experiences a substantial increase from 0.102 to 0.136 in April
2020 due to the COVID-19 lockdown—a clear example of sudden concept drift. However,
it reverts back to more normal values, achieving an average of 0.089 by October 2020.
From March 2021, the NRMSE starts to rise once more, peaking at 0.145 in January 2022.
For the prediction of peak users, Figure 5.1b demonstrates that July 2019 to November
2019 are more challenging to predict (0.789 NRMSE for CatBoost), because of lost data.

1We release a normalized version of the dataset spanning from from May 2019 to May 2020: https:
//forms.gle/g5pbB5qRHeBsEmZJ6.

2Please refer to the full paper for the complete characterization [79].

https://forms.gle/ g5pbB5qRHeBsEmZJ6
https://forms.gle/ g5pbB5qRHeBsEmZJ6
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(b) Peak active UEs.

20
19

-07

20
20

-01

20
20

-07

20
21

-01

20
21

-07

20
22

-01

Test Date

0.0

0.1

0.2

0.3

0.4

0.5

NR
M

SE

Model
CatBoost
ExtraTreesMSE
KNeighborsDist
LSTM

(c) Throughput.
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(d) Gap duration ratio.

Figure 5.1: Drift of different models for KPIs of interest. Inset figures exhibit a 3-week
view (all starting from Sunday) of NRMSE for the box-selected period. Some data is lost
between July, 2019 and January, 2020 for Peak active UEs. Note that the y-axes are scaled
to different range to accommodate larger errors in Fig.5.1b, 5.1d.

Moreover, short-lived, abrupt increases in error are more frequent than other KPIs, due
to the burstiness of GDR. Second, the high-frequency components have different patterns
for KPIs. Using signal processing techniques like STFT, we found no clear weekly pattern
in the NRMSE of CDR and GDR, while other KPIs exhibit such patterns, as the 3-week
insets show.

Naïve Retraining in Practice. In operational networks, a common approach to coun-
teract potential concept drift is to retrain models regularly. Retraining using the latest
data is often considered an effective way to deal with concept drift. Many existing solu-
tions [65, 138] adopt this approach, which outperforms recent dedicated drift mitigation
methods [89, 156]. To understand the effectiveness of this approach, we retrain a number
of different models using different retraining frequencies. For this experiment, we use a
training set of 14 days (the best performing size in our characterization) to forecast traffic
volume 180 days in the future, using a CatBoost model. Given a retrain frequency N , a
model is retrained using the latest 14-day data. It is evaluated using the NRMSE for the
next N days and is then replaced every N days. Somewhat counter to conventional prac-
tice, we find that simply retraining the model at regular intervals is insufficient to efficiently
combating concept drift for a diverse, longitudinal dataset. Naïve retraining is either less
effective, or is effective but inefficient, requiring frequent retraining.

Intuitively, a key reason that naïve retraining may not work is that it is triggered at
regular intervals, even though drift occurrences are irregular. It does not take into account
when, where, and why drift is occurring. Thus, at times retraining is not necessary, or it
is planned before drift actually occurs. This strategy ignores the fact that models trained
on more recent periods do not necessarily result in better performance. Further, complete
data replacement neglects finer-grained error information across samples, throwing away
useful samples from the past. Overall, we conclude that although retraining is essential,
naïvely performing it at regular intervals is not sufficient for efficient and explainable drift
mitigation. It works best at high retraining frequencies and requires specific tests across
different KPIs to at best tuning its performance. Both are challenging when run at scale
in operational networks. Also, naïve retraining neglects finer-grained temporal error in-
formation across samples and thus loses explainability. Based on the need to develop a
more generally applicable solution, the rest of the Chapter presents LEAF, a framework that
detects, explains, and mitigates concept drift in cellular networks.
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Figure 5.2: The LEAF framework that detects, explains, and mitigates concept drift. Our
main contributions are in the gray box marked with a star.

5.2 LEAF

To tackle the model drift problem in cellular networks, we introduce LEAF, a framework
for drift detection, explanation, and mitigation. LEAF leverages explainable AI methods to
provide us with insights about concept drift and mitigate it effectively.

5.2.1 Navigating Concept Drift in Cellular Networks

LEAF is designed to work with any supervised regression model and provide explanations
for black box models. Based on the explanations provided, targeted mitigation strategies
are applied to compensate for concept drift. Existing solutions face two limitations: (1)
previous concept drift explanation and mitigation techniques are limited to classification
problems (e.g., [63, 153]); (2) concept drift mitigation is often coarse-grained, only focused
on the global performance metrics (e.g., [19]).

LEAF overcomes these limitations by implementing a pipeline of three components: (1)
a drift detector ; (2) a set of tools to explain drift for features; and (3) a drift mitigator.
LEAF works in a black-box manner, only requiring access to the previously used training set
data, new data as it arrives, and the generated model. Figure 5.2 shows the three steps in
LEAF’s pipeline:

1. Drift Detector: The detector ingests the outputs of the model in the form of
NRMSE time-series to determine whether drift is occurring. The detector applies
the well-known Kolmogorov-Smirnov Windowing (KSWIN) method [105, 139] on the
time-series to identify a change in the distribution of the output error, providing an
indicator of whether drift is occurring. Drift detection is critical but we mainly focus
on drift explanation and informed mitigation in this work, as there is significant prior
work on detection.

2. Drift Explainer: The explainer is triggered at the time instances at which drift is
detected. We design LEAF’s explainer around the goal of characterizing errors of a
regression model simply based on the model input and output. We extend global
model-agnostic explanation methods [47, 15, 16] to identify and visualize the effect
that different features have on prediction errors of black-box regression models. To
do so, the explainer determines representative features that contribute to drift, uses
Local Error Approximation (LEA) to characterize the drift, and offers guidance for
model compensation. The process generates LEAplots and LEAgrams, which provide
insights for operators to understand drift events.
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3. Drift Mitigator: Based on the error distribution and statistical patterns, the mit-
igator automatically forgets previous data, and performs informed replacement by
sampling/over-sampling targeted regions. Our insight is that while the global error
metrics provide a good measure of the performance over time, the distribution of local
errors across samples at each given time instance may be uneven. Using this intuition,
LEAF’s mitigator better compensates for occurring drift.

As shown, at the core of the LEAF framework is the drift explainer, which relies on
LEA to provide insights into the drift. We detail the LEA technique next.
Local error approximation (LEA). To analyze the error of a model on any correspond-
ing dataset, we use selected representative features R to inspect based on feature importance
and mutual information. For each feature fi in R, we group samples based on the value of
the representative feature into N bins (i.e., quantiles {qj}Nj=1). The higher N is, the finer
the granularity of local errors that can be observed. Next, a specified error metric (NRMSE
by default) is computed for samples within each bin. We compile these N measurements
into a vector, representing the error distribution of each quantile. This technique approx-
imates local errors over the range of the most sensitive and representative features for a
specific model and dataset:

LEA(N,M) = {ei|ei,j = Err(Q(fi, qj , (X,y))), fi ∈ R} (5.1)

Here, LEA(N,M) is the list of local error approximations for a given feature matrix X,
target vector y,3 number of bins N , and model M . The function Q(fi, q, (X,y)) returns
samples from quantile qj of feature fi, with ei calculated for each representative feature from
the set R(ρ). LEA characterizes the extent of drift and focuses targeted drift mitigation,
providing the foundation of LEAF.

5.2.2 Main Results

We evaluate how the LEAF framework mitigates drift compared to existing techniques as
baselines. We present how different mitigation schemes improve end-to-end model perfor-
mance.4

End-to-End Comparison Across Mitigation Schemes. We compare the average
NRMSE over the duration of the dataset against three baselines: ADaptive WINdowing
(ADWIN) [22], which uses a variable-length window to detect and adjust for changes; the
naïve retraining scheme that retrains the model every 30 or 90 days (we choose these two
frequencies because they present the best performance versus cost tradeoff); and a triggered
retraining scheme, which only utilizes the KSWIN detections, i.e., retrain the model using
the latest available data whenever drift is detected. To keep the evaluation fair, we use the
same amount (14 days) of data for each retrain, which also controls the amount of time
needed for a single retrain across schemes. The mitigation effectiveness is compared against
a static model (trained on 14 days of data before July 1st, 2018) for each target KPI.

We investigate the trade-off between ∆NRMSE, the average distance between the
error for a mitigated model against a static model, and the number of retrains required for
selected schemes and present in Table 5.1 a summary of the results. Such trade-off provides
insights not only on the performance of each mitigation scheme, but also on its applicability
in practice in an operational network where each retrain operation might come at a cost.
We use the number of retrains as a proxy to the system cost, as the operational overhead

3We suppress dependence on the data for ease of notation.
4Please refer to the full paper for the complete evaluation [79].
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Table 5.1: Effectiveness of mitigation schemes measured in ∆NRMSE and #Retrains.
We include models from different model families over a variety of KPIs. The scheme with
the highest performance is shaded in gray.

Model KPIs ∆NRMSE (#Retrains) of Mitigation Schemes

Naïve30 Triggered LEAF

CatBoost

DVol −29.62% (39) −31.80% (27) −32.67% (28)
PU −44.88% (39) −35.06% (25) −46.59% (35)

DTP −20.02% (39) −23.84% (28) −24.30% (31)
REst −35.41% (39) −38.38% (25) −38.44% (31)
CDR 2.35% (39) −4.21% (17) −3.63% (9)
GDR 3.37% (39) 44.56% (17) −6.24% (19)

ExtraTrees

DVol −24.77% (39) −28.17% (32) −30.64% (32)
PU −44.26% (39) −50.76% (26) −45.83% (27)

DTP −18.13% (39) −21.63% (32) −22.59% (23)
REst −31.95% (39) −34.29% (22) −36.13% (29)
CDR 2.10% (39) 8.08% (20) −0.20% (11)
GDR −0.58% (39) 33.67% (17) −14.26% (19)

LSTM

DVol 0.54% (39) 14.12% (21) 2.67% (19)
PU 37.11% (39) 3.76% (25) −20.48% (18)

DTP 17.08% (39) −0.82% (14) −37.13% (20)
REst 6.78% (39) 5.78% (27) 4.21% (26)
CDR −33.22% (39) −21.39% (10) −71.52% (11)
GDR 0.41% (39) −8.58% (14) −16.29% (13)

KNeighbors

DVol −8.26% (39) −4.11% (16) −4.47% (24)
PU −34.09% (39) −37.99% (16) −18.11% (20)

DTP −4.73% (39) −4.03% (18) −1.53% (22)
REst −26.69% (39) −25.86% (25) −22.10% (16)
CDR 9.44% (39) 7.35% (11) 4.69% (12)
GDR −8.13% (39) −23.40% (19) −6.12% (13)

of implementing LEAF is minimal, especially when contrasted against the time-consuming
process of retraining models. For example, running a CatBoost model on a 14-day training
set averages around 113.688 seconds, whereas employing LEAF on the same volume of data
takes merely 0.657 seconds—just about 0.578% of the time needed for CatBoost. Our goal
is to find the scheme that achieves the best mitigation effectiveness first, while balancing
the alternative goal of few retrains.

Despite tuning its confidence parameters and providing sufficient window size, ADWIN
struggles to effectively mitigate NMRSE induced by drift. For CatBoost, it is only triggered
7 times, achieving a −9.75% mitigation effectiveness on DVol predictions. It even fails to
detect any drift in the error time series of highly dispersed KPIs like CDR and GDR. This
is largely due to the cyclical patterns and noise irregularities inherent in our real-world data
streams.

Naïve retraining every 30 days requires the highest number (39 for all KPIs) of retrains,
yet its mitigation effectiveness never outperforms LEAF. Naïve retraining every 90 days
requires fewer retrains (13). However, the mitigation effectiveness is frequently inferior to
LEAF’s, except for the CDR KPI. The triggered mitigation scheme rarely outperforms other
schemes on either metric. It also has exponential errors for KPIs like GDR (44.56% increase
on ∆NRMSE), making it less practical among the schemes since it does not guarantee
performance improvements after mitigation.

Finally, LEAF consistently outperforms all baseline schemes considering the trade-off.
Due to its error explanation and informed mitigation approach, LEAF already exceeds the



42 Chapter 5. Model Deployment

performance of other methods across KPIs (e.g.,−46.69% for PU, −38.44% for REst), ex-
cept for CDR, even when only using one representative feature. Compared to triggered
retraining, LEAF can mitigate more errors, with a similar or slightly higher number of re-
trains (e.g., all but CDR). For CDR, LEAF is able to mitigate a similar amount of errors
with 30.8% fewer retrains.

5.3 Conclusions

An important step in deploying machine learning models for networking tasks in practice
is dealing with concept drift. Although this phenomenon has been explored in other con-
texts, it has received limited attention in the networking domain. To address it, our work
characterizes drift patterns across multiple models and KPIs and has developed, presented,
and evaluated LEAF, a framework to detect, explain, and mitigate drift for black-box mod-
els applied to cellular demand forecasting. The LEAF framework employs explainable AI
and informed mitigation. Our results based on more than four years of KPI data from a
large cellular network show that LEAF consistently outperforms both periodic and triggered
retraining, while reducing the cost of retraining.

In future work, we plan to explore how the LEAF framework could also be applied to
other network management problems modeled as regression-based predictions, as well as
explore extensions to classification problems. Another area for exploration lies in the use
of ensemble models across modeling frameworks in LEAF, as they could potentially enhance
resilience against concept drift. Finally, the evaluation of LEAF to date has been conducted
on fully labeled datasets, due to the forecasting problem nature, where the ground truth is
available once the future is observed; thus, a promising direction could be to improve LEAF
to cope with semi-supervised or unsupervised regressors.



Chapter 6

Conclusions and Future Work

Takeaways

The work presented in this manuscript presents solutions aimed at the development
and deployment of machine learning models on network traffic that are both accu-
rate, as well as effective when deployed in practice. However, this problem is vast
and complex, and this manuscript does not explore all dimensions of this problem.
In this regard, we plan to explore two new research directions that we believe are
key in further moving forward this topic: first, we will attack the challenges that
limit the deployment of machine learning network operations at scale, i.e., over an
entire network; second, we will explore the role that novel generative AI models will
have in enhancing networked systems and inference models.
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6.1 Conclusions

Over the past 15 years, machine learning models have become increasingly integral to
both network performance and security tasks. Yet, by and large, existing approaches have
aimed to maximize model prediction performance (e.g., accuracy), without consideration
of deployment costs or constraints that arise from deploying these models in production
settings. The work presented in this manuscript tackles various challenges that close the gap
between accurate machine learning models for network operations and their deployability
in practice. However, this problem is vast and complex, and this manuscript does not
explore all dimensions of this problem. For our future work, we plan to continue expanding
on the directions opened by this manuscript. In this regard, we plan to explore two new
research directions: (1) Attack that challenges that limit the deployment of machine learning
network operations at scale, i.e., over an entire network; and (2) Explore the role that novel
generative AI models will have in enhancing networked systems and inference models.

6.2 ML at Network Operations Scale

Network management typically relies on machine learning to make predictions pertaining to
both network performance and security. As discussed throughout this manuscript, existing
approaches by and large aim to maximize model prediction performance (e.g., accuracy),
without consideration of deployment costs or constraints that arise from deploying these
models in production settings. Our work tackled various challenges to close this gap. How-
ever, most existing models still operate on timescales that do not correspond to operational
decisions taken by network operators. When considering that the response to prediction
outcomes often involves a human in the loop, different tradeoffs between accuracy and time-
liness of prediction may be important. For example, models that can produce continuous
predictions, even if occasionally inaccurate, may be more useful than models that produce
accurate predictions only at periodic, discrete points in time.

To attack this challenge, we plan to build systems and models tailored around the time
scales at which network management occurs, maximizing the accuracy of the output of
the models rather than the single inference instance. We plan to explore a new paradigm
for machine learning models for networking, where latency is paramount and decisions
are ultimately based on aggregate streams of data where any single prediction may be
inaccurate, but the aggregate stream of predictions can still yield valuable information
for decision-making. To design models that can operate under these conditions, we will
explore the use of machine learning techniques that leverage both the spatial and temporal
correlations that exist in network data. To achieve this, we will explore two main directions:
First, we will investigate how to design models that efficiently serve models that best fit
the current network conditions, maximizing at any time instance the accuracy vs systems
cost tradeoff. Second, we will explore how to sample and aggregate data to reduce the
amount of data that we need to process, based on the insight that predictions that occur
close together in time or space are likely to exhibit some level of similarity.
Dynamic Model Serving. Nowadays, ML techniques have become a common solution
used to solve a variety of network management tasks. To meet different tradeoffs across
model performance and system constraints, different models are available for each task.
For example, CATO [145] identifies the set of models that are Pareto optimal across both
accuracy and systems costs. However, the deployment of these models in real-world settings
is still a challenge. The users of these models have to decide a priori which model might
best fit their deployment, configuring their measurement system accordingly [145, 24]. Yet,
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network traffic is inherently dynamic and varies throughout the day due to continuous
shifts in usage, making it hard, if not impossible, to select an optimal configuration that
can work throughout these changes. Further, substituting such configurations requires to
first observe that the system is not capable of processing the traffic, and then manually
change the configuration causing further loss due to reboot times.

We argue that the best vantage point to understand a system’s ability to select the
optimal model to serve is the system itself. Instead of selecting the optimal candidate
model based on offline information, systems should adapt based on up-to-date information
of the traffic observed as well as on the system’s ability to extract the requested features for a
specific traffic load. Towards this, we plan to design a monitoring system that takes as input
a set of candidate ML models, and the features they require as input, and adaptively selects
the better fitting configuration as a function of the network and the system conditions. Our
initial results [62, 59] show that systems that adapts in real time can be used to simplify
the deployment of ML models in concrete applications, enabling network administrators
to more easily rely on machine learning solutions to drive their networks. This early work
presents several interesting challenges to overcome and future work directions to explore.
One key challenge involves expanding the array of feature sets to satisfy the requirements of
various machine learning models. Furthermore, exploring more complex profiling metrics
beyond the scope of packet loss alone promises to be an interesting avenue of research.
With the inclusion of these metrics, our system will be more proficient in extracting the
most suitable feature set for the current network context, thus ensuring the choice of the
best model.

Data Sampling and Aggregation. The ability to process and analyze network traffic
data is crucial for network operators to make informed decisions about network manage-
ment. Thanks to recent advances in model development and algorithms, inference tech-
niques can now provide fine grained information about single network flows or application
sessions, e.g., extract real-time resolution of video streaming sessions solely using encrypted
traffic [25]. Unfortunately, the ever increasing amounts of network traffic make it unfeasible
for modern traffic analytics architectures to appropriately scale and process all incoming
flows. Historically, network operators relied on sampling techniques to reduce the amount
of data that needs to be processed. However, these techniques are often suboptimal, as
they negatively impact the quality of the model output [24]. Still, limited by processing
bottlenecks and to cope with the amounts of traffic to process, measurement infrastructure
has to either select a small subset of flows or reduce the quality of the models served.

To address this challenge, we plan to explore new ways to sample flows to process and
later aggregate data to make better informed decisions in network operations. First, we plan
to study how to enable measurement infrastructure to select the most informative flows to
process, i.e., develop admission control techniques tailored for network analytics. Admission
control techniques can be crucial for ensuring an effective real-time monitoring by selecting
flows of interest from the network’s traffic. In this scenario, a controller becomes in charge
of evaluating the relevancy of each new incoming flow and decide whether to admit it to
the processing pipeline. In case a flow is admitted, compute and memory resources are
allocated to compute statistics used by the ML model for the treatment of the flow. Such
admission decisions can be taken based on the intuition that predictions that occur close to
each other in time or space are likely to exhibit some level of similarity. Our initial results
in developing a constrained Markovian framework for the decentralized admission control of
varied information flows shows that it is indeed attainable to achieve an optimal admission
policy [45].

Second, we plan to explore the use of statistical techniques to aggregate point measure-
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ments over a geography to obtain large scale insights on an operator network. Even with
smarter sampling techniques, measurements might end up concentrated irregularly over
space, rending necessary to understand how these sparsely-selected samples can be used
to make generalizations about the entire network. A key challenge towards this goal is to
identify the extent of noise associated with a single measurement. It is therefore necessary
to also understand the extent and the spatial granularity up to which these measurements
can be de-noised, and aggregated to form conclusions about the performance of the network
over a specific geography. Our initial work on spatial interpretation of measurements [122]
suggests that a combination of statistical techniques can achieve gains in similarity score
over traditional methods that solely rely on aggregates over raw measurement values for
performance summarization.

6.3 The Role of Generative Models

Throughout this manuscript, we discussed how modern network operations increasingly rely
on machine learning (ML) and artificial intelligence (AI) to solve a variety of management
problems. In particular, we focused numerous times on a specific use case: the inference
of services quality of service, e.g., video streaming quality. Through the years, a myriad of
proposals have emerged to provide a solution to map service quality to network traffic and
the resulting models have proved to be both accurate and reliable in deployment settings
(e.g., [25, 90, 40, 91]). However, while the developed QoS inference models perform well in
the environments they are tested on, these solutions have yet to see wide adoption outside
of the academic space.

We identify two open questions at the root of this lack of adoption that have yet to be
addressed: First, existing models do not work in network environments where abundant
training data is not available. Existing models are commonly trained on network data,
i.e., packet traces, collected in the sole environments accessible to researchers: controlled
laboratories. This translates in the key challenge of collecting representative data to train
models that generalize well to networks different from the ones where they were initially
trained and tested on. Second, inference models produce metrics that are hard to action
upon. Existing models are now capable of producing metrics that more closely relate to
the actual application quality. For example, in the case of video quality inference, models
provide operators information that relates to actual application performance (e.g., video
resolution instead of average flow throughput). Yet, while these metrics well correlate to ex-
perienced service quality, they do not provide an easy-to-use input for network management
tasks (e.g., traffic engineering).

Potential research directions. Fortunately, recent breakthroughs in AI-based generation
techniques offer a promising avenue to overcome these challenges. New model architectures
(e.g., transformer [140] and diffusion models [128, 54]) are capable of capturing complex
structures, broad patterns, and detailed dependencies from unlabeled data. Thanks to
these capabilities, they have been successfully used to solve a number of complex tasks
across a variety of domains, particularly in natural language processing [38] and computer
vision [42]. Yet, the potential of generative AI techniques remains mostly underexplored
in the networking context, particularly in aiding to move quality inference-based network
management to the next level. To this end, we aim to study the role of generative AI
techniques in solving the unanswered problems of (1) scarcity of data to train quality
inference models and (2) translate inference models’ output into actions. We plan to tap
into the unique advantages offered by generative AI models to develop new tools aimed at
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the deployment end-to-end quality inference models.

Generative Models for Data Augmentation. A central impediment when training
network-focused ML models is the scarcity of labeled network datasets, as their collection
and sharing are often associated with high costs and privacy concerns, particularly when
data is collected from real-world networks. Moreover, existing public datasets rarely receive
updates, making them static and unable to reflect evolving network behaviors. Further, they
often lack ground truth for application quality behavior. Unfortunately, these limitations
hinder the ability to train robust ML models that accurately reflect evolving real-world
network conditions.

In Chapter 3 we discussed our NetDiffusion [61] solution, a framework that employs
controlled text-to-image diffusion models [128] to generate synthetic raw network traffic that
complies with transport and network layer protocol rules. Our results show NetDiffusion’s
ability to generate high-fidelity packet traces that resemble real-world traffic. However,
several limitations remain open for exploration, especially when targeting quality inference
ML models. First, diffusion models depend on a constant image size for both training and
generation, constraining synthetic traces to a fixed length. Second, while diffusion models
are highly expressive, resulting in synthetic traces that more accurately mimic real network
dynamics, they produce noisy outputs that can compromise the correctness of generated
traces and do not account for inter packet-timings. Third, diffusion models are incapable
of capturing complex correlations between traces and their associated metadata, i.e., the
application quality associated with a network trace. To address these challenges, we aim
to explore generative AI techniques that are more suited for the generation of complex
sequential data. For example, state-space models (SSMs) (e.g., Mamba [51]) have shown to
be effective in generating sequential data like text, suggesting their potential for network
traffic generation. Unfortunately, to apply them to networking data, there remain open key
challenges to address, including appropriate packet capture tokenization and maintaining
long contexts for generating meaningful flows, generating semantically meaningful traffic
“payloads” (i.e., data within each packet), and generate multi-dimensional time series of
collection of flows and associated metadata. Our initial results [33] on applying SSMs to
network traffic generation are promising, showing that SSMs better capture complex intra-
packet dependencies with additionally higher fidelity, while requiring lower training and
inference resource footprint than existing, comparable approaches.

Generative Models for Automated Operations. Network operators need to be reac-
tive in case of problems like outages or sudden QoS drops, and change their configuration
to adapt to these events. As operators do not want to push wrong configurations that
could increase the blast radius of an outage, they emulate possible failures, measure the
potential impact, change the configuration, and evaluate whether the submitted changes
answer their objective and mitigate detected problems. Most of this process is still largely
human-driven, thus remaining error prone and inefficient. One of the core reason for this
is that existing network verifiers (e.g., [115, 135]) are based on synthesis techniques that
typically require extensive human intervention.

We aim to explore a more general approach that targets recent advances on LLMs as
the baseline to address the limitations of traditional ML/NLP/synthesis-based verification
techniques. Specifically, as LLMs are trained on massive amounts of unlabeled public data,
including configuration data, they have the capability of performing configuration validation
without the need for manual rule engineering. Ciri [76] has been recently presented as a first
solution to address this challenge by integrating different LLMs and verifying the output
for potential model hallucinations. Yet, the simplistic approach used (i.e., simply feeding
a full configuration to the model) is solely capable of capturing syntactical errors, as more
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complex correctness errors are dispersed in distant positions within the configuration file,
rendering the model ineffective in their detection. To overcome this limitation, we plan to
exploit the natural tree-like structure of configuration files to provide a properly formatted
input to the model. Exploiting this structure, terms re-utilized at different distances within
the text will be easily identifiable as recurrent and connected, enabling the model to better
understand their contextual meaning.
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