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Simulation is a powerful tool to study distributed systems. It allows researchers to evaluate different scenarios in a reproducible manner, which is hardly possible in real experiments. However, the realism of simulations is rarely investigated in the literature, leading to a questionable accuracy of the simulated metrics. In this context, the main aim of our work is to improve the realism of simulations with a focus on file transfer in a large distributed production system (i.e., the EGI federated e-Infrastructure (EGI)).

Then, based on the findings obtained from realistic simulations, we can propose reliable recommendations to improve file management in the Virtual Imaging Platform (VIP).

In order to realistically reproduce certain behaviors of the real system in simulation, we need to obtain an inside view of it. Therefore, we collect and analyze a set of execution traces of one particular application executed on EGI via VIP. The realism of simulations is investigated with respect to two main aspects in this thesis: the simulator and the platform model.

Based on the knowledge obtained from traces, we design and implement a simulator to provide a simulated environment as close as possible to the real execution conditions for file transfers on EGI. A complete description of a realistic platform model is also built by leveraging the information registered in traces. The accuracy of our platform model is evaluated by confronting the simulation results with the ground truth of real transfers.

Our proposed model is shown to largely outperform the state-of-the-art model to reproduce the real-life variability of file transfers on EGI.

Finally, we cross-evaluate different file replication strategies by simulations using an enhanced state-of-the-art model and our platform model built from traces. Simulation results highlight that the instantiation of the two models leads to different qualitative decisions of replication, even though they reflect a similar hierarchical network topology.

Last but not least, we find that selecting sites hosting a large number of executed jobs to replicate files is a reliable recommendation to improve file management of VIP. In addition, adopting our proposed dynamic replication strategy can further reduce the duration of file transfers except for extreme cases (very poorly connected sites) that only our proposed platform model is able to capture. iv

2.9 Summary of findings or hypothesis from the analysis of file transfers. . . . . 

Introduction

Distributed computing infrastructures (DCIs) such as grids and clouds are popular instruments for conducting scientific research nowadays. Computing resources from multiple administrative domains are coordinated to be used as a single coherent system. They thus enable scientists to achieve large computing tasks, which could not be executed only by using local resources. Many recent scientific experiments produce large amounts of data that need to be made accessible to large groups of geographically dispersed researchers. For instance, more than 150 Peta bytes of data generated by the ATLAS [START_REF] Aad | The atlas experiment at the cern large hadron collider[END_REF]] experiment on the Large Hadron Collider (LHC) [START_REF] Fernandez | A large hadron electron collider at cernreport on the physics and design concepts for machine and detector[END_REF]] are currently stored, distributed, and analyzed in World Wide LHC Computing Grid (WLCG) [START_REF] Bonacorsi | Wlcg service challenges and tiered architecture in the lhc era[END_REF]]. In the last decade, several projects have already demonstrated the ability of DCIs to support heavy scientific computations with a high throughput [Laure and Jones (2009), [START_REF] Romanus | The anatomy of successful ecss projects: lessons of supporting high-throughput high-performance ensembles on xsede[END_REF]].

To facilitate the utilization of the resources in DCIs, high-level interfaces, such as science gateways [START_REF] Zhao | Bringing high performance climate modeling into the classroom[END_REF]a, [START_REF] Glatard | A Virtual Imaging Platform for Multi-Modality Medical Image Simulation[END_REF], [START_REF] Miller | A restful api for access to phylogenetic tools via the cipres science gateway[END_REF]], have emerged to hide the complexity of managing underlying resources and executing applications. Science gateways combine a set of services (e.g., authentication, data management, application deployment, etc) to deliver the computing and storage resources as transparently as possible for researchers to conduct large scientific experiments.

Meanwhile, different optimization strategies [Da Silva et al. (2013), [START_REF] Camarasu-Pop | Monte carlo simulation on heterogeneous distributed systems: A computing framework with parallel merging and checkpointing strategies[END_REF]c, Amoon (2013), [START_REF] Calheiros | Meeting deadlines of scientific workflows in public clouds with tasks replication[END_REF], [START_REF] Chettaoui | A new decentralized periodic replication strategy for dynamic data grids[END_REF], [START_REF] Poola | Enhancing reliability of workflow execution using task replication and spot instances[END_REF]] have also been widely investigated for applications deployed on large DCIs to improve their performance and to consolidate their reliability. However, validating the impacts of optimizations for applications deployed on such infrastructures is a complex and challenging task, especially for production infrastructures which are operating platforms providing various services to support scientific research twenty four hours a day. Difficulties come from several aspects:

• real experiments of application execution are extremely time-consuming and costly;

• application executions are almost impossible to be reproduced in production systems due to uncontrollable conditions, e.g., network traffic, background workload;

• large number of validation experiments may harm the utilization of other users.
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These aspects bring extra obstacles for researchers or developers to study and investigate the optimization of applications deployments on DCIs.

To cope with these obstacles, simulation has become a widely used method to study applications deployed on large DCIs. Simulation enables researchers to study the execution of applications in a variety of conditions with a complete control for factors which are uncontrollable in real systems. Simulation scenarios are also reproducible and much faster compared to real experiments. Numerous aspects concerning applications executed on DCIs are studied and evaluated by simulation in the literature [START_REF] Camarasu-Pop | Monte carlo simulation on heterogeneous distributed systems: A computing framework with parallel merging and checkpointing strategies[END_REF]a, Mansouri and Dastghaibyfard (2013)a, [START_REF] Dayyani | RDT: A New Data Replication Algorithm for Hierarchical Data Grid[END_REF],Camarasu-Pop et al.

(2016), [START_REF] Glatard | Classifications of computing sites to handle numerical variability[END_REF], [START_REF] Barisits | A Hybrid Simulation Model for Data Grids[END_REF]].

Various simulation toolkits exist [START_REF] Ostermann | Dynamic Cloud Provisioning for Scientific Grid Workflows[END_REF], [START_REF] Calheiros | CloudSim: A Toolkit for Modeling and Simulation of Cloud Computing Environments and Evaluation of Resource Provisioning Algorithms[END_REF]a, [START_REF] Desprez | SimGrid Cloud Broker: Simulating the Amazon AWS Cloud[END_REF], [START_REF] Kliazovich | Greencloud: a packet-level simulator of energy-aware cloud computing data centers[END_REF], [START_REF] Chen | Workflowsim: A toolkit for simulating scientific workflows in distributed environments[END_REF], [START_REF] Casanova | Versatile, Scalable, and Accurate Simulation of Distributed Applications and Platforms[END_REF]]. They provide basic functionalities and resource sharing models allowing users to build their own simulators based on these services. Despite the different implementations adopted by each toolkit, they all require an abstraction of several common components to simulate application executions:

• the hardware platform, e.g., the network topology, the space of storage elements, and the computing power of processors, etc.;

• the software services deployed on the platform, e.g., schedulers, file transfer service;

• the application itself, e.g., the workload characteristics.

Each component will have a serious impact on the simulation performance and the realism of simulation behavior for these components will directly decide the reliability of simulation results.

However, the accuracy of these simulation toolkits has rarely been evaluated and the configurations of simulations are often oversimplified in the literature. It may critically question the findings derived from simulation results. Even more badly, studies such as [START_REF] Velho | On the Validity of Flow-Level TCP Network Models for Grid and Cloud Simulations[END_REF]] have shown that basic predefined models in widely-used simulation toolkits are flawed, which may lead to a false estimation of the simulated metrics.

In this context, the main challenge addressed by this thesis is to improve the realism of simulations targeting the execution of applications with a focus on file transfers on EGI. EGI is one of the largest production DCIs worldwide providing more than 850,000 logical CPUs and 650 PB of disk space in 2018. We evaluate the realism of our simulations based on the ground truth provided by the execution traces offered by VIP, which is a scientific gateway hosting more than 20 medical imaging applications with more than 1,000 registered users.

One possible usage of these simulations is to evaluate file management strategies for applications deployed on large DCIs. In this work, for example, we will use them to propose reliable recommendations for data placement in VIP. The rest of the manuscript is organized as follows:

Chapter 1 presents the related work and current status in the field of distributed computing, including the existing infrastructures, the deployment of applications on distributed production infrastructures, the simulation tools for studying applications in distributed environments, and the optimization techniques for these applications. Among the numerous optimization strategies for applications in distributed environments, we will focus on file replication which is a widely used technique to optimize the file management.

Chapter 2 presents a thorough analysis of real execution traces of one particular application deployed on EGI. It helps us to derive the network characteristics of the underlying infrastructure and the information on file transfers during the executions of the application. Several issues related to the performance of file transfers are also identified, which allows us to propose relevant optimization to improve file management.

Chapter 3 presents our work to build a realistic simulator to provide a simulated environment as close as possible to the real execution conditions for file transfers during the execution of application deployed on large DCIs. We first identify several fundamental components for file transfers from the real system. Then the choice of simulation tools and the implementation design of the simulator are driven by our concern for the realism in simulated file transfers. This simulator is used to validate our proposed platform model in Chapter 4 and to evaluate file management strategies in Chapter 6.

Chapter 4. In this chapter, we build realistic ad-hoc platform models to replay the executions of the Geant4 Application for Tomographic Emission (GATE) on EGI. Starting from a simplified but widely used platform model, we propose incremental improvements to increase the accuracy of our file transfer simulations thanks to a thorough analysis of trace contents in Chapter 2. The overall improvement of these ad-hoc models is evaluated by confronting simulation results to the ground truth of actual executions registered in the execution traces. The work presented in this chapter were presented in the CCGrid conference [START_REF] Chai | Modeling Distributed Platforms from Application Traces for Realistic File Transfer Simulation[END_REF]].

Chapter 5 presents our method to construct a complete platform description beyond the ad-hoc models proposed in Chapter 4 by aggregating multiple execution traces. Three predictive models are also proposed and evaluated to fill-in the bandwidth of missing links in the platform after the trace aggregation.

Chapter 6. In this chapter, we cross-evaluate different file management strategies for applications executed in a large DCI by simulations using an enhanced state-of-the-art platform description and the complete platform description built in Chapter 5. Reliable recommendations for improving file management are also derived from simulation results.

Results presented in this chapter were presented at HeteroPar workshop in the Euro-Par conference [START_REF] Chai | Evaluation through realistic simulations of file replication strategies for large heterogeneous distributed systems[END_REF]]. An extension of this work is in preparation for a journal.
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Introduction

Large distributed computing infrastructures have been successfully used to support heavy scientific experiments [START_REF] Fernandez | A large hadron electron collider at cernreport on the physics and design concepts for machine and detector[END_REF], [START_REF] Bird | Update of the computing models of the wlcg and the lhc experiments[END_REF], [START_REF] Barisits | Automatic rebalancing of data in atlas distributed data management[END_REF]] over the last decade. Different infrastructures are presented in Section 1.2, including a specific classification for these large distributed infrastructures. In Section 1.3, we discuss different aspects of applications deployed on such infrastructures, including science gateways, scientific workflows, execution traces, and optimization strategies.

In section 1.4, we focus on file replication, which is a widely used technique to optimize data management in large distributed environments. We first present two common classification strategies for numerous file replication methods in the literature. Then we summarize several requirements for applying file replication in production systems. Finally, we investigate several replication strategies implemented for production usages.

Different simulation toolkits and platform models for evaluating file replication are discussed in section 1.5.

Distributed computing infrastructures

A distributed system is defined as a collection of heterogeneous networked computers which are combined and coordinated to achieve a common goal. Based on different concepts, models, and technologies, distributed systems can be divided into different categories. Here, the infrastructures of two popular distributed systems are presented: Grid computing and Cloud computing.

Grid computing

Grid computing [START_REF] Foster | The anatomy of the grid: Enabling scalable virtual organizations[END_REF]] originated in academia in the mid 1990s with the popularity of the Internet and the availability of powerful computers and high-speed network technologies. It aimed at facilitating users to remotely utilize idle computing power within other computing centers when the local one is busy. One of the main strategies of grid computing is to use middleware to divide and apportion pieces of a program among several computers. The size of a grid may vary from computer workstations coordinated by network to large collaborations across many computing sites and data centers in different continents.

We can categorize grids into research and production infrastructures. Research infrastructures are experimental testbeds designed to conduct controllable experiments, usually in academia. Examples of such infrastructures are Emulab [START_REF] Siaterlis | On the use of emulab testbeds for scientifically rigorous experiments[END_REF]], Planet-Lab [START_REF] Kim | Understanding and characterizing planetlab resource usage for federated network testbeds[END_REF]], Grid'5000 [START_REF] Balouek | Adding virtualization capabilities to the grid'5000 testbed[END_REF]], and Future Grid [Von Laszewski et al. (2010)]. Production infrastructures, on the other hand, are operating platforms providing various services to support computing and data sharing for production purposes twenty four hours a day.

Grids can be further classified into High Performance Computing (HPC) and High

Throughput Computing (HTC) infrastructures. HPC systems focus on the efficient execution of tightly-coupled tasks, while HTC systems focus on the efficient execution of a large number of independent tasks.

The Extreme Science and Engineering Digital Environment (XSEDE) [START_REF] Towns | Xsede: accelerating scientific discovery[END_REF]] and the Partnership for Advanced Computing in Europe (PRACE) [prace project] are the main HPC infrastructures in production. XSEDE is a single virtual system that scientists can use to interactively share computing resources, data, and expertise. A wide range of software is available on various XSEDE resources supporting diverse fields of study. PRACE aims at developing a distributed HPC infrastructure based on the national supercomputing centers in Europe.

The Open Science Grid (OSG) [START_REF] Juve | Comparing futuregrid, amazon ec2, and open science grid for scientific workflows[END_REF]] is a production grid used in the United States. It consists of computing and storage elements at over 100 individual sites spanning the United States. In Europe, one of the largest HTC production infrastructures is the EGI e-infrastructure [Kranzlmuller (2009)], which provides advanced computing services for research and innovation. EGI coordinates computing, storage, and network resources over 350 resource centers across more than 50 countries. In EGI, a set of computing resources (e.g., clusters, workstations, etc.) localized at a site is defined as a Computing 6 

Cloud computing

In the last decade, cloud computing has become a buzzword. However, cloud computing is not a completely new concept. It is a specialized distributed computing paradigm and has intricate connections to grid computing. One definition for cloud computing can be found in [START_REF] Foster | Cloud computing and grid computing 360-degree compared[END_REF]]:

A large-scale distributed computing paradigm that is driven by economies of scale, in which a pool of abstracted, virtualized, dynamically-scalable, managed computing power, storage, platforms, and services are delivered on demand to external customers over the Internet.

A more detailed comparison between cloud and grid computing can be found in [START_REF] Foster | Cloud computing and grid computing 360-degree compared[END_REF], [START_REF] Sadashiv | Cluster, grid and cloud computing: A detailed comparison[END_REF]].

Similar to grid computing, cloud computing systems can be also categorized into production and research infrastructures. The Amazon Elastic Compute Cloud (EC2) [amazon ec2] is currently the most used cloud computing infrastructure. It provides Infrastructure as a Service (IaaS) at a scale that can accommodate different distributed production infrastructures. It also enables users to increase or reduce the number of virtual machines needed and charges them according to the size of the instances and the capacity used.

Other commercial cloud computing infrastructures in production can be found in industry, e.g., Windows Azure cloud computing platform [windows azure] and Google Cloud platform [google cloud].

Cloud testbeds are also constructed for research purposes. A few examples of such infrastructures are the Virtual Computing Lab (VCL) [START_REF] Averitt | Virtual computing laboratory (vcl)[END_REF]], the Open Cloud testbed [START_REF] Grossman | The open cloud testbed: A wide area testbed for cloud computing utilizing high performance network services[END_REF]], the OpenCirrus [START_REF] Avetisyan | Open cirrus: A global cloud computing testbed[END_REF]], and the Chameleon cloud testbed [START_REF] Mambretti | Next generation clouds, the chameleon cloud testbed, and software defined networking (sdn)[END_REF]]. They enable researchers to test or validate new designs for cloud computing in controllable environments.

Application deployment in distributed systems

Although distributed computing infrastructures provide large amounts of computing and storage capacities, using them can sometimes be a complex work for scientists and Anchen CHAI researchers. In this context, science gateways are emerging as high-level interfaces for users to facilitate the access to distributed infrastructures. One of their main features is allowing users to describe applications as abstract workflows. In this section, we present the state-of-the-art of existing science gateways and different widely used workflow models.

Science gateways

The concept of a science gateway is a community-specific set of tools, applications, and data collections that are integrated together via a web portal or a suite of applications, providing access to the computing and storage resources of different infrastructures. It combines a set of services, e.g., authentication, file transfer, and workload management tools, to deliver computing power as transparently as possible. Its responsibilities consist in monitoring the status of running experiments, killing misbehaving executions, and taking decisions to optimize the performance of applications on behalf of users. Sciencegateways can be found in various scientific domains, such as climate, life-science, and medical imaging.

The Community Climate System Model (CCSM) portal [START_REF] Zhao | Bringing high performance climate modeling into the classroom[END_REF]a] provides a one-stop shop for creating, configuring, and running CCSM simulations as well as managing jobs and processing output data by using TeraGrid high performance computing resources. CIPRES [START_REF] Miller | A restful api for access to phylogenetic tools via the cipres science gateway[END_REF]] is a web portal designed to provide researchers with transparent access to the fastest available community codes for inference of phylogenetic relationships. It allows more than 1,800 unique users to run jobs that required 2.5 million CPU hours. In the life-science field, WeNMR [START_REF] Wassenaar | Wenmr: structural biology on the grid[END_REF]] is developed for bio-informatics applications. With over 450 registered users, WeNMR is one of the largest VO in the life-science community officially recognized by EGI.

VIP [START_REF] Glatard | A Virtual Imaging Platform for Multi-Modality Medical Image Simulation[END_REF]] is a widely used science gateway in the field of medical imaging. It currently hosts more than 20 medical imaging applications with more than 1,000 registered users. VIP is supported by the Biomed VO of EGI, which has access to about 65 computing sites world-wide, including more than 130 computing clusters and 5PB of storage distributed across 50 different SEs. The complete life cycle for the execution of an application in VIP is depicted in Figure 1.1. From the web portal, users are authenticated by their login and password (step 0). They can easily upload their input data onto the storage resources in the Biomed VO via VIP (step 1) and select the application that they want to execute (step 3). Each application integrated into VIP is described as a workflow. The workflow description is interpreted by the MOTEUR [START_REF] Glatard | Flexible and Efficient Workflow Deployment of Data-Intensive Applications On Grids With MOTEUR[END_REF]] workflow engine to generate jobs (step 4) that are submitted and scheduled to EGI by the DIRAC [Tsaregorodtsev et al. (2010)] workload management system (step 5-7). When the required resources are allocated, jobs will first download input files for the application and then execute the computing workload (step 8-9). After the execution, 8

Anchen CHAI results are automatically stored on a storage resource (step 10) and made available to VIP users through the web portal.

Figure 1.1: The complete life cycle for an application executed via VIP.

Scientific workflows

Applications deployed on large distributed infrastructures via science gateways are usually expressed as workflows. Scientific workflows are often abstracted as a Directed

Acyclic Graph (DAG) to combine a series of phases, including data movement, analysis, computation, and final result combination. In DAG-based workflows, nodes represent computational jobs and edges represent data or logical dependencies between jobs.

For scientific workflows, different models exist depending on the design concept and the purposes of applications. Some basic structures or common components of them are illustrated in Figure 1.2. The simplest process for a workflow is a job analyzing input data and producing a result. This process can then be used as a basic component to construct a pipeline model, where each job requires the output data of its previous job to obtain the final result. Then depending on whether the workflow scatters or gathers data, we can distinguish three more basic models: data distribution model, data aggregation model, and data redistribution model.

In VIP, several workflows correspond to simple processes. This is the case for certain neuroimaging tools based on FSL [Smith et al.] and Freesurfer [Fischl (2012)], as well as for some tools developed at the CREATIS research lab, such as "RF Coil Characterization" 1 or "Super Resolution" [Van Reeth et al. (2015)]. Nevertheless, some VIP et al. (2008)].

applications are described with complex workflow models, allowing to manage data distribution, aggregation, loops and conditions. This is the case for the workflow describing the GATE application [START_REF] Jan | GATE: a Simulation Toolkit for PET and SPECT[END_REF]]. GATE is a Geant4-based open-source software to perform nuclear medicine simulations, especially for TEP and SPECT imaging, as well for radiation therapy. As a Monte-Carlo simulator, one GATE execution can be easily split into multiple jobs. Each job produces a partial result, which is then merged into a final output. Therefore, the GATE workflow is a combination of the process and the data aggregation model. The GATE workflow can be deployed on EGI by two possible approaches: static and dynamic partitioning. The number of jobs for each execution will adapt to the computing duration estimated by users.

In this thesis, we will focus on the workflow of the GATE application, which is one of the most successful applications in VIP. More detail of the deployment of GATE workflow on EGI will be presented in Chapter 2.

Traces of workflow executions

During the execution of scientific workflows, diverse real-time metrics are monitored and registered by science gateways. These metrics are then generated and stored as execution traces. Such execution traces are important data sources for conducting off-line research work. They provide researchers rich information on the executed jobs to identify the characteristics of workflows, the computing and network resources to model the underlying platforms, and the resource utilization to investigate failure causes or predict the performance of workflow executions.

Numerous research works in distributed environments were based on trace analysis.

For instance, authors in [START_REF] Barisits | A Hybrid Simulation Model for Data Grids[END_REF]] proposed a hybrid simulation model for data grids based on the statistical analysis of traces. [Ferreira da Silva et al. (2015)] presented a practical machine learning method to predict job characteristics by conducting an analysis on workload traces. Authors in [START_REF] Reiss | Heterogeneity and dynamicity of clouds at scale: Google trace analysis[END_REF]] studied the heterogeneity 10

Anchen CHAI and the dynamicity of the resource usage of Cloud by analyzing publicly available Google trace data. These traces consists of the monitored execution of applications over a month executed in ∼12,000 machine clusters. In [Iosup et al. (2011)], authors analyzed long-term performance traces from the two largest commercial clouds: Amazon cloud and Google cloud. They found that yearly and daily patterns were followed by half of the cloud services and the impact of the observed variability was assessed by trace-based simulation.

In [START_REF] Javadi | The failure trace archive: Enabling the comparison of failure measurements and models of distributed systems[END_REF]], a failure trace archive was created and a comparative analysis of failures in various distributed systems was presented. Authors also emphasized that different interpretations of the meaning of failure data can lead to different conclusions for failure modeling and job scheduling in distributed systems.

In this thesis, we also adopt the trace-analyzing method. The execution traces generated by VIP are collected to study the GATE application executed on EGI. By analyzing these traces, we are able to characterize file transfers, to model the hardware platform for the Biomed VO in EGI, and to identify the current issues for the application performance or the resource usages in VIP. The analysis of execution traces of the GATE application will be presented in Chapter 2.

Optimization of workflow execution

Large production distributed infrastructures, which coordinate large amounts of geographically distributed resources, can be more prone to errors than traditional HPC clusters or experimental testbeds [START_REF] Montagnat | Workflow-based comparison of two distributed computing infrastructures[END_REF], [START_REF] Alsoghayer | Resource failures risk assessment modelling in distributed environments[END_REF], [START_REF] Carrión | Interoperating grid infrastructures with the gridway metascheduler[END_REF]]. In [START_REF] Kondo | The failure trace archive: Enabling comparative analysis of failures in diverse distributed systems[END_REF]], authors report that Grids have a yearly resource availability of 70% or less. In [START_REF] Ma | A classification of file placement and replication methods on grids[END_REF]], authors mention that EGI has an average availability and reliability ranging from 84% to 96% for resources.

It implies that improving the reliability of applications is as important as improving the performance and that the reliability is directly relevant to the performance of applications executed in production grids [START_REF] Iosup | On the dynamic resources availability in grids[END_REF]].

Different aspects of applications deployed on distributed environments can be optimized to improve the performance, to consolidate the reliability of workflow executions, or both. At application level, optimizations often concern two aspects: jobs and data.

Numerous strategies were proposed to provide fault tolerance for jobs, for instance, job checkpointing [START_REF] Nazir | Adaptive checkpointing strategy to tolerate faults in economy based grid[END_REF], [START_REF] Chtepen | Adaptive checkpointing in dynamic grids for uncertain job durations[END_REF], [START_REF] Cao | Dagmap: efficient and dependable scheduling of dag workflow job in grid[END_REF], Amoon (2013)] and job replication [START_REF] Ben-Yehuda | Expert: Pareto-efficient task replication on grids and a cloud[END_REF], [START_REF] Calheiros | Meeting deadlines of scientific workflows in public clouds with tasks replication[END_REF], [START_REF] Poola | Enhancing reliability of workflow execution using task replication and spot instances[END_REF]]. Checkpointing is a mechanism allowing to save the state of a running job so that the job can be resumed from the registered state in case of any fault. It prevents restarting the execution of applications from the very beginning and therefore can reduce the whole execution time of applications. Job replication consists in dispatching multiple replicas of a job across different resources and using the result from the first instance to complete.

Anchen CHAI is much higher than that of a simultaneous failure of multiple resources in distributed systems. It can thus achieve good performance even in the absence of information on computing resources.

Meanwhile, file replication [START_REF] Vrbsky | Data Replication and Power Consumption in Data Grids[END_REF], [START_REF] Yang | File Replication, Maintenance, and Consistency Management Services in Data Grids[END_REF], [START_REF] Bsoul | Enhanced fast spread replication strategy for data grid[END_REF], [START_REF] Andronikou | Dynamic qos-aware data replication in grid environments based on data "importance[END_REF], [START_REF] Chettaoui | A new decentralized periodic replication strategy for dynamic data grids[END_REF]] is the most widely used technique to optimize data management in distributed systems. It consists in replicating the same file on different storage resources. This allows to avoid one-point failure of data, thereby increasing data availability and fault tolerance. It can also ease the file transfer burden on the network between one computing site and one storage resource, therefore reducing data access latency and file transfer duration. 

File replication

File management is a key component in large distributed environments. Efficient file transfers are critical to the performance of data-intensive applications, since a long file transfer may badly delay a given job during the execution of a workflow, change the schedule of subsequent jobs, and therefore impact the whole application execution time.

Numerous file replication strategies were proposed to optimize file management in distributed systems and their implementations vastly vary depending on their optimizing metrics.

Classification for file replication

While replication strategies can be quite different, they have common features with respect to certain aspects. Different classification schemes for replication strategies were proposed in the literature.

Static vs. dynamic replication

The most general classification is static versus dynamic replication. In static replication [START_REF] Ranganathan | Simulation studies of computation and data scheduling algorithms for data grids[END_REF], [START_REF] Loukopoulos | Static and adaptive distributed data replication using genetic algorithms[END_REF], Chervenak et al. (2007), [START_REF] Xiong | Qosaware replica placement for data intensive applications[END_REF]], decisions regarding to the replication strategy are made before launching the application and do not change during the execution. Static replication will not add any decision and management overhead during the execution of applications and it can be a good choice for non-changing environments as static replication strategies are usually simple to implement. However, they are often inefficient in a dynamic environment such as large production grids.

On the other hand, decisions in dynamic replication [START_REF] Chang | A dynamic data replication strategy using access-weights in data grids[END_REF], [START_REF] Hanandeh | Cfs: a new dynamic replication strategy for data grids[END_REF], Mansouri andDastghaibyfard (2013)b, Vashisht et al. (2014)] would adapt to changes of systems, e.g., storage capacity or network bandwidth. Replicas can be created on new nodes during the execution of an application and can be deleted when they are no longer required. Dynamic replication strategies often rely on information obtained at runtime, hence adding an extra overhead to the application execution time.

Centralized vs. decentralized replication

Another classification scheme for replication strategies is centralized versus decentralized. For centralized strategies [START_REF] Wu | Optimal replica placement in hierarchical data grids with locality assurance[END_REF] In decentralized replication strategies [START_REF] Abdullah | Decentralized replication strategies for p2p based scientific data grid[END_REF], [START_REF] Mansouri | A dynamic replica management strategy in data grid[END_REF], Mansouri and Dastghaibyfard (2013)a, [START_REF] Chettaoui | A new decentralized periodic replication strategy for dynamic data grids[END_REF]],

there is no central control mechanism. Hence, no single node can possess a complete view about the entirety of systems. Nodes need to take their own decisions regarding to replication. Decentralized replication is good for reliability and scalability as there is no single point of failure in the system but it may lead to excessive replications as no global information about the systems is monitored.

Requirements for file replication in production

Although numerous file replication strategies were proposed in the literature, they are rarely applied and implemented in real production infrastructures. Authors have already highlighted the gap between theoretical research and the implementation of replication strategies in production in [START_REF] Ma | A classification of file placement and replication methods on grids[END_REF]]. We summarize several restrictions hampering the integration of replication strategies, especially the automated and dynamic replication strategies, in large distributed production infrastructures. the replication decisions strongly depend on such real-time information. Therefore, an applicable file replication strategy for production infrastructures should rely on as few information as possible about the system (e.g., network throughput, job queuing time, job execution time, etc.).

Diverse requirements.

Replication cost.

In large production infrastructures, storage resources are often shared by different groups of users and the available space is limited for each group. The number of replicas is thus limited for a given file [START_REF] Ramakrishnan | Scheduling dataintensive workflows onto storage-constrained distributed resources[END_REF]]. However, most theoretical works only focus on reducing the file access time in order to increase the performance of file transfers. As a consequence, many theoretical studies favor strategies that always replicate [Ranganathan et al. (2002), Doğan (2009)] or create as many replicas as possible [START_REF] Park | Dynamic data grid replication strategy based on internet hierarchy[END_REF], [START_REF] Sashi | Dynamic replication in a data grid using a modified bhr region based algorithm[END_REF]]. It badly questions the applicability of these strategies in production. Another cost related to increasing the number of replicas is the potential risk of increasing uncertainty and inability for the execution of an application, since large distributed production systems are prone to failures. A brittleness entropy metric was introduced in [START_REF] Ma | A stateful storage availability and entropy model to control storage distribution on grids[END_REF]] to describe the risk associated to file replication on unreliable SEs. Results show that limiting the number of storage elements involved in the execution of an application improves the execution reliability on EGI.

Therefore, an applicable replication strategy should also take into account the replication costs by limiting the number of replicas.

Existing replication management in production systems

In this section, in addition to the replication management implemented in VIP, we investigate two other replication strategies that are adopted for production usage in large distributed infrastructures.
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Replication in Pegasus

Pegasus [START_REF] Deelman | Pegasus, a workflow management system for science automation[END_REF]] is a workflow management system, which enables user to map abstract workflow descriptions onto large distributed computing infrastructures.

It also offers data management and job monitoring subsystems for workflow executions. In Pegasus, different data management services are proposed depending on the target cyberinfrastructures on which to execute workflows. Here, we only focus on the replication services provided by the data management system in Pegasus for computing grids.

Pegasus assumes that the datasets required by workflows have already been distributed

across the infrastructure and the replica locations are registered in a Replica Catalog.

Hence, no additional services related to replica creation are provided. Before the execution of a workflow, each job is explicitly mapped to the candidate execution sites specified by the user. This process is called Site Selection in Pegasus. Several site selection strategies are supported in Pegasus, for instance, random, round-robin, or Heterogeneous Earliest Finish Time (HEFT) [START_REF] Topcuoglu | Performanceeffective and low-complexity task scheduling for heterogeneous computing[END_REF]]. After this site selection process, Pegasus will have the complete information about where jobs will be mapped before the execution. 

Replication in Rucio

Rucio [START_REF] Garonne | Rucio-the next generation of large scale distributed system for atlas data management[END_REF]] is a distributed data management system implemented to support the ATLAS experiment [START_REF] Aad | The atlas experiment at the cern large hadron collider[END_REF] Replica creation in Rucio is based on user-defined replication rules for files. A replication rule may define the minimum number of replicas to be available on a list of SEs.

It allows users to express their intention behind the replication request instead of defining a specific destination for replicating data. For instance, a user can replicate a file two times in France by defining a rule such as "copies=2&country=fr". Rucio will then select the appropriate two SEs in France depending on the current resource usages, such as the Anchen CHAI available storage spaces or network bandwidth. Users can also associate a weight to SEs so the replica selection algorithm will choose the SE with respect to this value. Rucio offers various functionalities to ease the creation of file replicas. However, the decision of where to replicate is still the responsibility of users.

This rule-based replica creation strategy enables to spread data over the system to make them available for users. Besides this static strategy, a dynamic data placement strategy has recently been proposed and tested in a pre-production mode for ATLAS [START_REF] Beermann | C3po-a dynamic data placement agent for atlas distributed data management[END_REF]]. In this strategy, information from different sources are collected to decide if and where to create a new replica, e.g., the current available replicas for a given file from the Rucio database, bandwidth information from perfSonar [START_REF] Tierney | perfsonar: Instantiating a global network measurement framework[END_REF]], and file popularity (i.e., the daily access numbers for a file). This dynamic strategy consists in two main phases: deciding whether to create a new replica and where to create. The decision process for whether creating a new replica for a given file is described below:

• Check if a replica has already been created for this file in the past 24 hours. If yes, no new replica will be created; otherwise, continue.

• Check how many replicas already exist. If more than 4, no new replica; otherwise, continue.

• Check the popularity of the file in the last 7 days. If it has not been popular (i.e., the number of accesses is lower than a configurable threshold), no new replica; otherwise, create a new replica.

If all the requirements are met by the target file, a new replica will be created. The decision about where to replicate is based on site ranking:

• Check the network bandwidth for links between sites having existing replica and other sites.

• The possible destination sites are ranked based on available storage space, bandwidth, and the number of queuing transfer requests.

• Sites are down-ranked if a replica has been recently created there.

Then a new replica will be created for the site with highest rank if it has enough storage space for the target file. Recent results [START_REF] Maier | Performance and impact of dynamic data placement in atlas[END_REF]] have shown that adopting this dynamic strategy can improve the data availability and lead to a better usage of the available disk space. Moreover, the completion time of a fraction of jobs is reduced after adopting this dynamic strategy.
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Replication in VIP

On EGI, the Unified Middleware Distribution (UMD) [David et al. (2014)] is an integrated set of software components packaged for deployment as production services.

Among them, the data management services allow users to upload files onto a SE, then replicate and register them in a File Catalog. However, the decisions about where to replicate files and how many replicas to create are left to the applications (users). During the execution of an application, jobs can use the replica selection service offered by the UMD to select file replicas according to their distance to the computing site, of which the algorithm will be detailed in Chapter 3.

The replica creation strategy currently implemented in VIP adopts a static strategy.

The required data for a given application are asynchronously replicated to several remote sites before the application execution. This process is named file prestaging, which have been demonstrated to significantly reduce the execution time of applications deployed on large distributed infrastructures [START_REF] Ranganathan | Simulation studies of computation and data scheduling algorithms for data grids[END_REF], Chervenak et al. (2007)]. However, the decision of where to prestage files relies on the experience and a priori knowledge of its administrators. For most of applications hosted by VIP, input files are automatically replicated to a static predefined list of 3 to 5 SEs chosen among the ones considered as stable, with a general good network connectivity, and sufficiently large amounts of available storage space (generally at least 500 GB). This list is updated when one of the SEs needs to be replaced, is in downtime, is full, or faces any other issue preventing its usage. The number of replicas also varies depending on the type and size of the files. Files larger than 500MB are usually replicated on the most available SEs.

Simulation

Large distributed infrastructures, such as Grids and Clouds, are complex, dynamic, and heterogeneous environments. Therefore, it is difficult to evaluate new prototypes or new strategies (e.g., scheduling algorithms or data management strategies) in a repeatable and controlled manner. Besides, a full-scale evaluation by real experiences implies interference with on-going executions, which is not encouraged in a production environment.

Simulation is thus mandatory to test and evaluate complex scenarios for large distributed production infrastructures.

Simulation tools

Many simulators have been developed in the era of Grids construction. They helped researchers to test the performance of the design of middleware services, evaluate job scheduling algorithms, or assess new data management strategies. For instance, Optor-
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Sim [START_REF] Bell | OptorSim -A Grid Simulator for Studying Dynamic Data Replication Strategies[END_REF]] and ChicSim [Ranganathan and Foster (2002)] were designed to study file replication. In ChicSim, a grid model with 30 sites and two theoretical bandwidth values were used, while a model of The European DataGrid Testbed was adopted in OptorSim, which is shown in Figure 1.3. However, the development of both projects has been discontinued.

Figure 1.3: Grid model in OptorSim, illustrated from [START_REF] Bell | OptorSim -A Grid Simulator for Studying Dynamic Data Replication Strategies[END_REF]].

SimGrid [START_REF] Casanova | Versatile, Scalable, and Accurate Simulation of Distributed Applications and Platforms[END_REF]] and GridSim [START_REF] Buyya | Gridsim: A grid simulation toolkit for resource modelling and application scheduling for parallel and distributed computing[END_REF]] are two simulation toolkits widely used in grid computing research. GridSim is a Java-based discrete-event simulation toolkit based on SimJava [START_REF] Howell | Simjava: A discrete event simulation library for java[END_REF]]. It offers the modeling of heterogeneous computational resources, different policies for job scheduling (e.g., time or space shared policy), and different network services. A variable size packet-level model is used for network communications. However, this packet-level model in GridSim has been shown to be false and inaccurate [START_REF] Velho | On the Validity of Flow-Level TCP Network Models for Grid and Cloud Simulations[END_REF]].

The SimGrid toolkit provides various core functionalities for simulating distributed applications in heterogeneous distributed environments. It is based on fast and accurate fluid models for simulating network communication. This toolkit has been continuously developed for about 20 years. Storage simulation capacities [START_REF] Lebre | Adding storage simulation capacities to the simgrid toolkit: Concepts, models, and api[END_REF]] have been recently integrated into SimGrid. Besides, the validity of its analytical models was 18

Anchen CHAI widely investigated in [START_REF] Velho | Accuracy Study and Improvement of Network Simulation in the SimGrid Framework[END_REF], [START_REF] Velho | On the Validity of Flow-Level TCP Network Models for Grid and Cloud Simulations[END_REF]]. SimGrid can thus be conceived as a scientific instrument, which can be used as a reliable tool to simulate applications in distributed environments.

With the growth of popularity for cloud computing paradigm, numerous simulators have been proposed for cloud systems and applications. Many of cloud simulators are based on existing simulation toolkits. For instance, the Amazon Cloud simulator [START_REF] Desprez | SimGrid Cloud Broker: Simulating the Amazon AWS Cloud[END_REF] 

Platform models for file replication

Almost all the work done in the field of file replication for large distributed infrastructures has been evaluated and validated through simulation. OptorSim has been used for file replication studies in numerous works [START_REF] Tu | Secure data objects replication in data grid[END_REF]),REN et al. (2010), [START_REF] Challal | A priori replica placement strategy in data grid[END_REF], [START_REF] Zhong | A dynamic replica management strategy based on data grid[END_REF], [START_REF] Mansouri | A dynamic replica management strategy in data grid[END_REF], [START_REF] Bai | Rtrm: a response time-based replica management strategy for cloud storage system[END_REF], [START_REF] Cui | Based on the correlation of the file dynamic replication strategy in multi-tier data grid[END_REF]] and these simulations are usually based on the platform model of the European DataGrid Testbed, which is shown in Figure 1.3. However, [START_REF] Grace | Dynamic replica placement and selection strategies in data grids-a comprehensive survey[END_REF]] mention that it is very difficult to write configuration files and modify the parameters adapted to the requirements of users in OptorSim.

Besides the work done with OptorSim, three more platform models are widely used in the literature. The first one is multi-tier model, which is shown in Figure 1.4. This model was proposed in the GriPhyN project [START_REF] Ranganathan | Identifying dynamic replication strategies for a high-performance data grid[END_REF]].

The problem in this tree-like-structure is that a child node can only communicate with its immediate parent but not with other nodes, which is an invalid assumption for real grids.

The second one is called hybrid or sibling tree model [Lamehamedi et al. (2002)],

which is shown in However, the configurations of platforms are often oversimplified. Almost all the simulation evaluations for replication strategies based on the 3-level model use a unique theoretical bandwidth for each link category. For instance, the configuration for bandwidth is 1GB/s for intra-LAN links, 100MB/s for inter-LAN links, and 10MB/s for inter-region links in [START_REF] Horri | A hierarchical scheduling and replication strategy[END_REF]]; 1Gb/s for intra-LAN link, 100Mb/s for inter-LAN, and 10Mb/s for inter-region links in [START_REF] Dayyani | RDT: A New Data Replication Algorithm for Hierarchical Data Grid[END_REF]]. Although this 3-level network hierarchical model addresses the limitations of the multi-tier and hybrid models by adopting a general graph representation, we feel that the oversimplified configurations used in the literature can hardly capture the characteristics of heterogeneous production distributed infrastructures such as EGI. To the best of our knowledge, there exists no full and faithful description of EGI that has been built for simulation purposes. This is mainly due to the lack of detailed information on the configuration (number and performance of processing units, intra-site bandwidth, etc.) of its more than 350 distributed sites across 50 countries and on the inter-site network connections.

Conclusion

In this chapter, we presented the related work on applications deployed on large distributed systems, from the underlying infrastructures to the high-level optimization aspects. File management is one critical component influencing not only the performance but also the reliability of application executions in such large distributed environments.

File replication is thus widely studied to optimize data management in the literature. Due to numerous restrictions and drawbacks of real experiences, the evaluation and validation of file replication strategies are usually done with the help of simulation. However, the platform models used in simulation are often oversimplified, which may lead to a questionable applicability for real production systems. Besides, we also identified the gap between the

Anchen CHAI theoretical research and the implementation in production of replication strategies, especially for dynamic replication strategies. Two replication strategies adopted in production systems have also been investigated.
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Introduction

Trace analysis is a common approach in research on distributed systems. Fine-grained information can be found in execution traces, e.g., execution time line of jobs, resource utilization, or distribution of jobs. They can be used to identify workflow characteristics [Ostermann et al. (2008)a,Ostermann et al. (2008)b,Iosup and Epema (2011)], model the underlying platforms [START_REF] Calheiros | CloudSim: A Toolkit for Modeling and Simulation of Cloud Computing Environments and Evaluation of Resource Provisioning Algorithms[END_REF])b,Barisits et al. (2016)], predict job characteristics [Ferreira da Silva et al. (2015)], analyze performance variability [Iosup et al. (2011)], and investigate failure issues [START_REF] Kondo | The failure trace archive: Enabling comparative analysis of failures in diverse distributed systems[END_REF], [START_REF] Javadi | The failure trace archive: Enabling the comparison of failure measurements and models of distributed systems[END_REF]].

As we focus on file management in this thesis, it is fundamental to understand the characteristics of file transfers and to identify the current issues concerning their performance on a production platform. In this chapter, we present our work on the analysis of the execution traces of one application deployed on EGI via VIP.

From the collected traces, we extract the characteristics of file transfers by analyzing the distribution of their duration. Understanding why there exits a large variability in transfer durations allows us to derive the characteristics of the network topology of EGI.

Besides, we also investigate other characteristics of workflow executions (i.e., queuing time, distribution of jobs, and the number of downloads of SEs.). These aspects have indeed a direct or indirect impact on file transfers.

Then in this chapter, the questions we want to address are:

• What knowledge of the network topology of EGI can be extracted from traces?

• What are the reasons for the observed large variability in file transfer durations?

• What knowledge can we extract from the information on job executions?

• What are the current issues that we can improve regarding file management in VIP?

The rest of the chapter is organized as follows. In Section 2.2, we first present the detail of the GATE application and its deployment on EGI. In Section 2.3, we present the collected execution traces of the GATE workflow and do a first analysis of the workflows, e.g., the size of downloaded files, the number of jobs, etc. File transfer durations are analyzed in Section 2.4 and different aspects of workflow executions influencing file transfer are studied in Section 2.5.

GATE application

The Geant4 The simulation in a particle tracking Monte-Carlo application consists in the successive stochastic tracking through matter of a large set of individual particles and each particle has an initial set of properties (type, location, direction, energy, etc.). The simulation accuracy of Monte-Carlo approaches such as GATE depends on the number of simulated particles. However, more simulated particles means longer computing time. Therefore, typical radiotherapy simulations would take days or even weeks to complete using personal computers. Figure 2.1 illustrates a 3D whole-body F18-FDG PET scan simulated with GATE. This simulation requires approximately 4,000 CPU hours, which means that it will take about 5.3 months to finish by using one single CPU in a personal computer. Figure 2.2 shows the abstracted workflow of GATE deployed and executed on EGI via VIP. The GATE workflow is expressed using the GWENDIA language [START_REF] Montagnat | A data-driven workflow language for grids based on array programming principles[END_REF]] and managed by MOTEUR engine [START_REF] Glatard | Flexible and Efficient Workflow Deployment of Data-Intensive Applications On Grids With MOTEUR[END_REF]]. It consists of two main phases: computing and merging.

During the computing phase, a set of independent GATE jobs: (1) download the required input files;

(2) execute a part of the computational workload; and (3) upload partial results on a SE upon completion. Once all the particles have been computed, the workflow enters a merging phase, where all the partial results are downloaded from different SEs by one or several Merge job(s) (4) and aggregated (5). The final result is then copied back to a SE (6). The data exchanges between jobs of the GATE workflow are file-based and require transfers over the network and through SEs, since the jobs may be executed in different nodes that do not share a common file system.

Anchen CHAI Figure 2.2: GATE workflow including a computing phase, a merging phase, and associated file transfers.

In step (1), GATE jobs need to download three files to enter the computing phase:

1. a wrapper script file automatically created by VIP;

2. a tarball file containing the GATE executable release along with all the required libraries needed for execution;

3. a tarball file containing the user-defined inputs, e.g., macro files describing the simulation, images, or ROOT files. The size can be quite different depending on each execution varying from several kB to hundreds of MB.

Merge jobs need to download an executable release file and the same user-defined input file as GATE jobs to merge all the partial results produced by the GATE jobs.

Execution traces

A very little set of traces may not represent the overall characteristics of the executions of applications and the underlying platform, while analyzing long-term execution traces in a fine-grained way can be an extremely time-consumming task. We thus decided to make a trade-off by collecting 60 execution traces of GATE workflows submitted by 14 distinct VIP users over a period of one month from September 8, 2015 to October 8, 2015. The first source is the structured log file produced by each job (GATE or Merge).

It starts with a header that comprises a timestamp of the log creation, the name of the workflow and the job id. User information, including the name of the user and which VO the user belongs to, can also be found in this header. Information on the hardware on which the job is executed is gathered from different sources, for instance, the name of the compute node, the information on the network card, the number of cores and their processing speed (expressed in BogoMIPS), and information on memory capacity. For each transfer, jobs log its source, destination, file size, and duration. It is important to note that the duration value is given by the time lag between the moment when the job starts to download the file and the moment when the job finishes the download. It is a single value that includes the latency of a transfer request from middleware services, the I/O latency from storage systems, and the data transfer time spent in the network. In production systems, file transfers do not always succeed because of the network connectivity or issues related to the SE (e.g., maintenance shutdown or no more available space). For jobs with several retries before achieving a successful transfer, the logged durations even include the duration of the different attempts. However, we do not have detailed information to distinguish the exact time spent in these different phases (i.e., middleware latency, I/O latency, and network transfer time) for a file transfer.

The second source is a database filled with various information on each job. While some information is redundant with the contents of the log files (e.g., job id and status, workflow, worker node, and grid site names), it also contains a timestamp for each milestone on the Anchen CHAI job execution time line (i.e., job creation, entering the queue, starting the download, computation, uploading results, and termination).

We developed the log2sim framework [START_REF] Suter | The Log2sim Framework[END_REF]] to parse the log files and the database produced by jobs in the GATE workflow. We produce three CSV files for each workflow, which facilitate us to conduct analysis in the rest of this chapter.

For all workflows in the collected traces, their sizes are summarized in 

Characteristics of file transfers

After having presented the number of jobs and the size of downloaded files in the studied workflows, we conduct a more detailed analysis in this section. First, we investigate the global distribution of transfer durations for different file sizes. It allows us to obtain an overview of the file transfer durations in a production system. Then different characteristics of file transfers extracted from individual workflows will be illustrated. 80% of transfers are done by the GATE jobs and their durations will directly decide when jobs can enter the computing phase, we thus focus on the file transfers initiated by GATE jobs.
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Coarse-grain analysis

This job first conducted a test to its local SE but it failed. Then it succeeded in testing a backup SE pre-defined by the VIP administrator. Several upload-retries might have been triggered while contacting the local SE before starting to use the backup SE. The total duration of all these retries is included in the 579.8 seconds. As explained before, we can not distinguish the exact time spent in retries from the actual data transfer over the network because of the lack of detailed information in the execution traces. But this additional overhead because of one transfer failure is still remarkable, which implies that the reliability of the SEs is a very important aspect that needs to be considered for file management in large production systems such as EGI.

For input file transfers, 75% of them complete in less than 1.07s with a average value of 1.71s (see the second line in Table 2.4). The maximum value (122s) is given by a download of the maximum size of input file (29MB) between a compute site and a SE that are both located in UK. Another download of this particular input file (29MB) between the same site and SE pair (there are only two such downloads among all traces) in the same workflow took 94.03s. No transfer failures were recorded for these downloads in the logs. We thus consider that these long transfers are due to a poor network connectivity between the site and the SE.
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With a larger size for release file transfers, the variability in durations increases a lot.

75% of them complete in less than 14.13s with an average value of 34.8s (see the third line in Table 2.4). The maximum observed duration is 2423.1 seconds given by a download of a 501.8MB release file with no transfer failure recorded for this download in the log.

To understand whether this long duration is related to a poor network or related to other issues, we looked at 27 downloads of the 501.8MB release file between the same SE ("srm-biomed.gridpp.rl.ac.uk") and the same site ("CIEMAT-LCG2") as for the longest transfer in the same workflow. We find the minimum duration is only of 95.81s which is 25 times faster. Figure 2.3 depicts the potential concurrent downloads to the longest transfer. It shows that this large difference is neither due to concurrent transfers within the workflow execution, nor because of the external concurrent transfers from other applications since one download started just after the longest one but was much faster.

We then investigate 409 transfers from/to the site "CIEMAT-LCG2" in the workflow where the longest download is observed, which is presented in Figure 2.4.

We observe that there are a large number of transfers from/to this site before the longest download. We thus assume that this large number of concurrent transfers at the level of the compute site might have badly delayed the completion time of this particular transfer. Such a phenomenon should be reflected in a realistic model of EGI.

Regarding the wrapper file transfers, the maximum duration is 523.5 seconds (see the fourth line in maintenance, which might have badly delayed the transfers. This problem that SEs can get more data than they can handle due to the changes in the systems, such as the downtime of storage, is also mentioned in [START_REF] Barisits | Automatic rebalancing of data in atlas distributed data management[END_REF]].

By comparing the source and destination of each transfer, we distinguish three different categories for transfers/links to investigate the potential network hierarchy in EGI. Inspired by the three-level hierarchical network model in the literature, we consider:

• local transfer: the download source is the defined local SE for the computing site where the job is executed;

• intra-country transfer: the download source and computing site where job is executed are in the same country;

• inter-country transfer: the download source and computing site are not in the same country.

In order to compare transfers for all files, regardless of their sizes, we transform the transfer durations into bandwidth, i.e., the file size is divided by the transfer duration minus the latency (i.e., one second). The bandwidths derived from local transfers correspond to the intra-LAN links. If we consider each country as a region, then the bandwidths Anchen CHAI derived from intra-country and inter-country transfers correspond to the inter-LAN and inter-region links in a three-level hierarchical model, respectively.

The distribution of bandwidth experienced by the 11,033 release file transfers according to transfer categories is shown in Figure 2.5, including 7,902 local transfers, 672 intracountry transfers, and 2,459 inter-country transfers.
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Bandwidth in Mb/s We observe that the overall bandwidths experienced by transfers significantly increase from inter-country link to local link. It confirms that the network hierarchy exists in EGI at some level. However, we can not conclude that the connectivity of local links is always better than others, which is shown by the observed outliers for local transfers. These observations imply that a three-level hierarchical model with limited bandwidths could be a good approximation for EGI only at a coarse level. The real production systems are more heterogeneous and complex than what a simplified hierarchical model can capture.

To understand where the long local transfers come from, we look at 247 local transfers with experienced bandwidths lower than 48.5 Mb/s (i.e., the first Quartile value of bandwidth for intra-country transfers). Figure 2.6 depicts these bandwidths according to the SEs from where the download is made.

We observe a large variability for the derived bandwidths even for a given SE. Note that we mix the downloads from different workflows in Figure 2.6, each workflow might thus experience different background network traffic conditions during its execution. It is thus difficult to determine whether the reason for this large variability is due to external network traffic or some other issues. In the next section, we focus on the analysis of transfers from an individual workflow execution, which can also guarantee that the size of release file is unique. 

Fine-grain analysis

During the analysis of the file transfers from all workflows, we identified several aspects that could explain the variability of transfer durations. They may be related to the network topology of the underlying system or only correspond to a transient issue on one specific

SE.

In what follows, we attempt to identify more characteristics of file transfers by focusing on individual workflow executions. In order to further investigate the characteristics of transfer durations for a given computing site, we zoom in on the downloads from a given SE ("sbgse1.in2p3.fr") to a given site ("INFN-PISA") in one workflow execution. Figure 2.8 presents the Gantt chart of the transfer durations to three different clusters inside this particular site. We notice a large variability of download durations among different clusters. Even though the first two downloads for the "s1wn" cluster are concurrent to the downloads for the "so1wn" cluster in the execution time line, their durations are very different: around 200 seconds for the "so1wn" cluster but only 4 seconds for the "s1wn" cluster. It implies that compute nodes in different clusters do not share one common link inside a computing site.

Even when we group transfers by SE, computing site, and cluster for one file size, large difference of transfer durations can still be observed. Figure 2.9 presents the Gantt chart of the transfer durations for 5 jobs executed in the same cluster in a given computing site with a given SE in one workflow execution.

We can see that the first four files are transferred much faster (from 14s to 45s) than the fifth one (172s). The first four transfers are all finished before 200s while the fifth one begins after 400s. During the workflow execution, transfer 5 is neither impacted by other transfers from the same SE or to the same computing site. We thus assume that the reason for this particularly long transfer is the influence of external network load, which, however, is not observable in our execution traces.
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Anchen CHAI We observe that these 5 transfers are simultaneous but their durations exponentially increase, from 2s to 35s. It is therefore not caused by external load. This phenomenon can be due to the local configurations of the SE that limit the maximum number of concurrent transfer and trigger some "timeout and retry" mechanisms. This variability is then considered as a special configuration of SEs, but not as a characteristic of file transfer.

It should thus be captured by the simulated services of SE in simulator, but not in the platform model. Such information obtained by analyzing file transfers from individual workflows allows us to derive more detailed characteristics of the network topology, which will be used to build a fine-grain platform model for the Biomed VO in EGI presented in Chapter 4.
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Characteristics of workflow and job executions

In this section, we analyze the characteristics of workflow executions, such as the queuing time of jobs, the distribution of jobs in sites and in countries, and the number of downloads by SEs. They can have a non-negligible impact on file transfers.

Queuing time durations

In large distributed systems, application jobs often suffer a delay between their submissions and their executions. It shows that half of the jobs suffer a delay of more than 30 minutes with an average of 104 minutes. Such a large variability in queuing time has also been observed in other EGI VOs [START_REF] Mościcki | Processing moldable tasks on the grid: Late job binding with lightweight user-level overlay[END_REF]]. The maximum queuing duration (17 hours) is observed for a workflow composed of 5 jobs executed in a single site. Although these jobs suffered a large queuing time, the delay between the first job and the last job in this site was not that large, i.e., 130 seconds. This observation shows that jobs may suffer a very long queuing time but the intra-site delay could be much smaller. The execution delay inside a site for a given workflow is a more meaningful metric than the general queuing duration to characterize the workflow execution on EGI.

Therefore we introduce another parameter to quantify the execution delay inside a site, i.e., the time delay between the first and subsequent jobs starting to execute in a given computing site for a given workflow. This delay is computed as: (D j i -D j 1 ), where D j 1 is the time of the first job starting to execute in a given site j, D j i is the starting time of the i th job in site j during one workflow execution. As shown in Table 2.6, 75% of the jobs start to execute more than 91 seconds later compared to the first job in a given site.

50% of the jobs have a time delay of more than 569 seconds. The maximum intra-site delay is 78,312 seconds (21.7 hours) due to a failed job that was resubmitted 21 hours after the workflow execution. This particular job badly delayed the completion time of the workflow execution, which emphasizes the importance of the resource reliability for application performance in large distributed systems. Based on these observations, we find that jobs suffer less intra-site execution delay than general queuing time delay. But still, this intra-site delay is not negligible. Given the characteristics of GATE workflows, i.e., all GATE jobs require the same input files, we believe that we can effectively use this intra-site delay to improve file management. For instance, we could make the first job to copy the required files onto its local SE. If this copy finishes in less time than the intra-site delay, all subsequent jobs will then be able to directly benefit of local transfers.

Distribution of jobs

The distribution of jobs can also have an impact on file transfer during the execution.

For instance, if jobs are uniformly distributed over different computing sites or countries, the network resources from different domains might be equally exploited. Conversely, if the distribution of jobs is badly imbalanced, then some network resources may be overloaded leading to severe congestion.

Table 2.7 presents the statistics of the number of jobs per site in a given workflow execution. We distinguish small (< 100 jobs) and large (≥ 100 jobs) workflows. 75% of the sites executed more than 3 jobs and half of the sites executed more than 9 jobs during one execution for large workflows while half of the sites executed more than 3 jobs for small workflows. In general more than one job will be executed in a computing site during one execution, especially for large workflows. We note that the distribution of the executed jobs monitored by DIRAC is coherent with the observation made from our collected workflows. About 80% of the jobs were executed in UK, Netherlands, and France. This large heterogeneity in the distribution of jobs allows for an optimization of file transfer by improving the placement of the required files. For instance, we could copy the targeted files onto SEs in or near to the countries where the most jobs are executed.

Cumulative downloads for SEs

Finally, we investigate the number of downloads per SE in the collected traces, which can help us to identify potential performance issues related to file transfers that come from the utilization of network resources.

Figure 2.12 depicts the cumulative number of downloads per SE. We can observe that the downloads are not equally distributed across SEs. The most used SE ("marsedpm.in2p3.fr") contributed to 7,548 downloads for jobs, while several SEs were rarely used. This large imbalance implies an inefficient network usage, which may penalize the performance of workflow executions. Another remarkable issue is the imbalanced usage between the storage and the compute resources for a site, which is shown in Figure 2.13. We compared the number of downloads for a SE and the number of jobs executed in the computing site associating this SE as the local one. We notice that there is a large difference between the number of downloads and the number of jobs for most SEs. Even badly, there were only 179 jobs executed in the site associating "marsedpm.in2p3.fr" as local SE despite the 7,548 downloads from this SE, which means that most of these downloads are either national or inter-country transfers.

From an global point of view, 21.7% (11,901) of the transfers are local, while 33.6%

(18,438) are intra-country transfers, and 44.6% (24,438) are inter-country transfers. This large number of distant (i.e., intra-country or inter-country) downloads not only badly influences the global performance of file transfers, but also implies an imbalanced usage between storage and compute resources in a site. These issues can be improved by adopting a more efficient file management strategy at the application level, which further emphasizes the necessity of the work proposed in this thesis.

Conclusion

In this chapter, we presented an analysis of execution traces collected from a production platform at a fine-grain level. This analysis has been done from two different angles:

file transfer durations and characteristics of workflow executions. By investigating the durations of file transfers at a coarse and fine-grain way, we identified several aspects that could explain the large variability in file transfer durations observed in these traces. They may relate to the network topology of the underlying system or only to a transient issue on a specific SE. These findings are summarized in Table 2.9.

By studying the workflow executions, we extracted some characteristics which may have an impact on file transfers and also identified several improvable aspects related to file management. They are summarized in Table 2.10.
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The non-negligible intra-site execution delay could be used to optimize the file placement during workflow execution, while the large heterogeneity of the distribution of jobs by site or by country enables the optimization of the file placement before executing workflows. Regarding the utilization of SEs, the collected traces show a suboptimal file management. The possible optimizations for these issues are shown in Table 2.11.

All the knowledge obtained in this chapter will help us to:

• feed the simulator presented in Chapter 3;

• model the targeted platform in Chapter 4;

• predict the bandwidth of missing links in Chapter 5;

• propose a dynamic replication method to optimize the performance of file transfers in Chapter 6.

Source Findings/Hypothesis File transfer durations

• latency for transfers in EGI is one second

• the maximum number of concurrent transfers for SEs is limited

• possible causes for extremely long durations: transfer failures, SEs shutdown, external network charge, etc. Network topology

• network hierarchy exists, but more complex than a 3-level model

• connectivity to different computing sites from a given SE is very heterogeneous

• compute nodes in different clusters may not share one common link inside a computing site Table 2.9: Summary of findings or hypothesis from the analysis of file transfers. 

Introduction

Simulation has been widely used in the research on distributed systems. It allows researchers not only to evaluate new prototypes or new strategies in a repeatable and controlled manner, but also enables full-scale evaluations in an acceptable time range.

Simulation also provides access to variables that could hardly be monitored in real systems, such as network congestion.

Numerous simulation toolkits exist in the literature [START_REF] Calheiros | CloudSim: A Toolkit for Modeling and Simulation of Cloud Computing Environments and Evaluation of Resource Provisioning Algorithms[END_REF] Our aim in this chapter is to build a realistic simulator allowing us to accurately simulate file transfers during the execution of medical imaging workflows deployed on EGI.

To reach this goal, we first investigate the execution of the GATE workflow to identify the relevant components (e.g., services related to transfers and algorithms used to select file replica) used in production systems. Then we can abstract them as close as possible to the reality and implement them in our simulator.

We choose to build our simulator upon the SimGrid toolkit [START_REF] Casanova | Versatile, Scalable, and Accurate Simulation of Distributed Applications and Platforms[END_REF]],

which is a scientific project with a 20-year development and that offers accurate network and computing resource models [START_REF] Velho | Accuracy Study and Improvement of Network Simulation in the SimGrid Framework[END_REF]]. SimGrid allows researchers to conduct large scale simulations in a reasonable time without losing the accuracy of simulation results.

The rest of the chapter is organized as follows. We investigate the real execution of the GATE workflow on EGI in Section 3.2. It allows us to identify the fundamental components to realistically simulate file transfers. More details on the SimGrid toolkit will be given in Section 3.3. The design and the implementation of our simulator will be presented in Section 3.4. Once the compute resources have been acquired, the submitted GATE jobs will begin to execute the three phases, i.e., download the required files, compute the workload, and upload their partial results. When the total number of particles has been reached, MO-TEUR will launch the execution of the Merge job which first downloads all the partial results uploaded by GATE jobs and then aggregates them. The final result is uploaded onto a SE on EGI after the aggregation. Finally, MOTEUR stops all the GATE jobs and the execution of workflow is accomplished.

Execution of the GATE workflow on EGI

GATE workflow in VIP

The downloading of input files and uploading of partial results require transfers over the network and through different SEs on EGI. Several high-level data management clients are provided by the EGI middleware, which hide the complexity of the underlying distributed infrastructure. For instance, VIP leverages the lcg-util client which provides simple commands for users to download or upload files on EGI. In order to realistically simulate the behavior of these services, we need to take a deeper look at the complete process of a file transfer on EGI. The algorithm to automatically choose a replica (i.e., the SURL of a SE) for a file download used by the lcg-util on EGI is composed of two steps. First, a sorted list for all available replicas is constructed by lfc_fillsurls (described in Algorithm 1). The order is set according to the distance to the computing site where jobs execute, that is, first the SE local to the computing site (line 3 in Algorithm 1), then the same country as the job execution (line 5 in Algorithm 1), and in last resort, randomly among all remaining replicas ((line 7 in Algorithm 1)). This order allows jobs to benefit of the higher bandwidths from a closer SE, which was also observed and verified from the execution traces in Chapter 2.

Data management services in EGI

Replicas in this sorted list are then selected by testing their availabilities ((line 6 in Algorithm 2)). If the first replica is not available, the client will continue to test the next replica in a round-robin manner until an available replica is found to download the file ((line 7-11 in Algorithm 2)). Several possible reasons may cause the unavailability of a replica in the real system. For instance, the SRM may fail to list the files in the corresponding SE, the file status maybe NULL in the SE, or the SRM may fail to transform a SURL into a TURL, etc. 

Summary of the characteristics of the real system

From the middleware services for a file transfer described above, we can identify several fundamental components to enable the simulation of file transfers on EGI :

• the workflow engine hosted on VIP server, which is a central authority to launch jobs, monitor the computed particles, and stop the simulation;

• the middleware services for data management (i.e., the functionalities of SEs and LFC) to enable the interaction processes of a file transfer;

• the jobs executed at different sites to request file transfers.

The implementation of these fundamental components is a mandatory step towards the simulation of file transfers on EGI. However, to ensure the realism, several aspects need to be taken into account.

The first aspect is the communication among jobs, SEs, and LFC. In the production system, these communications are not costless and they determine the minimum duration of a file transfer occurring on EGI.
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The second aspect is the replica selection service. It decides the source for each download if no explicit SE is imposed. This decision directly impacts the sharing of network links within one workflow execution. Replicating the exact algorithm in simulation enables us to better reproduce the distribution of network traffic over links. It can also allow us to replay the simulation scenario corresponding to the current production conditions.

The last aspect is the life-cycle of jobs. It is another key part for simulating file transfers. For instance, the queuing time determines when jobs can start to download the input files and the compute duration will decide when jobs begin to upload their partial results. Similar queuing time for jobs in a same site will probably cause more concurrent transfer requests to/from a given SE, while large variable queuing time may lead to sequential transfer requests. The simulated transfer durations can be quite different with different patterns of transfer requests. It is thus important to correctly simulate the complete life-cycle of jobs, especially the starting point of each phase. Besides all aspects above, we also needs an accurate network model, which enables us to correctly simulate the duration of each transfer given a precise description for the network of the underlying system (i.e., EGI).

The SimGrid toolkit

The SimGrid tookit is our best choice to accurately simulate file transfers. It provides core functionalities for simulating distributed applications in heterogeneous distributed environments. This tool is based on fast and accurate fluid models for network, which allows for large-scale simulations with thousands of file transfers and gives a certain confidence in the realism of the simulated communication time [START_REF] Velho | Accuracy Study and Improvement of Network Simulation in the SimGrid Framework[END_REF]].

The fluid network model abstracts the individual packets of an end-to-end communication into a flow, which is characterized by a bandwidth value or data transfer rate. It also takes into account network contention when multiple communication flows are present. Further (in)validation studies were conducted to ensure the accuracy of this network modeling in SimGrid [START_REF] Velho | On the Validity of Flow-Level TCP Network Models for Grid and Cloud Simulations[END_REF]], which have been rarely done for other simulation toolkits.

Several programming interfaces are offered in SimGrid, for instance, S4U as the core API for simulations with Concurrent Sequential Processes (CSP) that interact by exchanging messages, SMPI for MPI simulations, and SimDag for DAGs of parallel tasks.

A SimGrid task is composed by an amount of computing load and an amount of bytes to transfer over network. The total duration of a task consists in the transfer duration decided by the bandwidth of the route between its sender and receiver and the processing time of a computing load determined by the computing speed of the worker node.

A platform model is another important component for simulating distributed applications. It usually describes the characteristics of the compute resources and network 48 Anchen CHAI resources. It also describes how resources are grouped (e.g., in clusters, data centers, etc.) and interconnected through a network topology. SimGrid allows users to decouple the platform from the applications and exploits a hierarchical representation [START_REF] Bobelin | Scalable multi-purpose network representation for large scale distributed system simulation[END_REF]] to describe a platform by decomposing it into networking zones. A zone can contain several other zones allowing to have more than one topology model in the platform.

In a SimGrid zone, we can define:

• host: a single hardware resource, with a computing speed and a number of cores;

• cluster: a certain number of hosts interconnected by a local network;

• link: the network connection between hosts or zones with a bandwidth and a latency.

Different bandwidth sharing models can be given for each link;

• router: an entity to declare which link is connected to this point;

• route: the explicit path between two hosts, clusters, or zones. 

An example of hierarchical platform in

Simulator design

A first simulator of the execution of GATE has been designed and used in [START_REF] Camarasu-Pop | Monte carlo simulation on heterogeneous distributed systems: A computing framework with parallel merging and checkpointing strategies[END_REF]a]. However, the simulation of file transfers was simplified because the Anchen CHAI focus was on the compute and merge phases of the GATE application. Authors chose a single file size of 15MB, which had a simulated median transfer time similar to the real transfers. Moreover, only one replica per file was simulated.

In our simulator, we attempt to replay all file transfers during the execution of GATE workflow on EGI. These transfers may have different file sizes and multiple file replicas scattered onto different SEs with respect to the execution instances. The middleware services related to data management are designed as close as possible to the actual behavior in the production system. As our final aim is to improve the file management at the application level, dynamically and correctly simulating the behavior of job scheduling and resource allocation in real system is not our focus in this work. We thus assume that the jobs composing the workflow have already been submitted and that the compute resources have already been acquired. Besides, we only consider the normal situations where all the partial results files produced by GATE jobs are downloaded by the Merge job and no particular failure happens (file transfer or job execution).

Similar to previous work, the VIP server is abstracted as a centralized point to control the execution of jobs. It determines when to launch the execution of simulated jobs (GATE or Merge) and when to stop them. We choose to simulate the interactions between VIP server and jobs by message exchanges with the same cost as the communication between jobs and middleware services, which will be explained in section 3.4.2. The main messages handled by the simulated VIP server are job connection, the number of computed particles by GATE jobs, and job disconnection. Based on this control-message mechanism, the complete logical life-cycle of the GATE application, as shown in Figure 3.1, is implemented and simulated. Hereafter, we will detail our additional efforts to improve the realism of the simulation of file transfers.

Simulated services for data management on EGI

SEs are designed to process two types of transfer requests from jobs: download request and upload request (with or without timeout). To reflect the fact that SEs can receive and process multiple simultaneous requests from jobs, each simulated SE is implemented with a parameter defining the maximum number of simultaneous requests it can receive. This value is currently set to 500, which corresponds to the maximum number of jobs in a GATE workflow. This value ensures that no unwanted contention is introduced by the simulator. However, it gives us the opportunity to simulate one of the phenomena highlighted in Section 2.4.2.

We can effectively further improve the realism for simulated SEs by investigating the configurations of different SEs to find out the general number of parallel requests accepted by each SE on EGI. Simulated SEs are assumed to have a large number of cores (48) to ensure that several simultaneous requests can be processed at same speed.
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The Simulated LFC allows jobs to register files, list all registered files, and list all replicas for a given file. It also enables users to specify the replica locations for files registered in LFC before simulation. This information is stored in a file which is attached as an argument of the simulated LFC service, following the format: file name, size, <se_1:se_2:....se_n>. Such file is generated from the execution trace for each workflow. An example of the replica locations for a GATE workflow on EGI is illustrated in Each line corresponds to one file registered in LFC. The first line, for example, points to the "gate.sh.tar.gz" file, whose logical path is "inputs/gate/". This file has a size of 73,039 bytes and has been replicated on three SEs on EGI: "tbn18.nikhef.nl", "ccsrm02.in2p3.fr", and "marsedpm.in2p3.fr".

At the beginning of the simulation, the simulated LFC parses this predefined file catalog to retrieve the replica locations for each file. The file information (e.g., file name, the size) will also be stored at the simulated SEs which host a replica for the file. When SEs receive a download request for a file from jobs, they will generate a "SimGrid task" with the amount of bytes corresponding to the size of requesting file.

The replica selection service is implemented according to the exact algorithm shown in Algorithm 2. The SURL of each SE is represented by the SE name. Since we do not simulate any transfer failures, the first replica in the head of the sorted list is always available (line 6 in Algorithm 2) and it is always selected as the source to download the corresponding file. However, if a timeout is imposed and the simulated transfer is not accomplished before the timeout value, it will be systematically killed and the next replica in the sorted list will be attempted (line 10 in Algorithm 2).

Communication cost for file transfers

In Chapter 2, we found that the minimum duration of transfers on EGI was one second based on the analysis of the real transfer durations. We decided to reflect this minimum duration in our simulator by decomposing it into 900 milliseconds as communication cost and 100 milliseconds as network latency.

We equally decompose the 900 milliseconds into four messages, corresponding to and LFC) is defined as 5GFlop/s according to what we found in execution logs for the compute nodes, we therefore instantiated these "SimGrid tasks" with a computing load of 1.125GFlop (5GFlop/s × 0.225s) and a negligible amount of bytes to transfer.

The remaining 100 milliseconds are divided into four times 25 milliseconds representing the network latency for each of the messages. Indeed, each message goes through four links: two private links, the common backbone interconnecting worker nodes in a site, and the link that connects a site to a given SE. We decide to instantiate 5 milliseconds as latency for private links and 7.5 milliseconds for the two other links. Finally, as shown in Figure 3.6, the duration of a simulated file transfer in our simulator consists of: (i) the simulated communication costs (i.e., 900 ms), (ii) the network latency across the routes (i.e., 100 ms), and (iii) the processing time of the "SimGrid task" generated by the SE. If a timeout is used, the total duration is the cumulative time of all transfer attempts.

Simulated File transfer

Parameter injection

Given the complexity of the whole real system, it is difficult to correctly simulate all parameters since it would require to establish accurate models for all of them and also to validate them, which can be even more challenging. To better estimate the starting point of each phase in the life-cycle of jobs, we distinguish two strategies to decide the values of parameters in our simulator: inject or estimate.

Injecting a parameter for simulating the execution of a workflow means that the value of this parameter is directly extracted from the execution traces for the given workflow, while estimating a parameter means that the value is computed by a predefined model during the simulation execution. This distinction gives us more flexibility to design simulation scenarios focusing on the parameters that we want to investigate without losing realism for the other parameters.

The simulation strategy chosen for the different parameters related to file transfers are summarized in Table 3.1. The queuing time, compute durations, and upload file size for GATE or Merge jobs are always injected in our simulator. These are the parameters that we do not plan to investigate in the current study. We want these values to be as precise as possible in order to avoid additional bias for studying file transfers. The durations of 52 Anchen CHAI file transfer are simulated by using the different network sharing models defined in the SimGrid toolkit. The download sources for jobs are either imposed to match the same SEs in real execution or decided by the simulated replica selection service, according to the purpose of the simulation scenarios.

Parameter

Strategy queuing time

• always injected compute durations

• always injected upload file size for jobs

• always injected file transfer durations

• always estimated by network models in SimGrid file replica for each transfer

• injected (the same as in real transfer)

• estimated by the replica selection service Table 3.1: Strategy for different parameters in simulator.

Our long-term aim is to construct a realistic simulator which can capture the actual behavior of the real production systems (i.e., VIP and EGI), instead of a theoretical simulator. Therefore, each time we change the simulation strategy of a parameter from inject to estimate, it requires to build an appropriate model and more importantly, to validate its performance by comparing the obtained results with the contents of real traces.

Conclusion

In this chapter, we presented our simulator built upon the SimGrid toolkit to study file management scenarios for applications deployed on EGI via VIP. We considered the specific workflow of GATE, which is representative of the deployment process of many other applications managed by VIP. We simulated the relevant components and the complete life-cycle of workflow executions by assuming that the jobs composing the workflow have already been created and that the compute resources have been acquired.

In order to improve the accuracy of the simulation of file transfers, we designed and abstracted the actual behavior of the simulated services as follows:

• Abstracting a file transfer into four messages among different components;

• Instantiating the cost of control messages based on the transfer latency derived from execution traces;

• Implementing the same replica selection algorithm as in the EGI middleware;

• Injecting the exact value of important parameters related to workflow executions.

In the next chapter, we will present how to construct realistic models of EGI to replay the executions of GATE workflow with a focus on file transfers by using our simulator.

These ad-hoc models will be evaluated by comparing the simulated file transfers to the measured file transfers registered in the execution traces of GATE workflow. In this context, we propose a realistic network topology and an accurate bandwidth instantiation methods for modeling our target platform (i.e., the Biomed VO of EGI).

Introduction

Based on the information found in each individual execution trace, we generate ad-hoc platform models to replay the execution of each workflow. The realism of our platform models will be evaluated by confronting the simulation results to the ground truth of the actual executions registered in the traces. To ensure that the simulated file transfers occur between the same hosts as in the real execution, we inject the file replica involved in the corresponding real transfers as parameters for jobs in our simulator.

The rest of the chapter is organized as follows. In Section 4.2, we detail all the improvements based on observations from execution traces for constructing the realistic network topology and accurate bandwidth instantiation methods. The overall evaluation of our proposed model will be presented in Section 4.3.

Build partial platform model from execution traces

In this section, we detail incremental improvements to the platform model to increase the accuracy of file transfer simulation thanks to a thorough analysis of both trace contents and simulation results. In order to evaluate the impact of our proposed improvements, we first introduce a widely used model in literature which is considered as a baseline model for our work. Then the impact of each improvement for the accuracy of simulated file transfers are illustrated on a particular case extracted from the execution traces collected in Chapter 2.

Baseline model

The quality of file transfer simulation is mainly impacted by two main features of a platform model: the interconnection topology and the instantiation of network link bandwidth. To define a baseline for our study, we consider a first platform model that only minimally relies on the execution traces for two important features, i.e., the characteristics of the computing nodes (e.g., name or processing speed) extracted from the execution traces and their hierarchical organization in clusters and sites.

Without information on the interconnection topology coming from the traces, we have to assume a simple and uniform connectivity among the compute and storage nodes that compose the distributed platform. A way to model such a platform is to connect each SE to all the computing entities through a single backbone as shown in 

Improvements based on execution traces

To address the two issues raised by a uniform bandwidth instantiation of the link that connects a SE to the rest of the platform to a nominal value of 10 Gb/s, we exploit the q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q Wrapper Release 0 contents of the execution traces. Our aim is at using values that are more representative of the actual execution conditions. We thus incrementally improve the baseline model by leveraging the traces.

Aggregation methods for instantiate links

We consider two common-sense instantiation methods, which have their respective pros and cons, to decide the bandwidth of each link. First, we compute the inter-quartile average (i.e., only data between the first and third quartiles is used) value over all the observed transfers to/from a given SE. Using average values is likely to be more realistic when it comes to reproduce the behavior of a single workflow execution. It reflects the network connectivity as experienced by the application. Inter-quartile average also allows to reduce the bias caused by outliers (abnormally long transfers). The sharing of network resources by concurrent transfers is thus directly captured in the model and not handled by the simulation kernel. The drawback of this average-based approach is that the resulting instantiation is limited to replay the file transfers in the workflows used to produce the average value and it will be less significant to simulate other workflow executions since they may experience different network connectivity due to different external traffic.

Second, we determine the observed maximum value over all these transfers. This allows us to get an approximation of the nominal capacity of the network link. In that case, we let the simulation kernel determine how the network resources are shared among concurrent transfers. The main advantage of such an instantiation of the platform model is that it can be reused beyond the simulated replay of the execution that led to its generation. It can also be aggregated, both spatially and temporally, with information obtained from other traces. Figure 4.3 presents the same type of results as Figure 4.2, but here the simulation results obtained with a uniform 10 Gb/s instantiation have been replaced by those obtained with an average or maximum bandwidth value for each storage element. We use the same interconnection topology. q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q Wrapper Release Using trace contents to instantiate the bandwidth values of the network links partially addresses the capture of the variability of file transfer duration, especially for the large release file. However, both the aggregation methods fail to be accurate. Averaging the observations tends to overestimate the transfer times (by a factor of 2 in average with a median of 1.5, and a maximum of 14.5), while using the maximum leads to an underestimation of at least a factor of 2 for half of the transfers. This denotes biases that require further investigation for the derived bandwidth for links.

Distinguishing transfer type and file size

We then looked at the distribution of the individual bandwidths derived from the file transfers that involve a given SE in a given workflow trace. We notice great difference in some cases, sometimes of more than two orders of magnitude. We identified three root causes to this variability. First, the transfer latency, which is one second (identified in Chapter 2), is negligible with regard to the total transfer time. However, for upload tests (i.e., 12-byte file transfers), this leads to unrealistically low bandwidth values, i.e., of less than a kilobit per second. Second, the limited precision of the timings logged in the traces leads to almost instantaneous transfer times for files of a few kilobytes. Then the derived bandwidth is unrealistically high, i.e., greater than 10 Gb/s. Third, we observed a sometimes large difference between the upload and download of the partial result files produced by the jobs. Each job uploads such a file to its local SE which is then downloaded by the merge job from the same SE. However, the concurrency conditions in which these transfers occur are different and impact the transfer times. The merge job downloads all the partial results in sequence while several worker nodes can upload their files to the same SE simultaneously. Consequently, depending on the direction of the transfer, i.e., to or from a given SE, the derived bandwidth may greatly differ.

All these observations are likely to negatively impact the computation of the average or maximum bandwidth of the link connecting a storage element to the rest of the platform.

To address these issues, we propose to group the transfers by type (i.e., upload test, each of the three input files, and both upload and download of partial result files) and direction (i.e., to or from a SE) before computing the average and maximum bandwidth values. Bandwidth estimations are then performed based on specific types for which the measured file transfer durations are assumed to be more reliable. For transfers from a SE, we favor that of the release file, whose larger size prevents to be hit by the timing precision. Similarly, for transfers to a SE, the upload of partial results is preferred over the more sensitive initial upload tests.

Figure 4.4 shows the impact of the average bandwidth computation method on the simulation of the transfer of the release file by jobs in the fNUfzs workflow instance. The transfer of this particular file is the one for which this improvement is the most noticeable, hence our focus on these results. The Average (all) data are the same as in Figure 4.3, while the Average (grouped) data refer to the distinction of transfer type and file size. In that case, the average bandwidth from a given SE to any compute site is computed based only on the transfers of the release file found in the traces. We also distinguish the SE from which the file has been downloaded in this figure .   The proposed improvement reduces the overestimation of the transfer duration. Simulated transfers, whose durations were twice as long in average (and up to 14.5 times longer) than the actual transfers and are now 1.2 times shorter in average (with a maximum overestimation by a factor 7.5). However, we can clearly see in Figure 4.4 that, for a given SE, the model still fails to capture the variability in transfer durations. To further polish our platform model, we focus on a specific SE in the next improvement.
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Distinguishing computing sites

From the fine-grained analysis of transfer durations in Chapter 2, we found that the connectivity to different computing sites from a given SE was very heterogeneous on EGI.

Consequently, using one single backbone to connect each SE to all computing sites leads to an uniform transfer time to all the computing sites, even though the bandwidth of the backbone is computed by leveraging the trace contents (as in Figure 4.4).

The bottom part of INSA Lyon, tous droits réservés q q q q q q q q q q q q q q q q q q q q q q q q q q q q q 0 50 100 the readability of the figure, we introduce a horizontal jitter to separate data points corresponding to similar durations. We can observe that this improvement can significantly improve the accuracy of simulated transfer durations for the average-based model. Now we make a similar analysis for the alternate approach based on the determination of the maximum observed bandwidth. As for the average, we see in Figure 4.7 (bottom) an important deviation from the global maximum value of 321 Mb/s for most of the computing sites. We also see in Figure 4.7 (top) that the use of a single value for all the sites also leads to similar simulated durations for all the transfers.

In this version of the model, it should be noted that distinguishing the links between a SE and the computing sites may bias the way the simulation kernel handles the sharing of 62 Anchen 
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Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai], [2019], INSA Lyon, tous droits réservés q q q q q q q q q q q q q q q q q q q q q q q q q q q q q 0 1000 2000 Duration (in seconds) q Measured By SE By SE-Site Unlike the improvement observed for the average-based model, we see here that determining a distinct maximum bandwidth for each site dramatically degrades the quality of the simulation. This suggests that our estimation of the maximum value is biased and returns underestimations of the nominal bandwidths of the links between the storage element and the different computing sites.

More precisely, the modification of the model improves the simulation accuracy when there are only a few transfers from the SE to a computing site (i.e., for the INFN-BARI and UKI-LT2-QMUL sites). When there are more transfers from the SE to a computing site, the durations become, sometimes largely, overestimated. We thus assume that our model fails to capture an important phenomenon, that we identify and take into account in the next section. We can see that almost all these transfers are simultaneous and of durations in the same range (from 154.4 to 193.4 seconds). As a consequence, the derived bandwidth of each individual transfer is impacted by the competition with the other transfers for a single shared network resource. In other words, the observed bandwidths correspond to the shares of the link capacity that are respectively allocated to each transfer, but they do not reflect the total capacity of the link itself.

Correcting the maximum bandwidth

To get a better estimate of the nominal capacity of the link, we thus have to first compute a correcting factor to the bandwidth derived from each transfer. The computation of this factor, during the generation of the platform model, somehow corresponds to the inverse of the computation made by the simulation kernel to assign a share of the network resource to a given transfer. We proceed as follows. First we sample the duration of the transfer in at most 50 uniform intervals. For instance, in Figure 4.8, we split the first transfer (in blue) in 20 intervals. For each of them, we estimate the number of concurrent transfers, hence how the network resource is shared. The first transfer will thus have only one ninth of the capacity of the link for the seven first interval but one third of it during the last interval. Then we compute the correcting factor as:

f = n n i=1 1 ci , (4.1)
where n is the number of intervals, and c i the number of concurrent transfers in the i th interval. In our example, we obtain a correcting factor of 20/(7/8+10/7+1/6+1/4+1/2) = 6.21 for the first transfer.

For each transfer, we compute three different correcting factors by estimating the concurrency for each SE, each site and each (SE, Site) couple. This allows us to correct the instantiation of the link between a SE and a site and of the limiter links.

Figure 4.9 shows the impact of this correction of the maximum observed bandwidth on the results presented in Figure 4.7. We can see that the important overestimation of the transfer durations disappears and the simulation accuracy is globally improved.
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However, this model now leads to a moderate underestimation of the durations for two sites (INFN-PISA and UKI-LT2-RHUL), which is caused by different phenomena. q q q q q q q q q q q q q q q q q q q q q q q q q q q q q 0 1000 2000 INFN For the INFN-PISA site, two transfers (second and fourth from top in Figure 4.8) start before a bulk of seven transfers. While these two transfers last for roughly the same time as the others in the real execution, they will experience less concurrency in simulation and will then be faster to complete (in around 20 seconds). More importantly they will end before the other transfers start, which in turn impacts the concurrency they experience and their simulated duration. This phenomenon corresponds to the external network load which has been identified in Chapter 2 and that our model currently fails to capture.

For the UKI-LT2-RHUL site, we observed that the transfer durations differ depending on which cluster in the site is involved. We propose to illustrate and address this phenomenon in the next section using a more glaring example.

Distinguishing clusters in sites

As we have found in Chapter 2 that compute nodes in different clusters might not share one common link inside a computing site, using a single bandwidth value for the site, be it the average or the maximum, still fails to capture that cluster-related difference in performance, and leads to inaccurate simulations (as shown by "By Site" in Figure 4.10).

To improve our models, we propose to differentiate the links that connect the different clusters in a site to the rest of the platform (see Figure 4.11). Note that the clustering of worker nodes is based only on information available in the trace, i.e., name, number of cores, and processing speed, and do not leverage information by the sites themselves. As for the previous improvements, we modify the way we aggregate the individual bandwidth values to take this distinction into account. We also compute specific correction factors for the model based on the maximum bandwidth.
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Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai], [2019], INSA Lyon, tous droits réservés q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q Average Maximum ne1wn-32cores s1wn-32cores so1wn-4cores ne1wn-32cores s1wn-32cores so1wn-4cores Unfortunately, this modification improves the accuracy of the simulations only partially. Figure 4.10 highlights two limitations with different causes but a common solution. For the average-based model, we observe an overestimation of the durations for the s1wn-32cores cluster. This is because the link between the SE and the site becomes a bottleneck. Indeed, the average bandwidth we compute for this link is hindered by the bad performance obtained for the so1wn-4cores cluster. Conversely, in the maximum-based model, we see an underestimation of the durations for the so1wn-4cores cluster. In this case it is the better bandwidth from another SE (not displayed in Figure 4.10) that defines the maximum observed bandwidth for this cluster. These two situations advocate for a common improvement that consists in differentiating the links not between a site and a SE, but between each individual cluster and a SE.

The results obtained with this final improvement are labeled as "By Cluster-SE" in Figure 4.10. We can see that, as expected, it completely solves the inaccuracy issue 66 Anchen CHAI for the average-based model. For the maximum-based model, the proposed distinction improves the accuracy only partially. This can be explained by some abnormally long transfers, whose causes have been summarized in Chapter 2, in the real execution that have a shorter simulated duration which in turn modifies the level of concurrency on the network resource. We can see three such transfers in Figure 4.10.

Overall evaluation of our model

After illustrating the improvement of each proposed modification on a particular case, we then evaluate our improved platform models by confronting simulation results obtained using these models to other simulation results using the baseline model and to the reference given by the real transfer durations extracted from traces. We consider 24 workflow instances, which match the current capabilities of our simulator presented in Chapter 3, out of the 60 collected workflows. We discard 31 workflows in which there exist particular failures (job or file transfer) and 5 workflows that have been severely impacted by the scheduled maintenance shutdown of a specific SE ("ccsrm02.in2p3.fr"), which was identified in Chapter 2.

Analysis of simulated transfer durations

We evaluate the simulated transfers obtained from three platform models: the baseline (named 10G-SotA), Average and Maximum model (our final proposed topology shown in Figure 4.11 by using different instantiation method). For each model, we simulate 5,316 download transfers. Among these, 1,772 files (one third) correspond to the GATE release file and are larger than 121 MB. The other files correspond to the GATE inputs and wrappers and are smaller than 130 kB. Figure 4.12 shows a summary of the measured and simulated transfer durations for these two sets of files.

For the GATE inputs and wrappers files, 80% of these 3,544 small file transfers last for less than 1.3 seconds in the real execution. The minimal incompressible delay imposed by control and network latency being of one second, there is no possible discrimination between the models and very few mis-estimations. We also observe 26 transfers (of the 73 kB wrapper file) whose durations are close to 64.5 seconds. The only common point to all these transfers is the storage element use to download this wrapper file. This highlights an issue with this specific SE rather than a modeling problem. However, it is interesting to note that both the Average and Maximum models are able to correctly reproduce one of this longer transfers. The proposed models are also able to partially capture the variability of 15% to 19% of the remaining transfers, while the 10G-SotA model cannot.
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We complete Figure 4.12 with Table 4.1 that gives the corresponding statistics for the transfers of the release file. The poor quality of the 10G-SotA model is blatant: it largely underestimates all the transfer durations and cannot capture the variability that characterizes the real executions. The proposed Average and Maximum models, however, are able to reproduce that variability and correctly simulate the longest transfers. We also note a tendency of the Maximum platform model to underestimate the transfer durations, which can be explained by the fact that this models relies on estimations of the nominal bandwidths of the links that are less accurate than the average of the bandwidths as perceived by the application. 

Analysis of errors

Another way to assess the respective quality of the different platform models and to measure the benefits of the proposed trace-based approach in terms of simulation accuracy is to compare errors with respect to the real transfer times. The relative difference between simulation results and the reference of a real execution can be computed in many ways. For instance, the relative error is a standard error measure which gives a good indication on the precision of a simulation and whether it under-or overestimates the reality. However, this method has a certain number of disadvantages such as the fact that it is not symmetrical (the error lies in the interval ]-∞, 1]) or the fact that the relative difference of bandwidths is different of the relative difference of transfer times, while there is a priori no reason to favor one over the other. As explained in [START_REF] Velho | Accuracy Study and Improvement of Network Simulation in the SimGrid Framework[END_REF]], an absolute logarithmic error solves these two issues and allows us to compare the different models more easily. We define the absolute logarithmic error as follows:

LogErr = |log(R) -log(S)|, (4.2)
where R is the real time and S the simulated time.

The absolute logarithmic error also allow us to apply additive aggregation operators such as the maximum or the mean, hence easing the comparison of the different models. This figure confirms the poor accuracy of the 10G-SotA platform model that shows errors greater than two (i.e., relative error greater than 639%) for nearly half of the transfers. This corresponds to the systematic and large underestimations of the file transfer Anchen CHAI durations made by this model that was illustrated by Figure 4.12.

As expected, the Average platform model leads to best results as the sharing of network resources by concurrent transfers is directly captured in the model which reflects the network connectivity as experienced by the application. This model is thus able to simulate 75% of the transfers with a logarithmic error smaller than 0.29 (relative error: 33.8%) and 92.9% of the transfers with an error smaller than 1. Finally, the mean logarithmic error is 0.23 (relative error: 25%).

The Maximum platform model also clearly outperforms the 10G-SotA model but leads to greater errors than the Average model. The mean logarithmic error is 0.62 (relative error: 85%) and 75% of the transfers are simulated with a logarithmic error under 0.97 (relative error: 164%). This loss of accuracy is the cost of the higher potential for further studies of this model that offers a better reusability beyond the simulated replay of the execution that led to its generation. It also confirms the tendency of this model to be too optimistic in its determination of the bandwidth values, and thus to underestimates the transfer durations. A deeper analysis of the individual simulation results would be needed to determine whether the way to compute the bandwidth correction factor can be improved.

To summarize, our analysis of the distribution of the simulated transfer durations and of the logarithmic errors demonstrates that a correct modeling of the interconnection topology and a good instantiation of the characteristics of the network resources are key to the quality of simulations of file transfers on a large-scale distributed infrastructure.

It also shows that leveraging the contents of execution traces is a sound approach that enables a pretty accurate simulated replay of a given execution with the Average model or even beyond with the Maximum model, with an affordable accuracy loss.

Analysis of the root causes of large simulation errors

While the obtained results are promising and greatly outperform the state-of-the-art model, they also include some large errors. In this section, we analyze such errors to determine whether they correspond to a modeling flaw or to phenomena that we cannot, or do not even want to, model. For instance, the cause behind the outlying durations for small file transfers does not have to be part of the platform model, but rather to be injected into the simulation as an additional parameter. After carefully analyzing the obtained simulation results from our platform model, we identify two source of high inaccuracy.

The first one is the external network load. As identified in Chapter 2, external load may lead to abnormally long transfers. We illustrate the identified case in Figure 4.14.

In the Maximum model, the bandwidth derives from transfer 2 and is, after correction, of 968 Mb/s. However, the actual bandwidth for transfer 5 is only of 23.5 Mb/s. This In current simulations, with Maximum or Average model, simultaneous transfers from a given SE to jobs in a given cluster will have similar simulated durations, which therefore causes large errors compared to real transfer durations. However, both of these identified sources of high inaccuracy are not related to our platform model. The first one can be addressed by introducing a certain level of background network traffic for simulating the workflow execution, while the second one is related to the configuration of simulated SE in simulator which was explained in Chapter 3.
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Conclusion

In this chapter, we presented our strategy to build realistic platform models to replay the execution of each individual workflow with a focus on file transfers on EGI. In order to minimize the bias for the simulated file transfers, we generate ad-hoc platform models for each workflow and inject the file replica involved in real transfers as parameters for jobs in our simulator built in Chapter 3.

We evaluated these platform models are evaluated by comparing the simulated and real transfer durations. Simulation results show that our proposed network topology and bandwidth instantiation methods are able to correctly reproduce real-life variability of file transfers on EGI, as opposed to the state-of-the-art platform model. Indeed, both the Maximum and Average models manage to correctly capture the distribution of the transfer durations. The analysis of the absolute logarithmic errors also shows that the proposed platform models clearly outperform the state-of-the-art model, which largely underestimates a vast majority of the transfer durations.

In the next chapter, we will present our method to build a more general and complete 

Introduction

In Chapter 4, we proposed and evaluated different network topologies and bandwidth instantiation methods for building realistic platform models for each individual workflow.

These ad-hoc platform descriptions are very useful for replaying existing scenarios of file transfers. However, in order to evaluate different "what-if" scenarios for improving the data management of VIP, we need a more general and complete description in which any computing node can communicate with any SE. Therefore, our aim in this chapter is to build a complete description of the platform by leveraging information from multiple traces.

To better explain the problem, we illustrate it with an example. Let us take the traces from three workflows. As shown in Figure 5.1, we have three partial descriptions of the Biomed VO platform independently generated from the execution traces of workflow 1 (WF1), workflow 2 (WF2), and workflow 3 (WF3). Each description only contains partial information about the network links. For instance, in workflow 1, jobs are executed in two computing sites (i.e., CE1 and CE2) and they use two storage elements (i.e., SE1 and SE2) to download the required files. It is to note that all jobs in CE1 only use SE1 while jobs in CE2 only use SE2. As a consequence, the partial description generated from WF1 only contains network information for links (CE1, SE1) and (CE2, SE2).

CE2 CE3

SE2 SE1 SE2 CE1 CE2 WF2 WF1 SE1 SE2 CE1 CE3 WF3 Figure 5
.1: Three partial platform descriptions generated from execution traces of workflow 1 (WF1), workflow 2 (WF2), and workflow 3 (WF3). Each line corresponds to the network link between a site and a SE.

In order to obtain a larger description of the platform than those produced from each execution trace, we first merge these three partial descriptions. The merged platform from WF1, WF2, and WF3 is illustrated in Figure 5.2. In this merged platform, all distinct computing sites and SEs concerned by file transfers from all workflows are described. This aggregation of multiple traces allows us to fully exploit the information about network links. For instance, we can find information on the (CE1, SE2) link from WF3, which was not available in WF1.

SE1 SE2 CE1 CE2 CE3 (wf1,wf3) (wf3) (wf1,wf2) (wf1) (wf2) 
?

Figure 5.2: The merged platform description from the execution traces of workflow 1 (WF1), workflow 2 (WF2), and workflow 3 (WF3). Red line corresponds to the network link without any information from these traces.
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However, two problems need to be addressed for this merged platform. First, we may find different information about the same network link in different traces. For instance, we have information for the (CE1, SE1) link in both WF1 and WF3. Hence, we need to determine how to instantiate the bandwidth for this link based on the information from two traces (wf1 and wf3). Second, even when aggregating multiple traces, we cannot guarantee that we will have sufficient information to generate a complete platform, with all possible link combinations. For instance, the information on the (CE2, SE1) link is not provided by any of these traces. As our aim is to generate a complete platform description, in which any computing node can communicate with any described SE, we need to fill-in all missing information in the merged platform.

In last chapter, we proposed to distinguish the network links of different clusters within a site and also the links of these clusters to the same SE. However, when we attempt to generate a complete platform description, the second distinction generates many missing links as we need to connect each cluster to all described SEs. Therefore, in this chapter, we decide to no longer distinguish the links of different clusters in the same site to the same SE. We focus on describing the network links for each pair of (CE, SE).

So in the rest of this chapter, we first address the problem of how to determine bandwidth instantiation for links with information from multiple traces in Section 5.2. Then different methods to fill-in missing links will be presented and evaluated in Section 5.3.

Aggregating network information from multiple traces

Trace aggregation enables us to combine multiple pieces of information from both a spatial and a temporal perspective in order to generate the description of a larger platform.

Spatial aggregation allows us to describe more hardware resources (e.g., computing cluster, computing site, SE, etc.) and network links from all transfers with different sources and destinations. On the other hand, the temporal aggregation of traces helps us to determine the variability of several parameters (e.g., the bandwidth of links, the available storage space of SE, etc.) by leveraging time-related information. Here, in addition to spatially aggregate more information about hardware resources, we focus on determining the bandwidth instantiation for links with information from multiple traces. Integrating the temporal variability for bandwidths of network links is considered as a perspective.

Based on the proposed instantiation methods for bandwidths (i.e., inter-quartile average and maximum) in Chapter 4, we also consider two aggregation methods to exploit the information of the same network links from different traces: Average_merged and Maximum_merged. In the Average_merged method, we consider the aggregation of network information at the level of bandwidths that are already derived by inter-quartile average for each link in the partial descriptions generated in Chapter 4. We compute the average value for each network link by favoring the bandwidths derived from the transfer of Anchen CHAI release file. If no bandwidth is derived from the release file transfer, we take the average of bandwidths derived from any other files. For instance, to determine the bandwidth of the (CE1, SE1) network link in Figure 5.2, we take the derived bandwidths of this link from WF1 and WF3. If these two bandwidths are all derived from release files, we compute their average value.

On the other hand, we aggregate network information at the level of file transfers in the Maximum_merged method. We assume that the maximum bandwidth observed from multiple traces for a given network link corresponds to a better approximation of its nominal capacity. Based on the numerous information recorded in the execution traces, we are able to retrieve the time stamp, which represents the global starting point of jobs, and the start time, which represents the relative starting point of jobs within the workflow execution. By combining these two pieces of information and the registered transfer durations, we are able to deduce the global starting time of each transfer. Then based on the bandwidth correcting method presented in Section 4.2.2 of Chapter 4, we compute a correcting factor for each transfer by taking into account all the measured transfers from either the same or different workflows. The bandwidth for a given link in the merged platform is thus the maximum derived value from all transfers going through this link.

By using these two methods, we generate the Average_Merged and Maximum_Merged platforms based on the 24 execution traces. Then we use these two merged platforms to reproduce the real file transfers as we did in Chapter 4. As we are always in the reproducing phase, we inject the file replica involved in the corresponding real transfers as parameters for jobs in our simulator to prevent from using missing links during the simulations. We can thus easily derive a large bandwidth from one specific file transfer experiencing less network traffic for a given link, which will underestimate most of other file transfers without integrating the temporal variability of bandwidths. In the Average_merged method, we first compute the inter-quartile average of bandwidth for a given link in one workflow. This average value can reduce the impact of outliers (i.e., extremely short and long transfers).

Then we take the average value of these inter-quartile bandwidths from each workflow for a given link. It is the simplest way to implicitly take into account the temporal network 76
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Filling-in missing links in the merged platform

Aggregation of multiple execution traces enables us to merge partial descriptions derived from each individual workflow. However, as illustrated in Figure 5.2, it does not allow us to generate a complete description due to two main reasons. First, each execution trace only contains partial network information and we can hardly find two traces holding completely complementary information. Therefore, aggregating traces will produce new network links for which no information can be found. Second, some links may never be used for a given computing site. As presented in Chapter 3, jobs favor file replica in local SE, then in the same country, and lastly in foreign countries according to the replica selection service of EGI. If a file replica is available in the same country as the computing site, jobs in this site will never download file from a replica in foreign country.

Therefore, we can only extract very limited information of the inter-country links for the site even from multiple traces. Because of these two problems, we can not envisage to obtain a complete platform descriptions by simply collecting more traces.

So in this section, we will exploit the existing bandwidths of known links in the merged platform to estimate the missing bandwidths of the newly created links. Three predictive models are proposed. In order to study the prediction accuracy of each model, we first use each model to estimate the bandwidths of some known links based on existing information.

Then we compare these estimated bandwidths with the bandwidths obtained from the previous section for known links. The difference between the estimated and obtained bandwidths of known links is used as a metric to evaluate the prediction accuracy of each model.

Empirical model

On EGI, each site declares a SE as its local storage, which is usually in the same network domain as the computing site. If a site does not contribute with any storage resources to the Biomed VO, it will choose the closest SE with a general connectivity as good as the local one. Hence, our assumption is that the network connectivity of a computing site is similar to the connectivity of its local SE to other sites. Besides, there exists at least one measured bandwidth for each computing site because sites described in the merged platform executed at least one job and therefore we have at least one file transfer to each site. Based on these assumptions, we first attempt to predict the bandwidth of missing links at the level of each computing site. An empirical model is proposed to meet the following requirements:

• The measured bandwidth of links to/from a given site S i should reflect its general network connectivity;

• For a given site S i , its connectivity to different SEs should follow the network hierarchy observed in Chapter 2, i.e., a clear variation of bandwidths from local to national and inter-country links;

• The reliability for the estimation of bandwidth for site S i should depend on the number of known links.

To determine the bandwidth of each missing link for a site S i , we first classify all known links of this site into three categories (i.e., local, national, and inter-country). For each category c, we estimate the connectivity of a site S i as the ratio between the median bandwidth of the known links to/from S i and the median bandwidth of all the links in merged platform: R c i = B c i / B c . Using the median value can reduce the impact of extremely good or bad bandwidths in a site and R c i represents the relative connectivity of S i among all links for the category c. As we assume that the measured bandwidth of links can reflect the general network connectivity of one site, we then use these ratios R c i to predict the bandwidths of the missing links.

However, not all the sites have known links for each of the three categories. In order to be comparable among all sites, we need to combine the category ratios of each site into one metric. As we consider that if there are more known links for a category c in S i , its ratio R c i will be more meaningful and reliable to represent the general connectivity of S i , we thus decide to weight each ratio by |L c i |/|L i |, where |L c i | is the number of known links for category c of site S i and |L i | is the total number of known links of site S i . The overall connectivity of S i with regard to the rest of the platform is then estimated by the following weighted sum:

C i = c |L c i | |L i | . B c i B c . (5.1)
Finally, the bandwidth of a missing link of category c to/from S i is computed as the median bandwidth of all the links in this category in the merged platform times the overall connectivity: B c ×C i . As we independently predict the missing links for each link category, the estimated bandwidths will follow the network hierarchy observed in Chapter 2.

Machine learning model

The empirical model has been designed to reflect the hierarchical topology of the platform and the overall connectivity of a site concerned by missing link(s). However, it has several limitations because of its strong hypotheses: (i) it is a simple linear model, (ii) the linearity depends on the number of known links in each category, and (iii) it does not take the connectivity of SEs into account. To address these issues, we decide to use machine learning techniques to construct more accurate models to predict the bandwidths of missing links based on the empirical model.

One consequence for not taking information on SEs into account in the empirical model is that the predicted bandwidths for the missing links of a given computing site will always be the same within a given link category. To address this problem, we need to integrate the network information of the corresponding SE for each link. However, as we have already distinguished the three link categories at the level of the computing site, we should not make the same distinction at the SE level as it may create redundant information. For instance, each site has only one local SE and therefore there exists only one local link for each site and each SE. We will obtain exactly the same information about this local link at the site and SE level. This situation can also happen for national and inter-country links when the network information is symmetric between a site and a SE, e.g., a site has only one foreign SE and this SE has only one inter-country link to this site. In order to avoid such redundant information, which may lead to over-fitting of machine learning models, we decide to consider one more attribute for each link: the general connectivity of the corresponding SE, which is represented by the median value of all bandwidth to/from this SE. Then we assume that the bandwidth B ij of a link between Site i and SE j can be expressed by:

B ij = f (link_category, Site i , B c i , B j ) (5.2) 80 Anchen CHAI
where c represents the categories of network links (i.e., local, national, and intercountry), B c i represents the median value of known links to/from Site i for category c. B j is the median value of known links to/from SE j . link_category and Site i are two categorical variables, which represent the category and the site name of the target link, respectively. This time, instead of assuming a simple linearity depending on the number of known links among the attributes, we consider two models to fit our desired f : a linear regression model, which assumes a linear proportion among the attributes in f and a neural network model, which can capture more complex and non-linear relationship among these attributes. However, categorical variables (i.e., link category and site name) cannot be directly used to tune parameters in either of these models. Hence, we need to first code these two variables as a set of dummy variables, which is a widely used coding technique in order to build a regression model for data sets containing categorical variables [START_REF] Long | Regression models for categorical dependent variables using Stata[END_REF], Iacobucci (2012)]. The idea of this coding technique is to use J -1 numerical values to present a categorical variable with J categories. For instance, as shown in given link category of a site, we use the overall median values from all known links in this category to represent the overall connectivity represented in the merged platform.

Finally, for neural network, we consider a simple model of three layers, which is the minimum number of layers allowing to capture non-linear problems: (i) an input layer with 37 neurons which corresponds to the number of attributes for each link; (ii) one single hidden layer; and (iii) an output layer with one neuron. As there is no standard and general rules for choosing the optimal number of neurons in the hidden layer of a neural network model, we use the empirically-derived rules, i.e., the optimal size of the hidden layer is the mean of the number of neurons in the input and output layers. The number of neurons is thus set to 19 in the hidden layer of our neural network model.

Evaluation

In order to understand the prediction accuracy of each model, we compare the bandwidths estimated by each model with the bandwidths obtained in the merged platform. If a model can correctly estimate the existing bandwidths in the merged platform, we then consider it as a good predictive model to estimate the bandwidths of the missing links.

Here, our evaluation is based upon the merged bandwidth values in the Average_Merged model (i.e., 420 known links ) since it has been shown to give the best accuracy to reproduce file transfer durations.

For the empirical model, we can directly estimate the bandwidth of each known link by using Equation 5.1. However, for the linear regression and neural network models, we need to first train each model to find the proper values for parameters. Therefore, we split the 420 known links, each one consisting of the 37 attributes described above, into 85% (357) as training data and 15% (63) as testing data. We randomly split all links 20 times to investigate the prediction ability and the robustness of each model. We use the Mean Absolute Error (MAE) as an evaluation metric to quantitatively assess the overall predictions:

M AE = n i=1 |pred_value -merged_value| n .
(5.3)

where pred_value and merged_value are the bandwidth predicted by proposed models and the merged bandwidth for a given known link in the Average_Merged platform description, respectively.

Figure 5.4 shows the summary of the MAE for 20 validation tests of three models. We observe that the linear regression model can reduce the maximum prediction error given by the empirical model but the overall MAE is only slightly decreased. As summarized in Table 5.4, the average MAE among 20 validation tests for the neural network model is 0.12 and the third quartile value is 0.16, which are significantly smaller than the other two models.

From these observations, we find that a neural network model globally fits f much better than a linear regression model. It means that the relationship among the attributes described in Equation 5.2 cannot be simply expressed by a linear formula. Therefore, the analysis hereafter will focus on the results provided by the neural network model.

Although the neural network model gives us the best overall prediction accuracy, the prediction error still varies a lot depending on the data splitting for training and testing.

To understand where this difference comes from , we investigate the two validation tests which correspond to the worst and the best prediction errors of the neural network model. for inter-country links. As explained before, input files are replicated onto a limited number of SEs on EGI. For the GATE workflow, whose execution traces are used, its input files are always replicated at least once on a SE in France. According to the replica selection rules described in Chapter 3, the replica in France is favored by these two French computing sites. Hence, only limited information for inter-country links of these two sites can be retrieved, even from multiple traces. Since no available information can be used to train our models, the predicted values for the inter-country links of these two sites are usually very small (close to 0) or even negative in the neural network model. This issue is not considered as a problem related to the training model but to the training data. It can be mitigated by aggregating traces from different workflows to find more available bandwidths for the sites with insufficient information.

Finally, we train the neural network model by all 420 known links to predict the bandwidths of 572 missing links in the Average_Merged platform. Among these 572 predictions, 27 are negative values and they all correspond to the case where the computing sites have insufficient information. 25 negative values are from the prediction of inter-country links for the computing site "OBSPM" in France. The remaining 2 negative predictions corre-Anchen CHAI spond to national links for site "CIEMAT-LCG2" which has no measured national link and in "HG-08-OKEANOS" having only one measured national link. These negative predictions not only imply that the existing information in current Average_Merged platform is too sparse to train a perfect model for correctly predicting all missing links, but also harm the confidence for other positive predictions.

Conclusion and discussion

In this chapter, we have presented our method to build a complete platform model for our target infrastructure by leveraging information from multiple execution traces.

By spatially aggregating the information from multiple traces, we are able to construct a merged platform with a broader set of hardware resources. We also proposed two methods 

Introduction

File replication to multiple storage resources is a common technique to optimize data management in large distributed systems. It reduces file transfer bottlenecks and increases file availability, with a great impact on the application execution time [Lamehamedi et al. (2002)]. Numerous file replication strategies were proposed and evaluated using simulations [START_REF] Elghirani | A Proactive Non-Cooperative Game-Theoretic Framework for Data Replication in Data Grids[END_REF], [START_REF] Lei | An On-Line Replication Strategy to Increase Availability in Data Grids[END_REF]),Sato et al. (2008), [START_REF] Vrbsky | Data Replication and Power Consumption in Data Grids[END_REF]),Yang et al. (2010), [START_REF] Bsoul | A Round-Based Data Replication Strategy[END_REF]], focusing mostly on optimizing file transfer durations (average or total duration by job). However, as pointed out in Chapter 1, the used platform descriptions are often oversimplified, leading to a questionable accuracy of the simulated transfer durations.

In this chapter, we propose a practical dynamic file replication method to improve the performance of file transfers and to address the issue of imbalanced resource usage identified in Chapter 2. We use two different platform models to evaluate the proposed file replication strategies: a three-level hierarchical model, representing the state-of-theart platform and the model built from real execution traces in Chapter 5. As we focus on the file management for applications deployed on EGI by VIP and based on different simulation scenarios, we aim at answering the following questions:

• What is the impact of different replication strategies on file transfer durations and resource usages?

• Does the answer to the above question depend on the platform model?

• What would be reliable recommendations for data placement in VIP?

The rest of the chapter is organized as follows. In Section 6.2, we present the proposed dynamic file replication method. Different components of simulation scenarios are detailed in Section 6.3. Section 6.4 presents the evaluation and the analysis of the simulation results.

Recommendations for the applications deployed on EGI via VIP are given in Section 6.5.

Replication strategies

Dynamic replication strategy

As presented in Chapter 1, the current replica creation strategy implemented in VIP is a static method, which chooses 3 to 5 stable SEs with sufficiently large amounts of available storage space. Dynamic replica creation is not adopted by VIP for the applications in production.

Given the large scale of distributed systems such as EGI, allowing thousands of independent jobs to be executed in parallel, we propose a dynamic replication strategy to further improve file placement during the execution of an application in addition to the current replica management strategy adopted by VIP (i.e., static replica creation and replica selection according to geographical distance).

Our idea is inspired by the "cache hit" mechanism. The first job executed in a computing site downloads the file, then copies and registers it onto the local SE associated to this site. Then, the subsequent jobs scheduled in the same site can directly benefit of a local file transfer, hence optimizing the overall file transfer duration. This strategy is motivated by two observations extracted from execution traces on EGI in Chapter 2. First, when the workflow of an application consists of a large number of jobs, a given site will execute more than one job in general. Second, the intra-site delay between the first job and subsequent jobs in one computing site is highly variable. It means that if subsequent jobs have a 88

Anchen CHAI 25 in Algorithm 3). The second parameter is a threshold (i.e., H ) on the maximum waiting time for subsequent jobs in a site (line 8 in Algorithm 3). It determines the maximum patient time of subsequent jobs to wait for the availability of required file in local SE. We choose to configure this parameter to the same value as the timeout for the first job in a site. It means that subsequent jobs will lose their patience if the first attempt of transfer is failed by the first job in their site.

The value of timeout and threshold is currently set to 110 seconds which corresponds to the third quartile of distant transfer (i.e., national or inter-country) durations of 121MB release file in collected execution traces. If the timeout expires, the transfer is canceled and a new attempt is made with another SE (line 23 to 27 in Algorithm 3). The maximum number of retries is currently configured to 3. If the transfer still fails after three retries, a fourth file transfer will be launched without timeout (line 28 to 32 in Algorithm 3)

Simulation studies

The long-term objective of this study is to optimize data placement for science gateways such as VIP using large scale distributed heterogeneous infrastructures such as EGI. To

this end, we propose to evaluate different simulation scenarios fed with realistic information coming from execution traces using the simulator developed in Chapter 3. Hereafter we detail the different components of our designed simulations.

Platform Models

We consider two platform models. First, the trace-based complete platform description generated in Chapter 5. We choose the Average_merged model since it has been shown to give the best accuracy when simulating file transfers.

While this traced-based model is accurate, it is also complex to build. Therefore, we also consider a simpler model inspired from the state-of-the-art model: a three-level hierarchical network model. To better reflect the connectivity of the production system, we enhance it by using average bandwidth values derived from traces instead of the theoretical values proposed in the literature. We use 1.3 Gb/s for local links, 255Mb/s for national links, and 100 Mb/s for inter-country links. If simulation results are consistent between the two models, then the building simplicity of this three-level hierarchical platform makes it a good candidate for further studies.

Simulation scenarios

We evaluate two file replication strategies: file prestaging and the proposed dynamic replication strategy, which also includes file prestaging. In the file prestaging strategy, files are copied on three preselected SEs before the execution of the application. This 90
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We simulate the execution of 15 GATE workflows, each consisting of 100 jobs and downloading 121MB release file, to study the performance of file transfers with different replication strategies. Realistic information are extracted from execution traces and injected as parameters in our simulator (i.e., the queuing time and the execution site of jobs). The simulated replica selection service on EGI is used to determine the download source of files for each job during the simulation.

To determine the impact of SE selection for each platform model, we study three categories of prestaging lists:

• the current production setting, which corresponds to three SEs located in France;

• 50 randomly selected lists;

• four prestaging lists selected based on statistical information on the sites where the jobs of the 15 workflows were executed.

These four lists contain the local SEs of the three sites hosting the largest number of jobs located in one or different countries or three sites hosting no jobs at all located in one or different countries, respectively. We always fix the number of SEs used to prestage files to three to match the number of replicas currently used in production. The impact of the number of SEs is let out of the scope of the current study.

In total, we simulate 220 scenarios (2 strategies × 2 platform models × 55 prestaging lists) for each of the 15 workflows. They generate 330,000 (220 scenarios × 15 workflows × 100 jobs) simulated release file transfers which will be evaluated.

Performance evaluation

Impact of dynamic replication

We begin our evaluation by studying the cumulative distribution of the simulated durations of file transfers with and without dynamic replication. Each line in Fig. For the 3-level model, we see that dynamic replication significantly decreases file transfer durations, as more jobs can download files from a local SE. Moreover, the performance does not depend on the SEs used for prestaging with a median duration of 5.1s and a maximum value of 32.3s. Without dynamic replication, the choice of the prestaging list For the trace-based model, we also see a reduction of file transfer durations when using dynamic replication, but the gap is less clear. Contrary to the 3-level model, the performance with dynamic replication varies more significantly depending on the prestaging list.

As for the 3-level model, the choice of the prestaging list always has a strong impact on performance when there is no dynamic replication. The median duration varies from 20s to 44s while the longest duration is always 975s even with different prestaging lists. It is due to a special site, which has a poor connectivity (i.e., 1Mb/s) to most SEs, in the trace-based model. Therefore, the longest simulated transfer is always given by jobs in this site.

Besides the impact on the durations of file transfers, we are also interested in the impact on the resource usages brought by dynamic replication. Figure 6.2 compares the cumulative number of downloads for a SE and the number of jobs executed in the computing site associating this SE as the local one with and without dynamic replication. We study the resource usages during the executions of the 15 workflows with the 50 random prestaging lists. Here, we present the comparison from the simulation results with the trace-based model. We observe that without dynamic replication, the usage between the storage resources and the compute resources for a site is very imbalanced. It is consistent with the analysis of the execution traces presented in Chapter 2 since the scenarios without dynamic replication actually corresponds to the current replication management in VIP, i.e., three SEs to replicate files before the application execution. Without a priori information on where jobs will be executed, this issue can hardly be solved by selecting different SEs for file prestaging. By adopting dynamic replication, we can obtain a better balance between the number of downloads and the number of jobs for each site. Moreover, with dynamic replication, the number of downloads from computing sites with no jobs are much less than without dynamic replication, decreasing from 8,690 to 567.

Overall, as shown in Table 6.1, without dynamic replication, only 11% (8,452) of simulated transfers are local while 89% are distant transfers (i.e., intra-country and intercountry). With dynamic replication, the ratio of local transfer increases to 91% (68,395) due to the "cache-hit" mechanism. The remaining 9% are distant transfers: 6.6% (4,918)

are from the first job executed in a computing site and 2.3% (1,687) are subsequent jobs which have reached the maximum threshold value before the completion of file registration by the first job. This comparison shows that our proposed dynamic replication can effectively address the issue of imbalanced usage between the storage resources and the compute resources for a site and also the inefficient network usages, which were identified from the analysis of execution traces in Chapter 2. 

Impact of different prestaging lists on static replication

We saw that, globally, the choice of SEs used for prestaging mainly matters when there is no dynamic replication. To measure the impact of SE choice on file prestaging, we compare the 50 random prestaging lists, the 4 predefined lists and the current prestaging list used in production.

We identify the best and the worst prestaging among these 55 lists based on the median simulated file transfers duration. The performance corresponding to the current production prestaging list is also identified (named "prod prestaging"). It utilizes 3 SEs in France, chosen according to the criteria described in Chapter 1. Note that we only evaluate the impact of the prestaging list w.r. For the 3-level model, the "best prestaging" corresponds to one of the predefined lists: three SEs associated to the sites hosting the largest number of jobs located in three different countries, i.e., UK, Netherlands, and France. By selecting the most used sites, most of the jobs can directly download files from their local SEs. Moreover, scattering file replicas in different countries can efficiently reduce the number of downloads from a foreign country.

Conversely, the "worst prestaging" for the 3-level model is given by three SEs associated to sites that do not execute any job and are located in different countries. Thus, most of the jobs download files from a foreign country, which leads to the worst performance.

For the trace-based model, we find the exact same "best prestaging" and "worst prestaging" as for the 3-level model. It further validates the findings from the 3-level model. In Chapter 2, we saw that the distribution of jobs was very heterogeneous at the country level. Moreover, from both the information in collected traces and the historical information from the DIRAC [Tsaregorodtsev et al. (2010)] server, we found that UK, Netherlands, and France were the countries hosting the largest number of executed jobs (∼80%) in the Biomed VO. Prestaging files at these three countries allows to maximumly reduce the number of downloads from a SE located in foreign countries. Therefore, we believe that the best performance without dynamic replication is likely to be obtained by selecting the SEs in different countries hosting the largest cumulative number of executed jobs for both models.

It is also interesting to note in Fig. 6.3 that the performance of the prestaging currently used in production is quite different between the 3-level and trace-based models. In the former, SEs are equivalent in the sense that a single bandwidth value is used for all the links in each category (i.e., local, inter-country, and intra-country). Performance will then be better for lists with SEs close to the sites executing most of the jobs. In the latter, each link is unique and the use of close SEs alone cannot ensure the best performance. The "prod prestaging" list illustrates this. It corresponds to three SEs in France, close to sites that execute more than 16% (which is more than the average sites) of the total number of jobs. However, the general connectivity for these three SEs is worse than the average. This explains why the performance of the "prod prestaging" list is better than most of the randomly selected prestaging lists in the 3-level model and worse in the trace-based model.

It also shows that different platform models can lead to different qualitative assessments for scenarios even with similar configurations. In other words, in the 3-level model, a random selection of SEs to prestage files is enough. No improved SE selection strategy is required. However, for the trace-based model, we observe a greater variability which can be explained by the important heterogeneity in terms of network connectivity that is better captured by this model. With dynamic replication, the file transfer duration of the first job in a site will directly decide how many subsequent jobs can benefit from the local transfer. A very long duration may let more subsequent jobs reach the maximum patient time. Depending on where files are prestaged, the transfer duration of the first job in a site can be highly variable in the trace-based model. Therefore, even with dynamic replication, the performances still has a large variability in the trace-based model. In the 3-level model, as we only have one bandwidth value for each link category, the choice of the SEs in the prestaging list only have limited impact on the transfer duration of the first job in a site. The performances are hence much more stable. Figure 6.5 compares the best performance achieved by predefined or randomly selected lists without dynamic replication for each model. As in simulation we have the complete a priori information (e.g., the distribution of executed jobs on computing sites or in countries) about the sites on which jobs are going to be executed, the best predefined prestaging list is always better than the best random list. Interestingly, we see that the gain is much larger in trace-based model. The more heterogeneous the platform is, the more important a priori information is to optimize file transfers.

Impact of platform model on replication decisions
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Recommendations for file replication in VIP on EGI

As we have seen above, simulation results are not always consistent between the two models. We find that a larger variability exists in the trace-based model even with dynamic replication. The relative performance of the current production configuration also differs from a model to another. Consequently, recommendations for VIP need to be based on the results obtained with the trace-based model. Without dynamic replication, a careful selection of the SEs used for file prestaging reduces file transfer times. Based on statistical information from the DIRAC server, we can decide which countries hosted largest cumulative number of jobs in a long-term point of view. However, it still requires a priori information on where jobs are going to be executed to reach the best performance without dynamic replication. For jobs submitted independently in large distributed systems such as EGI, we cannot know in advance where they will be executed. However, we could attempt to predict it by leveraging historical data on where the jobs have been running over a given period of time.

Dynamic replication always outperforms the current production configuration. To better quantify its gain, we computed in Table 6.2 the 95%-confidence interval for the statistics on the simulated transfer durations over the 55 studied prestaging lists. We conclude that with dynamic replication, there is a 95% chance that 75% of file transfers will be 2.5 times shorther than without, regardless of the selected prestaging list.

1st Qu.

Median Mean 3rd Qu. Max without Dyn. Rep. [8.3;11.2] [22.9;28.23] [60.5;71.2] [57.8;66.9] [974.4;974.8] with Dyn. Rep. [2.6;2.7] [3.5;4.3] [25.6;30.7] [19.8;24.7] [1192.1;1301.4] Table 6.2: 95%-confidence interval for the statistics of the simulated release transfers durations of 55 prestaging lists with and without dynamic replication However, the longest transfer duration seems to be worse with dynamic replication, which is due to the timeout mechanism. As we have identified, the longest simulated transfer corresponds to a job executed on a site with poor connectivity to/from most SEs in the trace-based model. When using the dynamic replication, the timeout expires 3 times, hence adding an overhead of three times the timeout value (i.e., 110s). The total transfer time corresponds to the cumulative time of all transfer attempts (failed and successful). This effect could be mitigated with a timeout value that makes a trade-off between the longest acceptable transfer duration and this extra overhead caused by retries.

It is important to note that such an extreme case cannot be evaluated with the 3-level model that does not reflect the heterogeneity of the actual infrastructure.

To summarize, we can conclude from our observations that dynamic replication can globally reduce the duration of file transfers except for extreme cases where multiple transfer timeouts are hit successively. Such cases are only captured by the trace-based platform model. As the benefits of dynamic replication come from the number of jobs that transfer files from a local SE thanks to the copy made by the first job, it may not be interesting for small workflows. Finally, implementing such a dynamic replication strategy in the production environment would require non-negligible development effort to ensure the correct handling of concurrent file access synchronization.
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Conclusion

In this chapter, we presented an evaluation of file replication strategies by studying two platform models: a 3-level hierarchical model and a model built out of execution traces.

The originality of our work consists in evaluating both the impact of the platform models and the impact of the replication strategies thanks to realistic simulations.

Results show that the estimated impact of a strategy can be quite different when the platform model changes. In other words, the conclusion drawn from one model cannot be automatically transferred to another. We show that the instantiation of the two models leads to different qualitative decisions, even though they reflect a similar hierarchical topology. It emphasizes the fact that the realism of the platform model is key to the evaluation process.

By comparing the results obtained with each model, we found that selecting the sites hosting a large number of executed jobs to prestage files is a safe recommendation to optimize data management in the production system. In addition, adopting dynamic replication can further reduce the duration of file transfers except for extreme cases (very poorly connected sites) that our realistic simulations were able to capture.
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Chapter 7

Conclusions and perspectives

Simulation has often been considered as "literally costless" for research in distributed systems. However, the realism of simulation has rarely been investigated in the literature, as it requires serious scientific efforts which can be very costly.

In this thesis, we addressed the challenge of conducting realistic simulations of file transfers for applications executed in a large distributed production system. The realism of simulations has been investigated in two main aspects: the simulator and the platform model. To have an inside view of our target infrastructure EGI, we collected and analyzed a set of execution traces of the GATE application hosted by science gateway VIP. Based on the knowledge derived from traces, we designed and implemented a simulator allowing us to accurately simulate file transfers during GATE executions. Then we built realistic and fully connected platforms in order to replay the execution of GATE workflows and to evaluate different "what-if" scenarios for improving file management in science gateways such as VIP. Finally, we cross-evaluated different file replication strategies by simulations using two platform models and proposed reliable recommendations for applications deployed and executed on EGI via VIP.

In the remainder of this chapter, we first summarize the contributions of each chapter and then present particular perspectives identified along the development of this thesis.

Some perspectives present the limitations of our work in this thesis, and some others open new research directions for future work.

Contributions

Chapter 2: Analysis of the execution traces of the GATE workflow. Based on the analysis of the file transfer durations, we found that the minimum latency of file transfers on EGI was around 1 second. It allows us to instantiate the cost of communications among simulated components (i.e., SE, LFC, etc.) in our simulator. We also confirmed that network hierarchy did exist in EGI, but was much more heterogeneous than a simple three-level model. The characteristics of workflow executions (e.g., intra-site delay, imbalanced distribution of jobs, etc.) and the identified issues (e.g., imbalanced usage between compute and storage resources of a site) allowed us to propose potential improvements for file management in VIP.

Chapter 3: An ad-hoc realistic simulator of the GATE workflow. We implemented a simulator based upon the SimGrid toolkit to simulate file transfers during the executions of the GATE workflow. To improve the accuracy of the simulated durations of file transfers, we

• abstracted a file transfer into 4 messages among different components;

• instantiated the cost of control messages based on the transfer latency derived from execution traces;

• implemented the same algorithm of replica selection service as in the EGI middleware;

• injected the exact values of important parameters related to workflow executions.

This simulator was then used to conduct simulations in Chapters 4, 5, and 6.

Chapter 4: Replaying the execution of GATE workflow. We built realistic ad-hoc platform models to replay the executions of the GATE workflow with a focus on file transfers. The accuracy of our proposed network topology and bandwidth instantiation methods have been evaluated by comparing the simulation results with the ground truth of real transfers registered in the traces. Simulation results showed that our proposed models largely outperformed the widely used state-of-the-art model to capture the real-life variability of file transfers on EGI. This work was presented at the 17th IEEE/ACM International Symposium on Cluster, Cloud and Grid Computing (CCGrid) conference [START_REF] Chai | Modeling Distributed Platforms from Application Traces for Realistic File Transfer Simulation[END_REF]].

Chapter 5: Towards a complete description of the Biomed VO. In this chapter, we aggregate multiple traces to construct a more general and complete description of the Biomed VO platform based on the ad-hoc models built in Chapter 4. We also propose three predictive models to fill-in the bandwidth of missing links. The accuracy of models is evaluated by comparing the estimated bandwidths with the merged bandwidths for all known links. A complete description is generated with one predictive model, which is used as a realistic platform model of EGI to evaluate file replication strategies in [START_REF] Chai | Evaluation through realistic simulations of file replication strategies for large heterogeneous distributed systems[END_REF]].

Chapter 6: Evaluating file replication strategies by realistic simulations.

We cross-evaluate different file replication strategies using an enhanced three-level network 

Perspectives

Improving the realism of file transfer simulations

To provide a more realistic simulation environment to simulate file transfers on large distributed systems, additional aspects need to be considered in our simulator proposed in Chapter 3. When taking into account each new aspect in our simulator, the difficulty remains to validate its simulation behavior against the real production system. Hereafter, we list some aspects that could be investigated in future work.

Transfer failures are quite common in large production distributed systems which are prone to errors. They may have a strong impact on the completion time of a file transfer in real executions of applications, as observed in Chapter 2. The SimGrid toolkit offers the "ON/OFF" attribute for simulated SEs, which allows us to define the availability of SEs along time to simulate transfer failures.

I/O latency is also an important aspect deciding the duration of file transfers in distributed systems, especially for transferring large files which may be split and stored on different disks or tapes. Storage APIs have been recently added in SimGrid toolkit.

Models for different disks have been proposed and studied in [START_REF] Lebre | Adding storage simulation capacities to the simgrid toolkit: Concepts, models, and api[END_REF]]. These

APIs will allow us to simulate the I/O latency of a file transfer on EGI.

Maximum number of concurrent transfers supported by each SE. This configurable parameter is not always the same in real systems, depending on the protocal used by SEs (e.g., dCache or DPM) and their local configurations on EGI. With the current design and implementation of our simulator, we can easily adjust this parameter by calibrating the maximum number of simultaneous requests that each simulated SE can process.

However, it would require to collect more information about the general configuration of SEs.
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Improving the realism of the platform description of EGI

Concurrency estimation for network links. In Chapter 4, a method was proposed to correct the estimation of the nominal capacity of network links, which depends on the starting points of transfers to estimate the number of concurrent transfers. However, only one single value is registered for the duration of file transfers in traces. This single value does not allow us to distinguish the real network transfer duration from other latencies. Therefore, the number of concurrent transfers could be mis-estimated with respect to the actual network usage, which can lead to a wrong estimation of the nominal capacity of bandwidths. In future work, we can effectively improve this method by leveraging more detailed information on transfer durations in traces or imposing more constraints in our definition of concurrent transfers to minimize the impact of inaccurate estimation of starting time-stamp. For example, we could define "concurrent transfers" as transfers with similar starting time-stamp or at least 80% of their durations are overlapped.

Temporal variability for bandwidths of network links. Building a fully connected platform description was mandatory to evaluate different file replication scenarios.

In Chapter 5, we evaluated two methods to instantiate the bandwidths of network links with information from multiple traces. Simulation results have shown that the averagemerged platform still reproduces the overall distribution of real transfer durations. However, this average-based approach is only valid to evaluate these specific workflows. In order to reach a more general description beyond average bandwidths, we need to take into account temporal information of bandwidth variability for network links. It consists in modeling either the distribution of the available bandwidth of links or the network traffic on EGI. However, it is challenging to find the best compromise between the realism and the level of abstraction. For instance, the most realistic way is to model the network traffic of each network link and then define the bandwidth availability along time in an "availability file" which is one potential attribute for links in SimGrid. This solution would offer us more realism to reflect the network traffic on EGI. However, it requires to study the bandwidth distribution and then produce an "availability file" for each network link. Another solution is to model the network traffic in a more coarse-grained level, for instance, by link categories (i.e., local, national, inter-country). In this case, we only need to generate three "availability files" no matter how many links will be finally defined in our platform. In [START_REF] Glatard | Classifications of computing sites to handle numerical variability[END_REF]], authors proposed a site classification algorithm to address the numerical variability among computing sites in large distributed production systems. A similar approach could also be applied to investigate bandwidth variability of links in EGI and it will help us to decide the best abstraction level for modeling the bandwidth distribution of links. The idea is to use a classification method to group together network links with similar variability so that we can model their bandwidth distributions 104
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Fill-in missing links. In Chapter 5, we used machine learning techniques to train models to capture the relationship between the bandwidth of network links and attributes extracted from the computing sites and SEs. Our cross validation has shown that the neural network approach can be used as a promising method to predict the bandwidths of national and inter-national links by leveraging known information in the merged platform.

However, with currently a small set of known links (i.e., 420) in the merged platform, we cannot perfectly train a neural network model to correctly predict the bandwidths of all missing links. In future work, we would further improve the neural network model by aggregating more execution traces from different applications to obtain more measured bandwidths for the sites on EGI. Besides, additional efforts are also needed to find the optimal values for classical hyper-parameters (e.g., learning rate, number of neural in hidden layer, etc.) in a neural network model.

Another direction to find the information of bandwidth for missing links is to use network monitoring systems such as the perfSONAR [START_REF] Campana | Deployment of a WLCG Network Monitoring Infrastructure Based on the perfSONAR-PS Technology[END_REF]]. One longterm perfSONAR archive1 allows us to retrieve numerous information about the network (e.g., the bandwidth, delay, packet loss, and packet traces) between perfSONAR hosts installed at different sites on EGI. However, several drawbacks have prevented us to use perfSONAR in this thesis:

• Not all computing sites in the Biomed VO of EGI currently support perfSONAR.

We cannot find all necessary information for our platform.

• Available information in the perfSONAR archive are site-based. No detailed information is available for local links if the local SE belongs to the computing site.

After a large deployment of perfSONAR hosts on the sites in the Biomed VO, such a tool would be helpful to investigate the distribution of links and to model the network traffic in future work.

Extending the current capacities of our simulator

Simulation results in Chapter 6 have shown that a priori information of the distribution of jobs is very important to improve the performance of file transfers in heterogeneous platforms. A bad decision for the prestaging list will lead to a worse performance than with the current production setting. Although our proposed dynamic replication method has been shown to be able to improve the performance with no need to have the a priori information, implementing such a dynamic strategy in the production environment would require a non-negligible development effort for the correct handling of concurrent file access synchronization and human maintenance. One alternative is to do dynamic planning for applications, which is similar to the site selection process in Pegasus [START_REF] Deelman | Pegasus, a workflow management system for science automation[END_REF]]. The idea is to explicitly select different computing sites for workflows before their executions. It allows us to obtain the complete information about where jobs will be executed and therefore to decide the best prestaging list. The replica creation problem is therefore transformed into estimating where will be the available computing resources. Dynamic planning will be beneficial if the latency waiting for available resources is much smaller than file transfers from remote SEs. The evaluation of such dynamic planning mechanism requires to extend our current simulator by correctly simulating more middleware services of EGI, e.g., resource allocation and job scheduling.

Finally, with more parameters and services taken into account in our simulator and a more complete platform description of EGI, we would offer a general and realistic tool for researchers and developers to test different optimization or deployment strategies for applications executed on large distributed production systems, which is our long-term aim for future work.
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Chapter 8

Résumé en français 

Introduction

Les Cependant, la précision de ces outils de simulation a rarement été évaluée et les configurations des simulations sont souvent simplifiées dans la littérature. Cela peut sérieusement remettre en question les résultats obtenus à partir des simulations. Pire encore, des études telles que [START_REF] Velho | On the Validity of Flow-Level TCP Network Models for Grid and Cloud Simulations[END_REF]] ont montré que les modèles de base dans des outils de simulation très utilisés sont inexacts, ce qui peut conduire à de fausses estimations des mesures simulées. 

Caractéristiques des transferts de fichiers

En comparant la source et la destination de chaque transfert, nous distinguons trois catégories différentes pour les transferts/liens:

• transfert local: la source de téléchargement est le SE local défini pour le site de calcul où la tâche est exécutée.

• transfert intra-pays: la source de téléchargement et le site de calcul où la tâche est exécutée se situent dans le même pays.

• transfert inter-pays: la source de téléchargement et le site de calcul ne sont pas dans le même pays.

Afin de comparer les transferts pour tous les fichiers, indépendamment de leurs tailles, nous transformons les durées de transfert en bandes passantes (la taille du fichier est divisée par la durée du transfert moins une latence d'une seconde). Les distributions de la bande passante expérimentée par les 11 033 transferts de fichiers sont affichées dans la q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q 10 1000 inter country intra country local transfer 

L'outil SimGrid

SimGrid fournit des fonctionnalités de base pour simuler des applications distribuées en environnements distribués hétérogènes. Cet outil repose sur des modèles fluides qui sont rapides et précis pour le réseau, ce qui permet des simulations à grande échelle avec des milliers de transferts de fichiers et ce qui donne une certaine confiance dans le temps de communication simulé [START_REF] Velho | Accuracy Study and Improvement of Network Simulation in the SimGrid Framework[END_REF] 

Distinguer les clusters dans les sites

Les noeuds de calculs dans différentes clusters peuvent ne pas partager un lien commun 

Évaluation globale de notre modèle

Nous évaluons les transferts simulés obtenus à partir de trois modèles de plate-forme:

un modèle issu de l'état de l'art (nommé 10G-SotA) qui a une connectivité simple et INSA Lyon, tous droits réservés q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q Input and Wrapper Files (< 130 kB) La Figure 8.11 montre un résumé des durées de transfert de fichiers de release mesurées et simulées avec les plate-formes fusionnées pour 24 workflows. q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q q Release Files (> 121 MB) [2.6;2.7] [3.5;4.3] [25.6;30.7] [19.8;24.7] [1192.1;1301.4] without Dyn. Rep. [8.3;11.2] [22.9;28.23] [60.5;71.2] [57.8;66.9] [974.4;974.8] Table 8.5: L'intervalle de confiance de 95% des statistiques sur les durées de transferts simulées pour les 55 listes étudiées avec et sans réplication dynamique.

Measured

Évaluation des performances
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Conclusion

La simulation a souvent été considérée comme une méthode "sans coût" pour la recherche en systèmes distribués. Cependant, le réalisme de la simulation a rarement été étudié dans la littérature, ce qui nécessite des efforts scientifiques sérieux qui peuvent être très coûteux.

Dans cette thèse, nous avons relevé le défi de réaliser des simulations réalistes de transferts de fichiers pour les applications exécutées dans un grand système distribué de produc- Anchen CHAI
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  , Pérez et al. (2010), Zhao et al. (2010)b, Sashi and Thanamani (2011), Andronikou et al. (2012)], a central authority is implemented to control all the aspects of data replication. It collects global metrics on the underlying systems and then propagates these information to different nodes. However, this central authority can easily become a single point of failure and a bottleneck when systems scale up.

  It thus enables a special job (called stage-in job) to transfer the datasets required by the workflow from the locations specified in the Replica Catalog to storage resources close to the execution sites. If multiple locations are available for the same dataset, a variety of replica selection strategies are offered by Pegasus such as preferring the location that has a good bandwidth to the execution site, randomly selecting a replica, or using a user provided ranking. Due to site selection and data stage-in, jobs do not need to download the required files from remote sites during the execution, which can reduce the execution time of workflows.

Figure 1

 1 Figure 1.4: Multi-tier platform model.

  Figure 1.5. It extends the multi-tier model, allowing the communication among nodes in the same tier (siblings). Although this model can address some limitations of the multi-tier model, it still can hardly represent real production grids, in which there is no central node designated as a root node, and any node can be connected with any other node.

Figure 1 . 5 :

 15 Figure 1.5: Hybrid platform model.

Figure 1 . 6 :

 16 Figure 1.6: General graph model.Figure 1.4, 1.5, 1.6 are from [Tos et al. (2015)].

Figure 1

 1 Figure 1.7: A 3-level network hierarchical model.
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  Figure 2.1: 3D whole-body F18-FDG PET scan simulated with GATE, representing approximately 4,000 CPU hours (5.3 months). Credits: IMNC-IN2P3 (CNRS UMR 8165)

Figure 2 . 3 :

 23 Figure 2.3: Gantt chart view of 10 transfers from "srm-biomed.gridpp.rl.ac.uk" to "CIEMAT-LCG2".

Figure 2 . 5 :

 25 Figure 2.5: Distributions of the experienced bandwidth by 11,033 release transfers according to different link categories.

Figure 2 . 6 :

 26 Figure 2.6: Small local bandwidth for different SEs. Each bar corresponds to the bandwidths experienced by local transfers from a specific SE.

Figure 2 .Figure 2

 22 Figure 2.7 depicts the distribution of release transfer durations for a given SE (marsedpm.in2p3.fr) in one workflow execution. Each panel contains the downloads to a specific computing site.
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 28 Figure 2.8: Gantt chart view of 18 release file transfer durations from the SE "sbgse1.in2p3.fr" to the site "INFN-PISA". Transfers belong to different clusters are in different colors.

Figure 2 . 9 :Figure 2

 292 Figure2.9: Gantt chart view of 5 release file transfer durations for a given SE, a given site, and a given cluster.

Figure 2 .Figure 2

 22 Figure2.11 depicts the cumulative number of jobs by computing site. Each bar is colored by the country to which the computing site belongs and all countries are sorted in descending order of their cumulative number of jobs. We observe that jobs are not uniformly distributed over both computing sites and countries. One computing site in UK executed 2,214 jobs while other sites may only execute one job. Almost 90% of jobs were executed in four countries: the UK (32.5%), Netherlands (24.5%), France (20.8%), and Italy (11.1%). To be more statistically significant, we collected more recent information from the DIRAC[Tsaregorodtsev et al. (2010)] server which is the job scheduler used by VIP. The cumulative number of executed jobs within the Biomed VO for three months, six months, and one year in 2017 are summarized in Table2.8.

Figure 2 .

 2 Figure 2.12: Cumulative downloads by SEs in studied workflows.

Figure 2 .

 2 Figure 2.13: Cumulative number of downloads for SEs versus the number of jobs in the corresponding sites.

  a,[START_REF] Kliazovich | Greencloud: a packet-level simulator of energy-aware cloud computing data centers[END_REF],[START_REF] Casanova | Versatile, Scalable, and Accurate Simulation of Distributed Applications and Platforms[END_REF],[START_REF] Cai | Elasticsim: A toolkit for simulating workflows with cloud resource runtime auto-scaling and stochastic task execution times[END_REF]]. They often offer core functionalities to simulate applications executed in distributed environments. Based on these core functionalities, users can develop their own simulators for general utilization[START_REF] Chen | Workflowsim: A toolkit for simulating scientific workflows in distributed environments[END_REF],[START_REF] Desprez | SimGrid Cloud Broker: Simulating the Amazon AWS Cloud[END_REF]] or only for studying one specific application[START_REF] Camarasu-Pop | Monte carlo simulation on heterogeneous distributed systems: A computing framework with parallel merging and checkpointing strategies[END_REF])b, Camarasu-Pop et al. (2016)]. A simulator usually builds on models of the hardware platform, the software services deployed on the platform, and a mapping of these services on the hardware resources.

Figure 3 .Figure 3

 33 Figure 3.1 presents the complete life-cycle of the execution of the GATE application on EGI. The MOTEUR [Glatard et al. (2008)] workflow engine, which is hosted on the VIP server, works as a central authority to control the executions of GATE or Merge jobs based on message exchanges.

Figure 3 .

 3 Figure 3.2 shows the general data management on EGI. Files are stored on disks or tapes at different sites. Storage resources are managed by Storage Resource Managers (SRM)[START_REF] Donno | Storage resource manager version 2.2: design, implementation, and testing experience[END_REF]], which provides a homogeneous interface and allows to list all files stored in a given SE. SRM is also in charge of translating Storage URLs (SURL) to the actual file location on disks or tapes and to Transfer URLs (TURL). These TURLs will finally be used to physically access a file on EGI. At the top level, a Logical File Catalog (LFC), which may have several distributed copies in the production system, contains the logical filenames (LFN) of physical files that may have one or multiple replicas stored on several SEs and are registered by SURLs.

Figure 3 Figure 3

 33 Figure 3.2: Data management on EGI. Figure extracted from [Löschen and Müller-Pfefferkorn]

  list of available replicas: L Output: sorted list of replicas: SL 1 for each replica r in L do 2 if r is local SE of the job then 3 add r in the first place of SL; 4 else r is from same country of this job 5 randomly add r after the local SE in SL; 6 else 7 randomly add r after all replicas from the same country in SL The algorithm of replica selection implemented in lcg-util. 1 rep_list = get_replica_list_from_LFC(); 2 sorted_rep_list = lfc_fillsurls(); #get a sorted list of replicas based on Algorithm 1 3 bool f lag = f alse; 4 while !f lag do 5 current_replica = sorted_rep_list.current_replica();

  SimGrid is illustrated in Figure 3.4. Circles represent hosts and squares represent network routers. Bold lines represent communication links. The zone "AS2" models the core of a national network interconnecting a small flat cluster (AS4) and a larger hierarchical cluster (AS5), a subset of a LAN (AS6), and a set of peers scattered around the world (AS7).

Figure 3

 3 Figure 3.4: Graphical representation of hierarchical platform in SimGrid, illustrated from [Bobelin et al. (2012)].

Figure

  Figure 3.5.

Figure 3

 3 Figure 3.5: Example of a file catalog.

  Figure 3.3, and each message thus costs 225 milliseconds. These communication messages are simulated by "SimGrid tasks". As the computing speed for service nodes (i.e., SEs Anchen CHAI

  Figure 3.6: Three parts of a simulated file transfer in our simulator.

A

  platform model is a critical component for the simulation of applications deployed on distributed infrastructures. The realism of the platform model strongly impacts the level of confidence one can have in simulation results, especially if the evaluation metrics are directly influenced by the platform model, such as file transfer durations which depend on the network topology and network bandwidths. The accuracy of the platform model is also key to the applicability of simulation findings to real production systems since different platform models may lead to different qualitative assessment for the same optimization strategy.As we have pointed out in Chapter 1, the configurations of the platform models used to conduct simulations are often simplified in the literature. For instance, the network topology of Grids is simplified by a multi-tier[Ranganathan and Foster (2001), Rasool et al. (2009),[START_REF] Lee | Pfrf: An adaptive data replication algorithm based on star-topology data grids[END_REF]] or a sibling tree model[Lamehamedi et al. (2002), Fadaie and[START_REF] Fadaie | [END_REF]]. Moreover, the network bandwidths are usually instantiated by a limited number of theoretical values[START_REF] Shorfuzzaman | Adaptive Popularity-Driven Replica Placement in Hierarchical Data Grids[END_REF]), Camarasu-Pop et al. (2013)b, Dayyani and Khayyambashi (2015),Gupta et al. (2017)].

Figure

  Figure 4.1: Graphical representation of the network topology for baseline model.

Figure 4 .

 4 Figure 4.2 presents the file transfer durations (in seconds) of two of the input files downloaded by each of the hundred jobs composing one specific workflow instance, as logged in the traces and simulated with the aforementioned model. The respective sizes of these two files are 73 kB (wrapper file) and 121.5 MB (GATE release file). These transfers are representative of all the other file transfers for this workflow, but also of all the other studied workflows. This figure illustrates two major drawbacks of relying on a "theoretical" bandwidth of 10 Gb/s to instantiate the platform model. First, the duration of the file transfers are globally and severely underestimated. For the release file, the simulated durations are in the [1.186s; 2.437s] range, while the measured transfer times are in the [2s; 223.5s] range. Similar differences occur for the wrapper file. Second, and more importantly, this model fails to reproduce the variability because it does not properly capture the competition for resources between certain transfers due to inaccurate transfer time estimations.

  Figure 4.2: Measured 2 and simulated (with a 10 Gb/s link per SE) transfer durations for two input files downloaded by each job in the fNUfzs workflow instance.

Figure 4

 4 Figure 4.3: Measured 2 and simulated (with average or maximum bandwidth for each SE) transfer durations for two input files downloaded by each job in the fNUfzs workflow instance.

Figure 4 . 4 :

 44 Figure 4.4: Measured and simulated (with global or grouped average bandwidth for each SE) durations for the download of the release file by each job in the fNUfzs workflow instance.

  Figure 4.5 shows an important variability in the average bandwidth when we distinguish the downloads of the release file from the marsedpm.in2p3.fr storage element in the fNUfzs workflow instance by computing site. The global average bandwidth for the SE, as computed in the previous section and depicted by a dashed line, is of 33.52 Mb/s. This value is a good approximation for the INFN-BARI and UKI-LT2-RHUL sites but an overestimation by a factor of around 5 for the INFN-PISA and UKI-LT2-IC-HEP sites and a clear underestimation for the UKI-LT2-QMUL site. This large deviation to the global average requires to modify the network topology by separating the single backbone into distinguished links between a SE and the computing sites, which is depicted in Figure 4.6. Simulation results with this new topology are presented in the top part of Figure 4.5. The "By SE" data corresponds to the middle panel of Figure 4.4 while the "By SE-Site" data relies on the distinct average value computed for each computing site. To improve Anchen CHAI 61 Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai], [2019],

  Figure 4.5: Measured and simulated durations for the downloads of the release file from the marsedpm.in2p3.fr SE in the fNUfzs workflow instance (top). Simulated times are obtained with a single average bandwidth (SE) and distinct average bandwidths (SE-Site) for each site (bottom).

Figure 4

 4 Figure 4.6: Graphical representation of the network topology after separating the single backbone. Red boxes represent the limiter links.

  Figure 4.7: Measured and simulated durations for the downloads of the release file from the marsedpm.in2p3.fr SE in the fNUfzs workflow instance (top). Simulated times are obtained with a single maximum bandwidth (SE) and distinct maximum bandwidths (SE-Site) for each site (bottom).

Figure 4 .

 4 Figure 4.8 presents the part of the Gantt chart of the execution of the fNUfzs workflow instance, when the nine downloads of the release file by worker nodes in the INFN-PISA site from the marsedpm.in2p3.fr SE take place.

Figure 4

 4 Figure 4.9: Measured and simulated durations for the downloads of the release file from the marsedpm.in2p3.fr SE in the fNUfzs workflow instance with and without correction of the maximum observed bandwidth.

Figure 4 .

 4 Figure 4.10: Measured and simulated durations for the downloads of the release file from the sbgse1.in2p3.fr SE to the INFN-PISA site in the LQz3XJ workflow instance with and without distinction of the clusters.

Figure 4 .

 4 Figure 4.11: Graphical representation of the network topology by differentiating the links within a computing site. Red boxes represent the limiter links.

Figure 4

 4 Figure 4.12: Graphical summary of measured and simulated (with the 10G-SotA, Average, and Maximum models) file transfer durations (in seconds).

Figure 4 .

 4 Figure 4.13 shows the Cumulative Distribution Functions of the absolute logarithmic errors obtained for each model. The maximum errors respectively are 6.09 for the 10G-SotA model, 3.99 for the Maximum model, and 2.83 for the Average model.

Figure 4 Figure 4

 44 Figure 4.14: Gantt chart view of 5 release file transfer durations for a given SE, a given site, and a given cluster.

  This chapter presents our method to construct a complete platform description beyond the ad-hoc models proposed in Chapter 4 by aggregating multiple execution traces. We also propose a model to fill-in the bandwidth of missing links after the trace aggregation. Predicted bandwidths of missing links follow the network hierarchy and heterogeneity presented by known links. The complete platform description generated in this chapter will allow us to evaluate different "what-if" scenarios for file management of applications in Chapter 6.

Figure 5 .

 5 Figure5.3 shows a summary of the measured and simulated transfer durations of release files in 24 workflows with the two merged platforms. We observe that the Average_Merged model can correctly reproduce the overall distribution of the measured release file transfer durations, except for some large transfer durations. However, most of release file transfers are underestimated by the Maximum_Merged model. As our collected traces are over a period of one month, the external network traffic for file transfers occurring at different hours and days could be highly variable. The Maximum_merged method looks for the maximum bandwidth experienced by file transfers across multiple traces for a given link.

Figure 5 . 3 :

 53 Figure 5.3: Graphical summary of measured and simulated (with the Average_Merged, and Maximum_Merged models) release file transfer durations (in seconds). Each point corresponds to the duration of one simulated transfer.

Figure 5 .Figure 5 . 5 :Figure 5 . 6 :

 55556 Figure 5.5 depicts the comparison between the predicted bandwidths and the merged bandwidths of one validation test which gives us the largest error (0.26) for the neural network model. The solid line corresponds to the ideal case where the predicted bandwidth value is equal to the merged bandwidth for a given link.Clearly, we observe in Figure5.5 that this large prediction error mainly comes from the bad predictions for local links. As each site has only one local link, there is much less information for local links than national or inter-country links in the merged platform. Due

  to exploit the network information for the same links from multiple traces. Simulation results show that the Average_Merged platform can still reproduce the overall distribution of the real transfer durations while the Maximum_Merged platform underestimates most of file transfer durations. Although both models cannot properly capture the extremely long transfers, they still outperform the state-of-the-art model to reproduce the real-life variability of transfer durations.To fill-in the bandwidths of remaining missing links in the merged platform, we proposed three predictive models based on the existing information. Then we evaluated the prediction accuracy of each model by comparing the predicted bandwidth values with the merged values of known links in the Average_Merged platform.Machine learning is an interesting approach to construct a more accurate predictive model. The neural network model has the lowest prediction errors compared to the linear regression and empirical models. It can correctly predict most of the national and intercountry links. However, with a small data set (i.e., 420 known links), we can hardly train a perfect model to predict the bandwidths of all missing links in the Average_Merged platform. For several sites with a limited number of known links, the predicted bandwidths are even negative. We believe that this model can be further improved by adding more available information in the training data set.Therefore, we decide to use the Average_Merged platform filled-in using the empirical model, which allows us to predict bandwidths respecting the overall network hierarchy, to investigate and evaluate different "what-if" simulation scenarios in the next chapter. In this chapter 1 , we propose a practical dynamic replication method to improve data management for applications executed on EGI via VIP. We cross-evaluate the impact of this strategy by simulation using two different platform models: an enhanced state-of-the-art platform description and the complete platform description built in Chapter 5. Simulation results show that the realism of the platform model is key to the evaluation process. They allow us to propose reliable recommendations to reduce the file transfer durations for applications hosted by VIP.

  6.1 corresponds to one list of 3 SEs used for file prestaging, using either the 3-level (top) or the trace-based (bottom) platform model. The same 50 random prestaging lists are used in all four scenarios.

Figure 6 . 1 :

 61 Figure 6.1: Cumulative distribution of simulated file transfer durations with and without dynamic replication. Each line corresponds to a list of 3 SEs used for file pre-staging. The same 50 random prestaging lists are used in all four scenarios.

Figure 6

 6 Figure 6.3: Comparison of random, predefined, and the current production prestaging list without dynamic replication for two platform models

Figure 6 .Figure 6

 66 Figure6.4 compares the duration of file transfers when using dynamic replication for both models. We observe that dynamic replication leads to much more stable results in the 3-level model than in the trace-based model.

Figure 6

 6 Figure 6.5: Cumulative distribution of simulated file transfer durations without dynamic replication for two platform models. Best performance achieved by predefined or randomly selected lists is highlighted.

Figure 6 .Figure 6

 66 Figure 6.6 compares the best and worst performance (with or without dynamic replication) to the current production setting.

  hierarchical model and the trace-based platform description built in Chapter 5. Simulation results have shown that the estimated impact of a strategy can be quite different while 102 Anchen CHAI the two platform models reflect a similar hierarchical network topology. It emphasizes the importance of our work to build a realistic platform model of EGI in this thesis. By comparing the results obtained with each model, we found that selecting the sites hosting a large number of executed jobs to prestage files is a safe recommendation for VIP. In addition, adopting dynamic replication can further reduce the duration of file transfers except for extreme cases (very poorly connected sites). This work was presented at the HeteroPar 2018 workshop of the 24th International European Conference on Parallel and Distributed Computing (Euro-Par) conference [Chai et al. (2018)], and was awarded the "Best workshop paper on heterogeneous systems".

  infrastructures de calcul distribuée (DCIs) telles que les grilles et les clouds sont très utilisées dans la recherche scientifique de nos jours. Les ressources informatiques de plusieurs domaines administratifs y sont coordonnées pour être utilisées comme un seul système cohérent. Ils permettent aux chercheurs de réaliser de grandes expériences informatiques, qui ne sont pas possibles en utilisant uniquement des ressources locales. De nombreuses recherches récentes produisent de grandes quantités de données qui doivent être accessibles par des groupes de chercheurs dispersés géographiquement. Les DCIs rendent tout ceci possible. Différentes stratégies d'optimisation [Da Silva et al. (2013), Camarasu-Pop et al. (2013)c,Amoon (2013),Calheiros and Buyya (2014),Chettaoui and Charrada (2014),Poola et al. (2016)] ont été attentivement étudiées pour les applications déployées sur de grandes DCIs pour améliorer leurs performances et aussi pour consolider leur fiabilité. Cependant, valider les impacts de l'optimisation des applications déployées sur de telles infrastructures est une tâche complexe et difficile, en particulier pour les infrastructures de production qui sont des plate-formes d'exploitation opérant en continue et qui fournissent divers services pour supporter les recherches scientifiques. Les difficultés proviennent de plusieurs aspects: (i) les exécutions des expériences réelles de l'application peuvent prendre beaucoup de temps, il est donc coûteux d'étudier les exécutions d'applications dans des systèmes réels; (ii) les exécutions d'applications sont presque impossibles à reproduire sur des systèmes en production à cause de conditions incontrôlables, par exemple, le trafic du réseau, la charge de calcul provenant d'autres applications; et (iii) un grand nombre d'expériences de validation peuvent nuire à l'utilisation d'autres utilisateurs. Ces aspects entraînent des obstacles supplémentaires pour les chercheurs ou les développeurs pour étudier et valider 108 Anchen CHAI l'optimisation des applications. Pour affronter ces obstacles, la simulation est devenue une méthode largement utilisée pour étudier les applications déployées sur de grandes DCIs. La simulation permet aux chercheurs d'étudier l'exécution d'applications dans un grand nombre de conditions expérimentales avec un contrôle complet sur les facteurs qui sont incontrôlables dans les systèmes réels. Les scénarios de simulation sont également reproductibles et beaucoup plus rapides par rapport à de vraies expériences. De nombreux aspects concernant les applications exécutés dans les DCIs sont étudiés et évalués par simulation dans la littérature [Camarasu-Pop et al. (2013)a, Mansouri and Dastghaibyfard (2013)a, Dayyani and Khayyambashi (2015), Camarasu-Pop et al. (2016), Glatard and Evans (2015), Barisits et al. (2016)].Différents outils de simulation existent:[START_REF] Ostermann | Dynamic Cloud Provisioning for Scientific Grid Workflows[END_REF],Calheiros et al. (2011)a, Desprez andRouzaud-Cornabas (2013),[START_REF] Kliazovich | Greencloud: a packet-level simulator of energy-aware cloud computing data centers[END_REF], Chen and Deelman (2012),[START_REF] Casanova | Versatile, Scalable, and Accurate Simulation of Distributed Applications and Platforms[END_REF]]. Ils fournissent des fonctionnalités de base et des modèles de partage de ressources permettant aux utilisateurs de construire leur propre simulateur à partir de ces services. Bien que présentant des implémentations différentes, chaque outil nécessite pour simuler l'exécution des applications: (i) une description de la plate-forme matérielle, par exemple la topologie du réseau; (ii) les services logiciels déployées sur la plate-forme, par exemple, l'ordonnanceur de tâches, les services pour les transferts de fichiers; et (iii) l'application elle-même, par exemple les caractéristiques de la charge de travail. Chaque composant a un impact sérieux sur les performances de la simulation.

Figure 8

 8 Figure 8.1, incluant 7 902 transferts locaux, 672 transferts intra-pays et 2 459 transferts inter-pays.

Figure 8 . 2 :

 82 Figure 8.2: Distribution des tâches exécutés par site dans les traces collectées.

  comment sont gérées les données sur EGI. Les fichiers sont stockés sur des disques ou des bandes sur différents sites. Ces ressources de stockages sont gérées par un Storage Resource Manager (SRM) [Donno et al. (2008)], qui fournit une interface homogène et permet de répertorier tous les fichiers stockés dans un SE donné. Le SRM est également chargé de traduire les URL de stockage (SURL) à l'emplacement du fichier sur les disques en URL de transfert (TURL). Ces TURL seront finalement utilisés pour accéder physiquement à un fichier sur EGI. Au niveau supérieur, un LFC, qui peut avoir plusieurs copies distribuées dans le système de production, contient les Logical File Name (LFN) des fichiers physiques qui peuvent avoir un ou plusieurs réplicats stockés sur plusieurs SEs et enregistrés par SURLs.

Figure 8 . 5 :

 85 Figure 8.5: Gestion des données sur EGI. Figure extraite de [Löschen and Müller-Pfefferkorn]

  à l'intérieur d'un site. En utilisant une seule valeur de bande passante pour le site, que ce soit la moyenne ou le maximum, on ne parvient pas à capturer cette différence liée à clusters en performance. Donc la dernière amélioration du modèle est de différencier les liens connectant les différents groupes d'un site au reste de la plate-forme, représenté dans la Figure 8.9.

Figure 8 . 9 :

 89 Figure 8.9: Représentation graphique de la topologie du réseau par différenciant les liens au sein d'un site. Les cases rouges représentent les limiteurs.

Figure 8

 8 Figure 8.11: Résumé graphique des durées de transfert de fichiers de release mesurées et simulées (avec les modèles 10G-SotA, Average_Merged et Maximum_Merged) (en secondes).

Figure 8 .

 8 Figure 8.12: Les bandes passantes prédites pour les liens manquants par modèle empirique versus les bandes passantes mesurées des liens connus dans la plate-forme Average_Merged. Les bandes passantes sont exprimées en Gb/s.
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 8888 Figure 8.13: Distribution cumulative de durées de transfert de fichiers simulées avec et sans réplication dynamique. Chaque ligne correspond à une liste de 3 SEs utilisés pour la réplication des fichiers. Les mêmes 50 listes aléatoires sont utilisées dans les quatre scénarios.

  Figure8.17: Comparaison de la meilleure et de la pire liste avec la configuration actuelle en production pour un modèle basé sur les traces avec ou sans réplication dynamique.

  tion. Le réalisme de la simulation a été étudié sous deux aspects principaux: simulateur et modèle de plate-forme. Pour obtenir une vue de l'intérieure de notre infrastructure cible EGI, nous avons collecté et analysé un ensemble de traces d'exécution de l'application GATE. A partir des connaissances dérivées des traces, nous avons conçu et implémenté un simulateur qui nous permet de simuler précisément des transferts de fichiers lors des exécutions de l'application GATE. Ensuite, nous avons construit des plates-formes réalistes et complètes afin de rejouer les exécutions de l'application GATE et évaluer différents scénarios pour améliorer la gestion de fichiers des portails scientifiques tels que VIP. Enfin nous avons évalué différentes stratégies de réplication de fichiers par des simulations en utilisant deux modèles de plate-forme et nous avons aussi proposé des recommandations fiables pour les applications hébergées par VIP.Bien que nous ayons avancé de manière significative vers la simulation réaliste de transferts de fichiers dans cette thèse, il reste de nombreuses perspectives. Dans le reste de cette section, nous résumons nos contributions et présentons les perspectives identifiées tout au long du développement de cette thèse. Certaines perspectives présentent les limites de notre travail et quelques autres proviennent de nouvelles directions de recherche ouvertes par cette thèse.Dans le Chapitre 3, nous avons présenté notre travail pour mettre en oeuvre un simulateur basé sur l'outil SimGrid pour simuler des transferts de fichiers lors des exécutions de l'application GATE. Pour améliorer la précision des transferts de fichiers simulés, nous (i) abstrayons un transfert de fichier en 4 messages entre différents composants; (ii) instancions le coût de messages basé sur la latence de transfert dérivée des traces d'exécution;(iii) implémentons le même algorithme de sélection de répliques comme dansEGI; et (iv) injectons la valeur exacte des paramètres importants liés aux exécutions de workflow. Ce simulateur a été utilisé pour effectuer les simulations dans les chapitres 4, 5 et 6.Pour encore améliorer le réalisme des transferts de fichiers simulés, différents aspects peuvent être pris en compte dans les travaux futurs, la difficulté étant de valider le comportement de chaque nouveau aspect: L'échec de transfert est assez commun dans les grandes systèmes distribués de production, qui sont sujettes aux erreurs. Ils peuvent avoir un impact fort sur la durée Anchen CHAI d'achèvement d'un transfert de fichier en système réel. L'attribut "ON/OFF" fournit par l'outil SimGrid nous permet de définir la disponibilité dans le temps de SEs afin de simuler les échecs de transfert.La latence d'E/S d'un disque de stockage est également un aspect important pour la durée des transferts de fichiers dans les systèmes distribués, en particulier pour les transferts avec une grande taille de fichier, qui peuvent être divisés et stockés dans différents disques. Les APIs de stockage[START_REF] Lebre | Adding storage simulation capacities to the simgrid toolkit: Concepts, models, and api[END_REF]] ont été récemment ajoutées dans l'outil SimGrid, ce qui nous permet de simuler la latence d'E/S. Le nombre maximal de transferts simultanés supporté par chaque SE n'est pas toujours le même dans les systèmes réels, en fonction du protocole utilisé par les SEs (par exemple, dCache, DPM, etc.) et leurs configurations locales. Avec la conception actuelle de notre simulateur, nous pouvons facilement ajuster ce paramètre en calibrant le nombre maximum de requêtes simultanées que chaque SE simulé peut traiter. Cependant, il faut collecter plus d'informations sur les configurations générales des SEs dans EGI, qui ne sont pas disponibles dans les traces actuelles. Dans le chapitre 4, nous avons construit des modèles de plate-formes réalistes pour rejouer les exécutions du workflow GATE en mettant l'accent sur les transferts de fichiers. La précision de notre proposition de topologie de réseau et les méthodes d'instanciation de la bande passante ont été évalués en comparant les résultats de la simulation avec les transferts réels enregistrés dans les traces. Les résultats de la simulation ont montré que les modèles proposés surpassent amplement le modèle de l'état de l'art, qui est très utilisé dans la littérature, pour capturer la variabilité réelle des transferts de fichiers sur EGI. Une méthode a été proposée afin de corriger les capacités nominales des liens du réseau basé sur le nombre de transferts simultanés. Dans les travaux futurs, nous pourrions améliorer cette méthode en enregistrant plus d'informations détaillées sur les durées de transfert dans les traces ou en imposant des contraintes pour mieux définir les transferts simultanés afin de minimiser l'impact d'une estimation inexacte du point de départ. Par exemple, nous pouvons définir les "transferts simultanés" comme des transferts avec un point de départ similaire et au moins 80% de leurs durées se chevauchant. Dans le chapitre 5, nous avons agrégé plusieurs traces pour construire une plate-forme plus générale et complète de la description de la VO Biomed de EGI selon les modèles adhoc construits dans le chapitre 4. Nous avons également proposé un modèle pour estimer la bande passante des liens manquants. Les bandes passantes prédites peuvent suivre la hiérarchie du réseau et l'hétérogénéité présentée par les liens connus. Cependant, nous n'avons pas intégré la variabilité temporelle des bandes passantes dans notre plates-formes. Afin de parvenir à une description plus générale et réaliste audelà de la moyenne des bandes passantes des exécutions spécifiques, nous devons agréger les informations temporelles de la bande passante pour les liens réseaux. Cela nous per-136 Anchen CHAI mettra de modéliser la distribution de la bande passante disponible des liens et également de modéliser le trafic du réseau. Dans le chapitre 6, nous évaluons différentes stratégies de réplication de fichiers par des simulations en utilisant un modèle hiérarchique du réseau à trois niveaux et une description de la plate-forme basée sur les traces. Les résultats de la simulation ont montré que l'impact d'une stratégie peut être tout à fait différent lorsque le modèle de plate-forme change. Cela souligne l'importance de notre travail pour construire un modèle de plateforme réaliste d'EGI dans cette thèse. En comparant les résultats obtenus avec chaque modèle, nous trouvons que sélectionner les sites exécutant un grand nombre de tâches pour répliquer les fichiers est une recommandation fiable pour VIP. En outre, adopter la réplication dynamique peut réduire davantage la durée des transferts de fichiers, sauf pour des cas extrêmes (sites très mal connectés).Les résultats de simulation dans ce chapitre ont également montré que l'information a priori sur la répartition des tâches est plus importante pour les plate-formes plus hétérogènes pour améliorer les performances des transferts de fichiers. Une mauvaise décision mènera à une performance pire que la configuration actuelle en production. Bien que notre méthode de réplication dynamique proposée améliore les performances sans l'information a priori, la mise en oeuvre une telle stratégie dans l'environnement de production nécessiterait un effort de développement non-négligeable pour correctement manipuler l'accès simultané aux fichiers. Une solution alternative est de faire des planifications dynamiques pour les applications, ce qui est similaire au processus de la sélection de sites dans Pegasus[START_REF] Deelman | Pegasus, a workflow management system for science automation[END_REF]]. L'idée est de sélectionner explicitement différents sites pour les applications avant leurs exécutions. Cela nous permet d'obtenir les informations complètes sur où les tâches seront exécutées et donc pouvoir décider de la meilleure liste de répliques. Le problème de création de répliques est donc transformé en estimation des ressources disponibles. La planification dynamique sera bénéfique si la latence d'attente aux ressources est beaucoup plus courte que les transferts de fichiers depuis des SEs distants. L'évaluation de ce mécanisme de planification dynamique nécessite d'étendre notre simulateur actuel en simulant correctement plus de services du middleware de EGI, par exemple, l'allocation des ressources et la planification des tâches.
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  Storage Element (SE) provides uniform access to a set of data storage resources grouped together. In general, each CE defines a local SE which is either within or very close to the site. EGI currently hosts more than 200 Virtual Organizations (VOs) for communities with interests as diverse as Earth Science, Computer Science, Mathematics, Life Sciences, or High-Energy Physics. It provides more than 850,000 logical CPUs and 650 PB of disk space in 2018.

	Element (CE) while a
	Anchen CHAI

  Life Sciences, or High-Energy Physics. Each community has its different applications with different characteristics and file access patterns. It is thus very difficult to provide a general and efficient file replication method to meet the requirements of all applications or users at the middleware level. Hence, most of the replication management is delegated to applications and most decisions are made by administrators or applications with an application-oriented strategy. The information about where jobs will be executed, what is the current usage of storage resources, or the network throughput cannot (or are very hard to) be foreseen before execution time in production infrastructures. However, most theoretical works assume a complete clairvoyance about compute, storage, and network resources in the proposed strategies. At the application/user level, the middleware is

	Science, Mathematics, Non-clairvoyance.
	Anchen CHAI

Large production distributed infrastructures often support the execution of applications from diverse scientific fields. For instance, EGI distinguishes more than 200 VOs for communities with interests as diverse as Earth Science, Computer considered as a black-box and only services at application-level are available to users. Even though certain services allow users to collect and monitor the resource usages in production infrastructures, it will add large extra overhead to the execution time of applications if
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Table 2 .3: Statistics on the size of different files in 60 workflows.
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Table 2 .

 2 4 summarizes the statistics of transfer durations for different file transfers of all the GATE jobs in 60 execution traces.

		Min 1st Qu. Median Mean 3rd Qu.	Max
	12-byte upload test	1.0	1.0	1.01	2.59	1.01	579.8
	input file transfer	1.0	1.02	1.03	1.715	1.07	122.0
	release file transfer	1.0	4.05	5.01	34.8	14.13	2423.1
	wrapper file transfer 1.0	1.02	1.03	3.08	1.04	523.5
	Table 2.4: Statistics of real transfer durations for different files (in seconds).
	Before starting to download the required input files, GATE jobs first test whether they
	can reach their default SEs by doing a 12-byte upload test. As shown in the first line of
	Table 2.4, these 12-byte transfers required at least 1s and 75% of them are completed in less
	than 1.01s, with an average value of 2.59s. The durations of such small file transfers give
	us an idea of the minimal time required to perform data transfers, i.e., the minimal latency
	experienced by each file transfer in EGI is around one second. It allows us to estimate
	the latency of a transfer request, which will be used to instantiate the communication
	costs between application jobs and middleware service of EGI to reflect this latency in our
	simulator described in Chapter 3.					
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 2 

		.4). It is much longer than the average duration for a 73kB file
	transfer. In order to understand where these pathologically long downloads come from,
	we analyze the sources of wrapper transfers accomplished in more than 60s. There are
	196 such transfers in total. We note that 195 among these transfers are from a specific SE
	("ccsrm02.in2p3.fr"). The administrators of this SE confirmed that there was a scheduled
	maintenance shutdown of this SE during the period in which we collected traces. It might
	have led to plenty of pending transfer requests from/to this SE before or just after the
	30	Anchen CHAI

Table 2

 2 This delay is called queuing time and includes the resource allocation time, job scheduling time, and other overheads introduced by different middleware services. Queuing time determines when jobs can start to download their required files and thus impact the network sharing for a given link. As a consequence, the global performance of file transfer for applications is indirectly influenced by this delay. The statistics of queuing time durations for all GATE jobs are summarized by Table2.5.

		Min 1st Qu. Median Mean 3rd Qu. Max
	queuing time (in sec)	0	814	2315	6293	6490	62295

.5: Statistics of queuing time for GATE jobs in collected traces.

Table 2 .

 2 6: Statistics of intra-site delay for GATE jobs in collected traces.

		Min 1st Qu. Median Mean 3rd Qu. Max
	intra-site delay (in sec)	0	91	569	2924	2312	78312

Table 2

 2 

		Min 1st Qu. Median Mean 3rd Qu. Max
	large workflow	1	3	9	27	26	493
	small workflow	1	1	3	4	5	24

.7: Statistics for the number of jobs per site.

Table 2 .

 2 8: Cumulative number of executed jobs in different countries in Biomed VO of EGI in 2017. Statistics extracted from traces and from the Dirac server.

Table 2 .

 2 10: Summary of characteristics extracted from the executions of workflows.
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• Choose the local SE of the computing site with most executed jobs to host files Table

2

.11: Summary of characteristics extracted from the executions of workflows.

Table 4 .

 4 1: Statistics of measured and simulated (with the 10G-SotA, Average, and Maximum models) durations (in seconds) of the transfer of the GATE release files (> 121 MB).

		Min. 1st Qu. Median Mean 3rd Qu. Max.
	Measured 2.00	5.01	17.42	49.91	77.31	888.80
	10G-SotA 1.19	2.02	2.03	2.55	2.15	11.52
	Average	2.00	5.13	13.12	48.19	76.11	873.80
	Maximum 1.98	3.21	7.44	31.72	35.09	873.80
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	14s compared

.1 gives the statistics for the transfer durations of the release file with merged platforms. We notice that the Average_Merged model tends to slightly overestimate most of the transfers, with a median value of 18.88s and a third quartile value of 88.
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 5 

	Another remarkable aspect is that both merged models fail to reproduce the
	longest transfer (888.8s) which corresponds to a 121.5 MB release transfer between the
	"marsedpm.in2p3.fr" SE and a computing site in UK in the Njp5KF workflow instance. In
	the partial description built for this workflow, the derived bandwidth for the corresponding
	link was 1.3 Mb/s and 3.2 Mb/s in Average and Maximum model, respectively. However,
	after the aggregation of multiple traces, the bandwidth of this link is now 8.9 Mb/s and
	331.4 Mb/s in Average_Merged and Maximum_Merged model, respectively. It shows that
	without integrating the temporal variability of bandwidths, the merged models will lose
	the information on extreme cases.
	To summarize, the Average_Merged model can correctly reproduce the overall distri-
	bution of the measured release file transfer durations with a slight overestimation. The
	Maximum_Merged model allows for a better estimation of the nominal capacity of links
	by taking into account the network sharing across multiple workflow executions. How-

.1: Statistics of measured and simulated (with the 10G-SotA, Merged average, and merged maximum models) durations (in seconds) of the transfer of the GATE release files (> 121 MB). ever, without integrating the information of temporal variability of bandwidths, the Max-imum_Merged model is likely to largely underestimate transfer durations. Moreover, extremely long transfers are not properly reproduced by both models. But still, these two merged platforms outperforms the state-of-the-art model (10G-SotA) to reproduce the real-life variability of transfer durations.

Table 5 .

 5 Table5.2, each link has five attributes, including four numerical variables and one categorical variable (i.e., the category for this link). 2: Example of a data set with 4 numerical and 1 categorical variables.After transforming the categorical variable into dummy variables, the new data set is shown in Table5.3. Two extra attributes (i.e., local and national) are generated for links representing their link categories. The third category (i.e., inter-country) can be deduced

	V1	V2	V3	V4	Category
	link1 value value value value	local
	link2 value value value value	national
	link3 value value value value inter-country
	from these two extra attributes, i.e., (local=0 & national=0) represents the category is
	inter-country for the link3.				
	V1	V2	V3	V4	local national
	link1 value value value value	1	0
	link2 value value value value	0	1
	link3 value value value value	0	0
	Table 5.3: The new data set after transforming categorical variable into dummy variables.
	Based on this coding technique, our final data set contains the following 37 attributes

for each link. Three median values represents the measured bandwidths of different link categories of the computing site and the median bandwidth of the corresponding SE, two attributes represent the three link categories and 31 attributes present the 32 different computing sites defined in our merged platform. If no measured bandwidth exists for a
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The neural network model has the lowest overall prediction errors among the three models, which means that it has the best prediction accuracy. .4: Statistic of MAE for 10 validation tests of neural network and linear regression model.

  The 3-level model gives us the similar comparison. Cumulative number of downloads for SEs versus the number of jobs in the corresponding sites with and without dynamic replication.

		without Dyn. Rep.				with Dyn. Rep.	
	ophelia.zih.tu-dresden.de							
	marsedpm.in2p3.fr							
	dc2-grid-64.brunel.ac.uk							
	se0.m3pec.u-bordeaux1.fr						Download	
	se-dpm-server-grid.obspm.fr						Jobs	
	gridsrm.ts.infn.it							
	grid002.ics.forth.gr							
	ccsrm.ihep.ac.cn							
	clrlcgse01.in2p3.fr							
	torik1.ulakbim.gov.tr							
	se03.esc.qmul.ac.uk							
	se01.marie.hellasgrid.gr							
	se01-tic.ciemat.es							
	se01.athena.hellasgrid.gr							
	srm.target.rug.nl							
	hepgrid11.ph.liv.ac.uk							
	cirigridse01.univ-bpclermont.fr							
	srm.ciemat.es							
	lpsc-se-dpm-server.in2p3.fr							
	storm-se-01.ba.infn.it							
	storm-01.roma3.infn.it							
	sbgse1.in2p3.fr							
	bohr3226.tier2.hep.manchester.ac.uk							
	gridsrm.pi.infn.it							
	se2.ppgrid1.rhul.ac.uk							
	ccsrm02.in2p3.fr							
	tbn18.nikhef.nl							
	gfe02.grid.hep.ph.ic.ac.uk							
	0	10000	20000	30000	0	10000	20000	30000
	Figure 6.2:							
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  La figure 8.2 illustre le nombre cumulé de tâches par site de calcul dans les traces collectées. Chaque barre est colorée selon le pays auquel le site appartient et les pays sont triés par ordre décroissant de leur nombre cumulé de tâches.

	avec un nombre limité de bandes passantes pourrait être une bonne approximation bien
	que simpliste pour EGI. Le vrai système est beaucoup plus hétérogène et complexe qu'un
	modèle simplifié peut représenter.	
	8.2.3 Distribution des tâches	
	Bandwidth in Mb/s	
	Figure 8.1: Distribution de la bande passante expérimentée par 11 033 transferts des fichier
	de release selon différentes catégories de liens.	
	Nous avons observé que les bandes passantes augmentent considérablement lorsque
	nous passons des liens inter-pays aux liens locaux. Cela confirme qu'il existe une hiérarchie
	du réseau dans EGI. Cependant, nous ne pouvons pas conclure que la connectivité des liens
	locaux est toujours meilleure que d'autres, les points aberrants observés dans les transferts
	locaux étant comparables à des valeurs au-dessous de la moyenne dans les deux autres
	catégories. Ces points aberrants impliquent qu'un modèle hiérarchique à trois niveaux
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  Nous observons que les tâches ne sont pas uniformément distribuées sur les sites de calcul. Un site au Royaume-Uni a exécuté 2 214 tâches alors que d'autres sites ont pu n'exécuter qu'une seule tâche. La distribution n'est non seulement pas équilibrée entre les sites, mais aussi au niveau des pays. Près de 90% des tâches ont été exécutés dans quatre pays: le Royaume-Uni(32,5%), les Pays-Bas (24,5%), la France (20,8%) et l'Italie (11,1%).

		Netherlands	UK	France	Italy	Others
	In studied workflows	2,705(24%)	3,584(32%)	2,301(20%)	1,230(11%)	1,213(11%)
	17/10 -17/12	50,788(35%)	38,199(26%)	30,017(20%) 12,204(8.4%) 13,818(9.5%)
	17/07 -17/12	101,400(30%) 87,900(26%)	85,100(25%) 28,900(8.5%) 33,700(10%)
	17/01 -17/12	231,200(27%) 217,400(25%) 227,400(27%) 72,300(8.6%) 92,700(11%)
	Anchen CHAI					

Table 8 .

 8 1: Nombre cumulé de tâches exécutées dans différents pays en VO Biomed d'EGI en 2017. Statistiques extraites des traces et du serveur Dirac. Pour être plus statistiquement significatif, nous avons collecté plus d'informations récentes à partir du serveur DIRAC [Tsaregorodtsev et al. (2010)] qui est l'ordonnanceur de tâches utilisé par VIP. Le nombre cumulé de tâches exécutées au sein de la VO Biomed pour trois mois, six mois et un an en 2017 sont résumés dans la Table 8.1. Nous remarquons que la distribution des tâches est cohérente avec l'observation de nos traces préalablement collectées. Près de 80% des tâches ont toujours été exécutées au Royaume-Uni, aux Pays-Bas et en France. Cette grande hétérogénéité dans la répartition des tâches laisse entrevoir une optimisation possible du transfert de fichiers en améliorant le placement des fichiers. Par exemple, nous pouvons copier des fichiers sur les SEs dans les pays où la plupart des tâches sont exécutées, voire sur les SEs des sites de calcul les plus utilisés.

	8.2.4 Utilisation des ressources de stockage	
	La figure 8.3 illustre le nombre cumulé de téléchargements pour l'ensemble des SEs.
	Nous pouvons observer que les téléchargements ne sont pas équitablement distribués entre
	les SEs. Le SE le plus utilisé "marsedpm.in2p3.fr" a contribué à 7 548 téléchargements,
	alors que plusieurs SEs étaient rarement utilisés. Ce déséquilibre important implique un
	usage inefficace du réseau, qui peut pénaliser les performances des exécutions de workflows.
	Un autre problème est une utilisation déséquilibrée entre les ressources de stockage et
	les ressources de calcul pour un même site, qui est montrée dans la Figure 8.4. Nous avons
	comparé le nombre de téléchargements pour un SE et le nombre de tâches exécutés sur
	le site associé à ce SE (SE local). Nous observons qu'il y a une grande différence entre le
	nombre de téléchargements et le nombre de tâches pour la plupart des SEs. Par exemple,
	seulement 179 tâches étaient exécutées sur le site associé au SE "marsedpm.in2p3.fr", alors
	que 7 548 téléchargements viennent de ce SE. Par conséquence, la plupart des télécharge-
	ments sont des transferts intra-ou inter-pays	
	D'un point de vue global dans les traces étudiées, 21,7% (11 901) des transferts sont
	locaux, tandis que 33,6% (18 438) sont des transferts intra-pays et 44.6% (24 438) sont des
	transferts entre pays. Ce grand nombre des téléchargements distants (c.-à-d. intra-pays ou
	inter-pays) a non seulement une influence négative sur la durée des transfert de fichiers,
	mais implique aussi une utilisation déséquilibrée entre les ressources de stockage et de
	calcul sur un site donné. Ces problèmes peuvent être résolus en adoptant une stratégie de
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Modèles de plates-formes réalistes pour rejouer des exé- cutions réelles de workflow

  ]. Le modèle de réseau fluide répertorie les paquets individuels d'une communication de bout en bout dans un flux, qui se caractérise par une valeur de bande passante ou taux de transfert de données. Il prend CHAI Un modèle de plate-forme pour simuler des applications distribuées décrit généralement les caractéristiques des ressources de calcul (par exemple, le nombre de coeurs et la vitesse de traitement) et des ressources réseau (par exemple, des liens avec une bande passante, une latence et un modèle de contention). Il décrit également comment les ressources sont regroupées et inter-connectées via une topologie du réseau. Les SEs sont conçus pour traiter deux types de requêtes de transfert: download et upload (avec ou sans délai d'expiration). Pour refléter le fait que les SEs peuvent recevoir et traiter plusieurs requêtes simultanées, chaque SE simulé est implémenté avec un paramètre définissant le nombre maximum de requêtes simultanées qu'il peut recevoir. Cette valeur est actuellement définie à 500, ce qui correspond au nombre maximal de tâches dans un workflow GATE. Nous pouvons améliorer encore la réalisme des SEs simulés en étudiant les configurations de différents SEs pour connaître le nombre de requêtes parallèles acceptéesAu début de la simulation, le LFC simulé analysera ce catalogue prédéfini de fichiers pour récupérer les emplacements des répliques pour chaque fichier. Les informations du fichier (par exemple, le nom du fichier, la taille) seront également stockées sur les SEs qui hébergent un réplicat pour le fichier. Lorsque les SEs reçoivent une requête de téléchargement pour un fichier à partir des tâches, ils vont générer une "tâche SimGrid" avec la quantité d'octets correspondant à la taille du fichier demandé. Compte tenu de la complexité de l'ensemble du système réel, il est difficile de simuler tous les paramètres car il faut établir des modèles précis pour chaque paramètre et également les valider, ce qui peut être plus difficile. Pour mieux estimer le point de départ de chaque phase du cycle de vie d'une tâche, nous distinguons deux stratégies pour décider des valeurs de paramètres dans notre simulateur: injecter ou estimer. 'est-à-dire la VO Biomed de EGI). A partir de l'information dans chaque trace d'exécution individuelle, nous générons des modèles de plate-forme ad-hoc pour chaque workflow. Le réalisme de nos modèles sera évalué en confrontant les résultats de la sim-

	transfert réelles. Nous décidons de refléter cette durée minimum dans notre simulateur en la décomposant en 900 millisecondes pour le coût de communication et 100 millisecondes pour la latence du réseau. La durée d'un transfert de fichier simulé dans notre simulateur comprend: (i) les coûts cible (culation aux résultats des exécutions réelles enregistrés dans les traces. Pour assurer que
	de communication simulés, (ii) la latence sur les routes du réseau et (iii) le temps de les transferts de fichiers simulés se produisent entre les mêmes hôtes que dans l'exécution
	traitement de la "tâche SimGrid" généré par le SE. Si un délai d'expiration est utilisé, la réelle, nous injectons le réplicat de fichier impliquée dans les transferts réels en tant que
	8.3.3 La conception du simulateur durée totale est la temps cumulé de toutes les tentatives de transfert. paramètre pour les tâches dans notre simulateur lors de la simulation de transferts de
	fichiers. 8.4.1	Injection de paramètres. Les stratégies de simulation pour les différents paramètres liés aux transferts de fichiers
	sont résumés dans le Tableau 8.2.
	Paramètre	Stratégie
	temps d'attente	• toujours injecté
	le durée de calcul	• toujours injecté
	la taille d'upload	• toujours injecté
	durées de transfert de	• toujours estimé par les modèles de réseau
	fichiers	dans SimGrid
	réplique de fichier pour	• le même que dans le transfert réel
	chaque transfert	• ou choisi par la service de sélection de
			réplique simulée
	également en compte la contention réseau lorsque plusieurs flux de communication sont Le service de sélection de réplicat est implémenté selon l'algorithme exact du sys-Table 8.2: Stratégie pour différents paramètres dans notre simulateur.
	présents. Des études de validation supplémentaires ont été menées sur la précision de cette tème réel. Le SURL de chaque SE est représenté par le nom du SE. Puisque nous ne
	modélisation de réseau dans SimGrid [Velho et al. (2013)], qui ont rarement été effectués simulons pas les échecs de transfert, le premier réplicat dans la tête de la liste triée est
	pour d'autres outils de simulation. Une "tâche SimGrid" est composée d'une quantité de charge de calcul et une quantité toujours disponible et elle est toujours sélectionnée comme la source pour télécharger le fichier correspondant. Cependant, si un délai d'expiration (timeout) est imposé et si le Anchen CHAI 8.4 Anchen CHAI

d'octets à transférer sur le réseau. La durée totale d'une tâche se compose de la durée de transfert décidée par la bande passante de la route entre son expéditeur et son destinataire et le délai de traitement de charge de calcul déterminé par la vitesse de calcul de son récepteur. Anchen par chaque SE sur EGI. Les SEs simulés sont supposés avoir un grand nombre de coeurs (par exemple, 48) pour que plusieurs requêtes simultanées puissent être traitées simultanément et à la même vitesse. Le LFC simulé permet aux tâches d'enregistrer des fichiers, de les répertorier, d'inscrire des fichiers et de répertorier toutes les réplicats pour un fichier donné. Il permet également aux utilisateurs de définir les emplacements des réplicats pour les fichiers enregistrés dans LFC avant la simulation. Ces informations sont stockées dans un fichier qui est joint en tant qu'argument pour le service LFC simulé, dans le format: nom du fichier, taille, <se_1:se_2:....se_n>. transfert simulé n'est pas accompli avant la valeur de ce délai d'expiration, il sera systématiquement tué et le prochaine réplicat dans la liste triée sera testé. Coût de communication pour les transferts de fichiers. Nous avons constaté que la durée minimale des transferts sur EGI est d'une seconde selon l'analyse des durées de 118 L'injection d'un paramètre pour simuler l'exécution d'un workflow signifie que la valeur de ce paramètre est directement extraite de la trace d'exécution, tandis que l'estimation d'un paramètre signifie que la valeur est calculée par un modèle prédéfini pendant l'exécution de la simulation. Cette distinction nous donne plus de flexibilité pour concevoir des scénarios de simulation en nous concentrant sur les paramètres sur lesquels nous voulons enquêter sans perdre de réalisme pour les autres paramètres.

Le but de cette section est de construire des modèles de plate-forme pour rejouer l'exécution de chaque workflow GATE. Nous proposons une topologie de réseau réaliste et deux méthodes d'instanciation de la bande passante pour modéliser notre plate-forme

Modèle de plate-forme basé sur les traces d'exécution Méthodes d'agrégation pour instancier des liens réseau

  

	nous permet d'obtenir une approximation de la capacité nominale du lien réseau. Dans
	ce cas, on laisse le noyau de simulation déterminer comment les ressources du réseau sont
	partagées entre des transferts simultanés. L'avantage principal d'une telle instanciation
	est que le modèle peut être réutilisé au-delà de la simulation rejouant l'exécution qui a
	conduit à sa génération. Il peut aussi être agrégé, à la fois spatialement et temporellement,
	aux informations obtenues à partir d'autres traces.

Nous considérons deux méthodes d'instanciation générales, qui ont leurs avantages et inconvénients respectifs, pour décider de la bande passante de chaque lien. Tout d'abord, nous calculons la moyenne inter-quartiles (c.-à-d. que seulement les données des deuxième et troisième quartiles sont utilisées) sur tous les transferts observés vers/depuis un SE donné. Utiliser les valeurs moyennes est probablement plus réaliste lorsqu'il s'agit de reproduire le comportement d'une seule exécution de workflow. Cela reflète la connectivité réseau expérimentée par l'application. La moyenne inter-quartile permet également de réduire le biais causé par les valeurs aberrantes (transferts anormalement longs). Le partage des ressources du réseau par des transferts simultanés est donc directement capturé dans le modèle et n'est pas géré par le noyau de simulation. L'inconvénient de cette approche est que l'instanciation du modèle est limitée au workflow utilisé qui a servi à le produire et il ne peut donc pas être utilisé pour simuler l'exécution d'un autre workflow même si les mêmes ressources sont impliqué. Cependant, la reproduction simulée précise d'une trace donnée permet déjà d'étudier plusieurs scénarios de simulation intéressants. Deuxièmement, nous déterminons la valeur maximale observée parmi tous ces transferts. Cela

Distinguer le type de transfert et la taille du fichier

  Nous avons identifié trois causes principales à cette variabilité. Tout d'abord, la latence de transfert. Cette latence (d'une seconde), est négligeable en ce qui concerne le temps de transfert total. Cependant, pour les tests de téléchargement (c'est-à-dire, les transferts de fichiers de 12 octets), cela conduit à de petites valeurs de bande passante irréalistes, inférieures à un kilo-bit par seconde. Deuxièmement, la limite de précision des timings enregistrés dans les traces conduit à un temps de transfert presque instantané pour des fichiers de quelques kilo-octets, alors la bande passante dérivée est invraisemblablement grande, supérieure à 10 Gb/s. Troisièmement, nous avons observé une différence parfois importante entre les téléchargements et versements de fichiers par les tâches. Par conséquent, selon la direction du transfert, c'est-à-dire vers ou depuis un SE donné, la bande passante dérivée peut grandement différer.Toutes ces éléments peuvent avoir un impact négatif sur le calcul de la bande passante moyenne ou maximale du lien reliant un SE au reste de la plate-forme.
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Nous avons ensuite regardé la distribution des différentes bandes passantes dérivées à partir des transferts de fichiers qui impliquent un SE donné dans une trace. Nous remarquons une grande différence dans certains cas, parfois de plus de deux ordres de grandeur.

Pour résoudre ces problèmes, nous proposons de regrouper les transferts par type et direction (c'est-à-dire vers ou depuis un SE) avant de calculer les valeurs de bande passante moyenne et maximale. Les estimations de bande passante sont ensuite effectuées sur les fichiers pour lesquels les durées de transfert de fichiers mesurées sont supposées plus fiable.

Pour les transferts depuis un SE, nous privilégions celles du fichier de release, dont la plus grande taille empêche d'être affecté par la précision de timing. De même, pour les transferts vers un SE, les transferts de versement de résultats partiels sont préférables aux tests de téléchargement.

Distinguer les sites de calculs

  Nous avons trouvé que la connectivité à différents sites de calculs d'un SE donné était très hétérogène sur EGI. Par conséquent, utiliser un seul lien pour connecter chaque SE à tous les sites conduit à un temps de transfert uniforme. Nous avons décidé de distinguer les liens entre un SE et les sites de calculs. Cette topologie du réseau est représentée par est le nombre d'intervalles, et c i le nombre de transferts concurrents dans l'intervalle i th . Dans notre exemple, nous obtenons un facteur de correction de 20/(7/8 +

	où n 10/7 + 1/6 + 1/4 + 1/2) = 6,21 pour le premier transfert.
		Pour chaque transfert, nous calculons trois facteurs de correction différents en estimant
	la concurrence pour chaque SE, chaque site et chaque couple (SE, Site). Cela nous permet
	de corriger l'instanciation du lien entre un SE et un site, et les deux limiteurs impliqués.
		1			
		2			
	Transfers	3 4 5 6 7			
		8			
		9			
		4200	4300			4400	4500
			Time (in seconds)
	Figure 8.8: Diagramme de Gantt des transferts du fichier de release depuis
	marsedpm.in2p3.fr vers les noeuds du site INFN-PISA.
	la figure 8.7.			
	Il faut noter que la distinction des liens entre un SE et les sites de calcul peut biaiser Par exemple, dans Figure 8.8, nous avons divisé le premier transfert (en bleu) en 20
	la façon dont le noyau de simulation gère le partage des ressources du réseau. En effet, des intervalles. Pour chacun d'eux, nous estimons le nombre de transferts concurrents, d'où
	liens séparés signifient un trafic indépendant et cela peut conduire à une bande passante le partage de la ressource réseau. Le premier transfert n'aura donc qu'un neuvième de
	la capacité du lien pour les sept premiers intervalles, mais le tiers au cours du dernier
	intervalle. Ensuite, nous calculons le facteur de correction comme suit:
			f =	n n	1	,	(8.1)
				i=1	ci
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cumulée simulée supérieure à ce qui est observé à la fois du SE et du site. Pour éviter un tel biais, nous introduisons la notion de limiteur dont les bandes passantes sont déterminées en prenant la valeur maximale observée sur tous les transferts vers/depuis un SE ou un site donné. Anchen CHAI Figure 8.7: Représentation graphique de la topologie du réseau après la séparation du backbone unique. Les cases rouges représentent les limiteurs.

Corriger la bande passante maximale

La bande passante observée pour chaque transfert correspond à la capacité perçue par chaque transfert après partage. Elle ne reflète pas la capacité totale du lien lui-même.

Pour obtenir une meilleure estimation de la capacité nominale du lien, nous devons donc d'abord calculer un facteur de correction de la bande passante dérivée de chaque transfert.

Le calcul de ce facteur, pendant la génération du modèle de plate-forme, correspond en quelque sorte à l'inverse du calcul effectué par le noyau de simulation pour assigner une part de la ressource du réseau à un transfert. Nous procédons comme suit. Tout d'abord, nous échantillonnons la durée du transfert en au maximum 50 intervalles uniformes.

  uniforme entre les noeuds de calcul et les stockages, le modèle Average et le modèle Maxi-

	mum (notre topologie finale proposée représentée dans la figure 8.9 en utilisant différents
	méthodes d'instanciation).
	Pour chaque modèle, nous simulons 5 316 transferts de téléchargement. Parmi eux,

1 772 transferts (un tiers) correspondent au fichier de release de GATE et ils sont plus grands que 121 MB. Les autres fichiers correspondent à d'autres fichiers d'entrée de GATE et ils sont plus petits que 130 kB. Figure 8.10 montre un résumé des durées de transfert mesurées et simulées pour ces deux ensembles de fichiers. Anchen CHAI 123 Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai], [2019],

Vers une description complète d'un modèle de plate- forme réaliste

  Figure 8.10: Résumé graphique des durées de transfert de fichiers mesurées et simulées (avec les modèles 10G-SotA, Average et Maximum) (en secondes). Afin d'évaluer différents scénarios pour améliorer la gestion de fichiers dans VIP, nous avons besoin d'une description de plate-forme plus générale et complète dans laquelle tous les noeuds peuvent communiquer avec n'importe quel SE. Donc, notre but dans cette section est de construire une description complète de la plate-forme en exploitant les informations provenant de plusieurs traces.

			Release Files (> 121 MB) Min. 1st Qu. Median Mean 3rd Qu. Max.
		Measured 2.00	5.01		17.42	49.91	77.31	888.80
	60	10G-SotA 1.19	2.02		2.03	2.55	2.15	11.52
		Average	2.00	5.13	750	13.12	48.19	76.11	873.80
	250 500 Table 8.3: Statistiques des durées de transfert des fichiers de release (> 121 Mo) mesurées 20 40 Maximum 1.98 3.21 7.44 31.72 35.09 873.80 et simulées (avec les modèles 10G-SotA, Average et Maximum) (en secondes). Durations (in seconds) 8.5
	0				0			
		Measured 10G-SotA	Average	Maximum		Measured 10G-SotA	Average	Maximum
	Pour les petits fichiers (Input et Wrapper), 80% de ces 3 544 transferts durent moins
	de 1,3 secondes dans l'exécution réelle. Le délai minimal imposé par la latence du réseau
	étant d'une seconde, il n'y a pas de discrimination possible entre les modèles et très peu
	d'estimations erronées. Nous observons également 26 transferts (du fichier wrapper de
	73 Ko) dont la durée est proche de 64,5 secondes. Le seul élément commun à tous ces
	transferts est l'élément de stockage utilisé pour télécharger ce fichier "wrapper". Cela
	met en évidence un problème avec ce SE spécifique plutôt qu'un problème de modèle.
	Cependant, il est intéressant de noter que les deux modèles (Average et Maximum) sont
	capables de reproduire correctement l'un de ces longs transferts. Les modèles proposés
	peuvent également capturer partiellement les variabilités de 15% à 19% des transferts
	restants, tandis que le modèle 10G-SotA ne le peut pas.		
	Nous complétons la Figure 8.10 avec le Tableau 8.3 qui donne les statistiques cor-
	respondantes pour les transferts du fichier de release. La mauvaise qualité du modèle
	10G-SotA est flagrante: il sous-estime largement toutes les durées de transfert et ne peut
	pas capturer la variabilité qui caractérise les exécutions réelles. Les modèles proposés (Av-
	erage et Maximum), cependant, sont capables de reproduire cette variabilité et de simuler
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correctement les transferts les plus longs. Nous notons également une tendance à la sousestimation par le modèle de plate-forme Maximum, ce qui peut s'expliquer par le fait que ce modèle repose sur des estimations des bandes passantes nominales des liens qui sont moins précises que la moyenne des bandes passantes perçues par l'application.

8.5.

1 Agrégation de plusieurs traces vers un modèle de plate-forme unique Nous

  

	Dans la méthode Maximum_merged, notre objectif est d'obtenir une approximation
	plus précise de la capacité nominale du lien du réseau en exploitant les traces de différentes
	exécutions de workflow. A partir des nombreuses informations enregistrées dans les traces
	d'exécution, nous sommes capables de récupérer l'instant qui représente le point de départ
	global des tâches et l'heure de début qui représente le point de départ relatif des travaux
	dans l'exécution du workflow. En combinant ces deux informations avec la durée du
	transfert enregistré, nous pouvons déduire l'heure de début globale de chaque transfert.
	Ensuite, nous calculons un facteur de correction pour chaque transfert en prenant en

distinguons deux méthodes d'agrégation pour fusionner les bandes passantes à partir des descriptions de plates-formes ad-hoc générées dans la section précédente: Average_merged et Maximum_merged. Dans la méthode Average_merged, nous agrégeons d'abord les bandes passantes obtenues par la moyenne inter-quartile pour chaque lien des descriptions ad-hoc. Ensuite, nous calculons la valeur moyenne pour chaque lien en favorisant les bandes passantes dérivées du fichier de release. Si aucune bande passante n'est dérivée du fichier de release, nous prenons la moyenne des bandes passantes dérivées de tous les autres fichiers. compte tous les transferts mesurés dans un ou plusieurs workflows. La bande passante pour un lien donné dans la plate-forme fusionnée est la valeur maximale dérivée de tous les transferts concernés par ce lien. Cette méthode d'agrégation capture les transferts simultanés de différentes exécutions de workflows et permet donc de mieux estimer la Anchen CHAI 125 Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai], [2019], INSA Lyon, tous droits réservés capacité nominale des liens du réseau.

Table 8

 8 formes fusionnées et le modèle 10G-SotA. De ce tableau, nous remarquons que le modèle Average_Merged a tendance à légèrement surestimer la plupart des transferts, avec une valeur médiane de 18,88 et un troisième quartile de 88,14 par rapport à 17,42 et 77,31 dans les transferts mesurés, respectivement. Avec le modèle Maximum_Merged, la valeur du troisième quartile des durées de transfert simulées est abaissée à 16,86s, soit 4,6 fois plus courtes que pour les transferts mesurés. L'impact de l'agrégation de traces est beaucoup plus fort pour le modèle basé sur maximum que sur average. Un autre aspect remarquable est que les deux modèles fusionnés ne parviennent pas à reproduire le transfert le plus long (888.8s) qui correspond à un transfert de 121,5 Mo entre le SE "marsedpm.in2p3.fr" et un site au Royaume-Uni. Dans la description partielle construite pour ce workflow, la bande passante pour ce lien est de 1,3 Mb/s et 3,2 Mb/s dans Average et Maximum, respectivement. Cependant, après l'agrégation spatiale de traces multiples, la bande passante de ce lien devient 8,9 Mb/s et 331,4 Mb/s dans Average_Merged et Maximum_Merged modèle, respectivement. Cela montre que les modèles fusionnés perdront les informations sur la variabilité de la bande passante pour chaque lien, en particulier pour Maximum_Merged. Les deux méthodes d'agrégation nous permettent seulement d'estimer la connectivité générale et la capacité nominale de liens. Par conséquent, les deux modèles ne peuvent plus capturer les cas extrêmes. Mais, ces deux plates-formes fusionnées surpassent le modèle de l'état de l'art pour reproduire la variabilité réelle des durées de transfert.

	.4: Statistiques des durées du transfert des fichiers de release (> 121 Mo) mesurées
	et simulées (avec les modèles 10G-SotA, Average_Merged et Maximum_Merged ) (en
	secondes).						
		Min. 1st Qu. Median Mean 3rd Qu. Max.
	Measured	2.00	5.01	17.42	49.91	77.31	888.80
	Average_merged	2.05	7.26	18.88	54.98	88.14	594.18
	Maximum_merged 1.97	3.35	5.96	13.44	16.86	594.18
	10G-SotA	1.19	2.02	2.03	2.55	2.15	11.52
	Le tableau 8.4 donne les statistiques des durées de transfert du fichier de release avec
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8.5.

2 Remplir les liens manquants dans la plateforme fusionnée L

  'agrégation de plusieurs traces d'exécution nous permet de fusionner les descriptions dérivées de chaque workflow individuel. Cependant, cela ne nous permet toujours pas de générer une description complète pour deux raisons. Tout d'abord, l'agrégation de traces présentera de nouveaux sites de calcul et SEs, ce qui produira alors des liens manquants supplémentaires dans la description de la plate-forme. Nous pouvons difficilement trouver deux traces contenant des informations complètement complémentaires. C'est donc inévitable de produire de nouveaux liens manquants lors de la fusion d'une nouvelle trace dans le description de la plate-forme. Deuxièmement, les fichiers requis pour les exécutions de workflow dans des systèmes distribués tels que EGI sont généralement répliqués sur un nombre limité de SEs. Par conséquent, certains liens ne seront jamais utilisés et aucune information ne peut être trouvée dans les traces d'exécution. Pour déterminer la bande passante de chaque lien manquant pour un site S i , nous définissons d'abord trois catégories de liens (local, national, inter-pays) pour refléter la topologie générale du réseau sur EGI. Pour chaque catégorie c, nous estimons le connectivité d'un site S i par le rapport entre la médiane des bandes passantes des liens connus vers/depuis S i et la médiane des bandes passantes de tous les liens dans la plate-forme Anchen CHAI fusionnée: B c i / B c . Puis nous pondérons ce rapport par |L c i |/|L i |, où |L| est le nombre de liens. La connectivité globale de S i par rapport à la reste de la plate-forme est alors estimé par la somme pondérée comme suit: Enfin, la bande passante d'un lien manquant de la catégorie c vers/depuis S i est calculée comme la médiane des bandes passantes de cette catégorie multipliée par la connectivité générale: B c × C i .

		C i =	c	|L c i | |L i |	.	B c i B c	.	(8.2)
	local link		national link	inter-country
	q q						
	1.00						
	Bandwidth in Gb/s						
	0.01						
						q q	
	Measured	Missing	Measured	Missing	Measured	Missing

Cette thèse est accessible à l'adresse : http://theses.insa-lyon.fr/publication/2019LYSEI003/these.pdf © [A. Chai],[2019], INSA Lyon, tous droits réservés

The code of simulator is available at: "http://github.com/frs69wq/VIPSimulator"
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much longer intra-site delay compared to the duration of file uploading and registration by the first job, they can directly benefit of the local transfer without any extra delay. This method is implemented as a dynamic replica creation service in our simulator presented in Chapter 3. The detail is described in Algorithm 3. Dans ce contexte, l'objectif principal de notre travail est d'améliorer le réalisme de la simulation en mettant l'accent sur le transfert de fichiers dans un système distribué à large échelle, tel que EGI. Le réalisme de la simulation est étudié ici au travers de deux aspects principaux : le simulateur et le modèle de plate-forme. Ensuite, à partir de simulations réalistes, nous proposons des recommandations fiables pour améliorer la gestion des fichiers à travers des portails scientifiques, tels que VIP.

Afin d'obtenir une vue intérieure du système réel, nous recueillons et analysons un ensemble de traces d'exécutions d'une application particulière exécutée sur EGI via VIP. En plus des traces, nous identifions et examinons les composants du système réel à reproduire de manière réaliste en simulation en utilisant l'outil de simulation SimGrid.

Nous construisons, à partir des traces, un modèle de plate-forme réaliste essentiel à la simulation des transferts des fichiers. Nous montrons que le modèle proposé surpasse largement le modèle de l'état de l'art pour reproduire la variabilité réelle des transferts de fichiers sur EGI. Ce modèle est ensuite enrichi pour permettre l'analyse de nouveaux scénarios, au-delà de la reproduction des traces d'exécution en production.

Enfin, nous évaluons différentes stratégies de réplication de fichiers par simulation en utilisant un modèle de l'état de l'art amélioré et notre modèle de plate-forme proposé. Les deux modèles conduisent à différentes décisions de réplication en simulation, même s'ils reflètent une topologie de réseau hiérarchique similaire. Ceci montre l'importance du réalisme du modèle de plate-forme pour évaluer les stratégies de réplication. 

MOTS-CLÉS