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Modeling Collision Avoidance Behavior with
Zero-speed Pedestrians

Laura C. Echeverri, Jean-Michel Auberlet, and Jean-Paul Hubert

Abstract—In this paper, we present an improved collision
avoidance algorithm conceived to deal with zero-speed pedestri-
ans in a crowd. A zero-speed pedestrian is a pedestrian who
stops for a short, undefined period to rest, use a phone, or
communicate with others, and then resumes walking later. Zero-
speed pedestrians can be encountered in places such as shopping
centers, sidewalks with retail stores, or public gatherings. When
integrated into a crowd simulation, zero-speed pedestrians can
cause blockages, particularly livelocks, as observed when using
the Optimal Reciprocal Collision Avoidance (ORCA) algorithm.
A livelock in a simulation is a situation where an agent is blocked
but still has room to move. If the livelock is not handled properly,
it will invalidate the simulation runs. We provide insight into
the causes of livelocks and propose a modification of ORCA that
successfully prevents livelocks from occurring in typical situations
in which they can be observed using ORCA. Among other
applications, this model can be used as a crowd management
tool to evaluate the impact of zero-speed pedestrians on crowd
flow.

Index Terms—Pedestrian dynamics, Collision Avoidance, Sim-
ulation, Virtual Agents.

I. INTRODUCTION

CROWD simulation research involves the development
and use of algorithms to understand, reproduce, or pre-

dict the behavior of human crowds [1]. These algorithms have
many applications, including entertainment (e.g., computer
games and movies), safety considerations (e.g., crowd man-
agement and evacuation analysis), and urban planning (e.g.,
infrastructure design and evaluation) [1]–[5].

Agent-based models treat pedestrians as individual agents
interacting with each other. This way, human interaction can
be modeled through the influence that neighboring agents exert
on one another. For this purpose, in each simulation step, a
new velocity is computed for each agent depending on the
neighboring agents and obstacles, and the rules prescribing
its local behavior [1]. By giving each agent autonomy, agent-
based models make it possible to reflect the variety of ways
in which pedestrians affect each other’s behavior.

In the simulation of pedestrian navigation, collision avoid-
ance is the most studied individual-level behavior. According
to Cutting et al. [6], humans avoid collisions by answering
two successive questions: Will a collision occur? When will
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the collision occur? The answers to these questions result from
the visual perception of the environment and the presence of
moving or static obstacles. Accordingly, collision avoidance
algorithms mimic the strategies a pedestrian uses to avoid
a potential collision with other pedestrians and obstacles by
making assumptions about the agents’ perceptions.

In the quest to include diverse behaviors within agent-based
pedestrian simulations, we consider the possibility for agents
to stop for a short time. Pedestrians may stop for a while to
rest, use a phone, look at a store window, or communicate with
others. They tend to stop where they must do so and it is hard
to tell how much the stop will last [7]. People around them
have to adapt their behavior to avoid collisions with them. We
aim to model collision avoidance in a crowd where people
can stop for a moment and continue on their way. To better
identify stopping pedestrians in modeling, we use the term
zero-speed agent.

Second after the Social Force Model, proposed by Helbing
and Molnár [8], one of the most widely adopted algorithms
for collision avoidance is the Optimal Reciprocal Collision
Avoidance (ORCA) algorithm, introduced by van den Berg et
al. [9]. Previous studies have successfully employed ORCA
to model pedestrian collision avoidance behavior [10], [11].
ORCA anticipates agent collisions by calculating the agent’s
new velocity and position based on the velocity and position
of its closest neighbors. This new position deviates minimally
from the agent’s intended path in the absence of other agents.
However, similar to other collision avoidance algorithms,
ORCA is susceptible to scenarios in which agents are blocked
by others on their course to their destination [12]. If the
blockage is not handled properly, the simulation becomes
useless.

One of these situations concerns the presence of zero-speed
agents. If a zero-speed agent is in the path of another agent
toward its destination, the latter could be blocked, even if there
is room to move. We call this type of blockage a livelock,
as opposed to a deadlock, where an agent is completely
immobilized with no room to move. ORCA was originally
designed to handle agents in perpetual motion, and therefore,
the inclusion of zero-speed agents can lead to the occurrence
of livelocks that invalidate the simulation runs.

To address this problem, several algorithms have been
proposed to mitigate deadlocks, either by integrating ORCA
with alternative approaches or by developing novel collision
avoidance strategies (see [12]–[16]). Nonetheless, to the best
of our knowledge, no existing study has specifically addressed
the challenge of livelocks arising from interactions with zero-
speed agents.

The main contributions of this paper are as follows:
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1) We provide insight into the reasons behind livelocks in
ORCA through examples illustrating typical situations
in which they can be observed using this algorithm.

2) We propose a modification of ORCA that avoids livelock
with zero-speed agents. This modification enriches the
model without altering the overall behavior of the algo-
rithm. If a livelock is likely to occur, the model computes
a new velocity that is still collision-free but allows the
agent to change direction to avoid the livelock. Thus
the simulation can continue without interruption. Our
modification successfully prevents livelocks in the illus-
trative examples, demonstrating its usefulness in crowd
modelling in the presence of zero-speed pedestrians.

This paper is organized as follows. First, in Section II,
we provide an overview of prior research on algorithms for
pedestrian collision avoidance, as well as diverse strategies
employed to mitigate blockages in ORCA or to outperform it.
Next, Section III offers a succinct summary of the ORCA algo-
rithm, facilitating an understanding of the potential emergence
of livelocks. Subsequently, in Section IV, we present two
examples illustrating the two cases that lead to livelocks when
using ORCA and provide insight into their causes. Later on,
Section V introduces our proposed modification to the ORCA
algorithm, designed to anticipate the occurrence of livelocks
involving zero-speed agents. This section also includes the
outcomes obtained by applying our proposed solution to
the aforementioned examples. Finally, our conclusions and
perspectives on future work are presented in Section VI.

II. RELATED WORK

In this section, we first present a brief description of the
main classes of pedestrian collision avoidance algorithms and
position ORCA as a member of one of these classes. We
then provide an overview of approaches that aim to mitigate
blocking scenarios using ORCA, or to outperform its blocking
avoidance capabilities.

A. Algorithms for pedestrian collision avoidance

Collision avoidance algorithms can be classified into four
main classes: force-based, velocity-based, vision-based, and
data-driven [1]. Force-based models use an analogy with
Newtonian physics to consider that an agent is subject to
attractive and repulsive forces that act on its acceleration.
Attraction forces allow an agent to move toward a spe-
cific goal. Repulsive forces cause agents to repel each other
and surrounding obstacles. The Social Force Model (SFM),
proposed by Helbing and Molnár [8], is the first force-
based model and also a model widely used today. Force-
based models update an agent’s position only based on the
current positions of its neighbors, disregarding their velocities.
This approach constrains the models’ ability to adequately
incorporate temporal anticipation. Such an approach differs
from the behavior typically observed in pedestrians, who often
proactively anticipate the actions of others [17].

In velocity-based models, agents anticipate future collisions
by predicting the trajectories of neighboring agents based on
their current positions and projected velocities. In this type of

model, the navigation space is translated into a velocity space,
and the agent must avoid velocities that lead to collisions with
other agents, assuming that each agent maintains a constant
velocity for at least a short time. Velocity-based models are
computationally more expensive than force-based models but
are said to better reflect human behavior [1]. A prominent
example of these models is the Optimal Reciprocal Collision
Avoidance (ORCA) algorithm, proposed by van den Berg
et al. [9]. By defining a half-plane containing collision-free
velocities with each agent, it selects a velocity from the inter-
section of these half-planes that minimally deviates from its
preferred velocity. This method provides sufficient conditions
for collision-free motion by giving each agent half of the
responsibility for avoiding pairwise collisions. Moreover, it
is computationally more efficient than other velocity-based
models [1].

Vision-based algorithms mimic human navigation based on
what humans can see. In retina-based approaches, the most
developed category, agents and obstacles are abstracted as
pixels to interact with. By focusing on human perception,
vision-based algorithms do not consider the complete space
of feasible velocities, but instead use gradients. This makes
these methods more limited than the velocity-based methods
in terms of the information available. Additionally, they are
more computationally expensive than either velocity-based or
force-based algorithms because processing pixels means that
each agent needs to process more information to move [1].

Data-driven methods use real human crowd trajectories to
replicate their patterns without explicitly stating the rules
governing their behavior. They have been criticized for making
it difficult to understand the behavior of the produced model.
This hinders the possibility of adjusting the model or improv-
ing its performance in specific cases [1].

Our research is part of a project that aims to study differ-
ent sidewalk configurations and their influence on pedestrian
behavior. To achieve this, we aim to simulate various behav-
iors commonly observed on sidewalks, including pedestrians
stopping for short periods. Our choice of ORCA is based
on its advantages over other collision avoidance techniques.
ORCA generates realistic trajectories while ensuring collision-
free movement. Nonetheless, it is important to note that ORCA
may encounter scenarios where agents are blocked and cannot
move, whether they have room to move (livelock) or not
(deadlock) [12].

B. Algorithms for preventing blockage

Collision avoidance algorithms are prone to situations where
one or more agents are blocked, unable to continue their
trajectory to their goal [12]. Such situations can render the
current simulation unusable. We distinguish two types of
blockage: livelock and deadlock. A livelock is when an agent
is blocked while still having room to move. A deadlock is
when an agent is blocked with no room to move, possibly
colliding with other agents. Although real pedestrians can face
blockage situations they tend to solve them quite quickly. This
has not yet been able to be reproduced by many collision
avoidance algorithms [12], [13], [18]. That is why one of the
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core concerns when developing or improving these algorithms
is to avoid blockage situations.

In the original formulation of ORCA, van den Berg et al. [9]
conceived a strategy to escape from the deadlock in densely
packed conditions. In such conditions, velocities can become
zero to avoid collisions. Their strategy consists of selecting the
safest possible velocity for the blocked agent. This strategy
does not, however, prevent blockages from occurring and
some blockage avoidance approaches have been proposed to
improve or outperform ORCA.

Approaches proposed to outperform ORCA’s blockage
avoidance include the following. Zhou et al. [13] proposed
a Buffered Voronoi Cell (BVC) collision avoidance algorithm
in which each agent computes its Voronoi cell and plans a
trajectory to the point in the cell that is closest to its goal. A
BVC is a set of points that are closer to an agent than to any
other agent, retracted by the physical extent of the agent. The
authors presented a heuristic solution to deal with livelocks,
which arise when certain agents obstruct each other in a
manner that prevents at least one agent from reaching its goal
through its control algorithm. In such cases, the blocked agent
is in a vertex of its BVC that is the closest point to its goal.
To resolve the blockage, the agent chooses one of its adjacent
edges to detour along. Their algorithm showed comparable
performance to ORCA in experiments with multiple dynamic
robots moving in arbitrary dimensions. It should be noted,
however, that their approach relies solely on current positions
for collision avoidance, which limits its ability to effectively
anticipate collisions.

Şenbaşlar et al. [14] also used BVC for collision avoidance,
taking as input pre-planned trajectories, built using discrete
planning. They compared their method to ORCA, and ORCA
combined with discrete planning. Their experiments revealed
that agents using their approach, as well as those employing
ORCA coupled with discrete planning, successfully reached
their destination. Conversely, agents following only the ORCA
approach could become trapped when attempting to navigate
around static obstacles, a situation we can also refer to as a
livelock. This problem arises because ORCA focuses primarily
on collision avoidance and requires additional strategies for
agents to successfully circumvent static obstacles [9]. It is
worth noting, however, that their method takes more compu-
tation time compared to ORCA.

Lastly, Semnani et al. [15] proposed an adaptation of the
flocking algorithm proposed by Reynolds [19] capable of
generating paths that are both collision-free and deadlock-
free, even within densely packed scenarios. In such scenarios,
agents using ORCA might not be able to reach their goal
positions because the conventional motion of these agents
toward their goals is obstructed by other agents that have
already reached their final destinations. Note that these latter
agents should not be confused with zero-speed agents, as zero-
speed agents retain the possibility of resuming motion.

Approaches that enhance blockage avoidance achieved with
ORCA include the following. Dergachev et al. [12] combined
three algorithms for multi-agent navigation: Theta* algorithm
for individual path planning, ORCA for collision avoidance,
and multi-agent path-finding for avoiding deadlocks. When

an agent encounters a potential deadlock, such as navigating
through a narrow passage, it switches to a coordinated path-
planning mode. In this mode, the agent collaborates with its
neighbors to construct a joint conflict-free plan, executing
it before returning to independent navigation. The authors
conducted a comparative study, contrasting their method with
the combination of ORCA and Theta*. Their approach notably
reduced the occurrence of deadlocks; however, it tends to be
time-intensive due to its centralized decision-making nature.
Finally, Arul and Manocha [16] coupled BVC and reciprocal
velocity obstacles for collision avoidance. Their deadlock
resolution strategy consists of identifying if an agent is yet
to reach its goal position but with zero speed. If so, the agent
identifies the neighboring agent that is closest to the direction
of its goal location and switches positions with it to end the
blockage. Their method is less conservative than ORCA and
has similar runtime performance.

In reviewing the literature, we can make two observations.
First, the proposed approaches rely on combining ORCA
with other algorithms, such as path planning, or introducing
alternative collision avoidance techniques. To the best of our
knowledge, no established approach directly modifies ORCA
itself to avoid blockage. Second, it becomes apparent that there
is a gap in research addressing the problem of livelock arising
from agents getting stuck around zero-speed agents. Şenbaşlar
et al. [14] proposed a strategy for dealing with livelocks arising
from attempts to circumvent static obstacles. However, this
approach proves inapplicable to scenarios involving zero-speed
agents, since these agents can resume motion at any time.
However, livelocks can occur in ORCA when agents interact
with zero-speed agents, as we show in Section IV. We address
this situation by proposing a modification of ORCA. This
modification does not rely on the use of auxiliary algorithms
in addition to ORCA. Before presenting this modification, we
provide a brief overview of ORCA in the following section.

III. RECIPROCAL COLLISION AVOIDANCE WITH ORCA

In this section, we provide a brief description of ORCA.
This is intended to provide a better understanding of the
circumstances that may lead to the potential occurrence of
livelocks. For more details on ORCA, see [9].

A. Problem definition

ORCA is a velocity-based algorithm for local navigation
in which each agent anticipates collisions by choosing its
next velocity according to the position and velocity of its
nearest neighbors. In ORCA, each agent assumes that other
agents use the same collision avoidance strategy and that the
responsibility for avoiding a collision is shared with every
other agent. At each simulation step, the model derives for
each agent a half-plane of velocities in the velocity space that
will not lead to a collision with any other agent over a fixed
time horizon into the future. The agent then chooses a velocity
from the intersection of all half-planes that is closest to its
preferred velocity, i.e., the velocity the agent would have if
no agent were in its path. The model uses linear programming
to find the optimal velocity. In this way, ORCA guides the
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agent as directly as possible toward its goal, while ensuring
a collision-free motion. In other words, ORCA prioritizes
direction over collision avoidance, since the velocity chosen to
ensure collision avoidance is intended to minimize deviation
from the preferred direction.

ORCA solves the reciprocal n-Body Collision Avoidance
problem, which is defined as follows. Let there be a set
of n pedestrians modeled as dynamic agents with circular
shapes in 2D. Each agent A has a current position pA, radius
rA, and velocity vA, that can be observed by other agents.
Additionally, it has a maximum speed smax

A (parameter in m/s)
and a preferred velocity vpref

A (variable, vector depending on
its destination at each step of the simulation).

The objective of the problem is that each agent A selects
its new velocity vnew

A such that all agents are guaranteed to be
collision-free for at least a fixed interval of time τ , in which
they would continue moving at their new velocity. Moreover,
this new velocity should be as close as possible to the agent’s
preferred velocity, which is in the direction of the agent’s
destination.

B. Optimal Reciprocal Collision Avoidance

At each time step ∆t, each neighboring agent B of agent A
induces a set Rτ

A|B of relative velocities of A with respect to B
that guarantees collision avoidance with B in the time horizon
τ , with ∆t ≤ τ . In other words, the set Rτ

A|B of permitted
velocities for A induced by B contains all relative velocities
of A with respect to B that will not lead to a collision between
A and B at any time before τ . The set Rτ

A|B is a half-plane
of velocities in the velocity space. Similarly, A induces a
corresponding set of permitted velocities for B, denoted as
Rτ

B|A.
Static obstacles are modeled as collections of line segments.

Collision avoidance with these obstacles follows a similar
approach to that presented for agents. Let O be an obstacle
line segment. The set Rτ

A|O denotes the half-plane of permitted
velocities for A with respect to O.

The set of velocities permitted for A with respect to all
agents and obstacles is the intersection of the half-planes of
permitted velocities induced by each other agent and obstacle.
This set is denoted as Rτ

A and is defined as:

Rτ
A = D(0, smax

A ) ∩
⋂

B ̸=A

Rτ
A|B ∩

⋂
O

Rτ
A|O (1)

Here, D(0, smax
A ) denotes an open disc of radius smax

A cen-
tered at vector 0 that represents the maximum speed constraint
on agent A.

The agent then selects a new velocity vnew
A to minimize the

distance to its preferred velocity vpref
A within the region of

permitted velocities, Rτ
A, that is,

vnew
A = argmin

v∈Rτ
A

∥v − vpref
A ∥. (2)

This selection process can be efficiently performed using
linear programming. The region Rτ

A is convex, bounded by
linear constraints from the half-planes of permitted velocities

induced by other agents and obstacles. The optimization prob-
lem has a unique local minimum at the intersection point of the
lines bounding two of the half-planes that define Rτ

A. To solve
this, van den Berg et al. [9] utilized the linear programming
algorithm introduced by Berg et al. [20]. It is noteworthy that
ORCA was initially designed for 2D environments; never-
theless, all definitions and the algorithm can be seamlessly
extended to 3D scenarios.

IV. WHY LIVELOCK CAN OCCUR IN ORCA WITH
ZERO-SPEED AGENTS

We define as zero-speed agent a pedestrian that remains
with zero speed for an indefinite amount of time, with the
possibility of resuming its path afterward. We distinguish it
from a regular agent, a pedestrian that has a speed different
from zero. Other agents cannot know how much time a zero-
speed agent will remain stopped. This forces them to treat it as
a dynamic agent instead of a static object to be circumvented.
ORCA works well when considering dynamic agents in con-
stant movement, but can generate livelocks when an agent
is moving close to others with zero speed. Depending on its
relative position and velocity with respect to the zero-speed
agents, an agent can get “stuck” behind them. This would
happen if the agent, “guided” by its destination, advances
towards a position near the zero-speed agents where it can no
longer “get out”. While moving in this direction the speed of
the agent in the subsequent time steps decreases until it reaches
almost zero. In other words, the agent gets “stuck” behind the
zero-speed agents. Since there may be other positions available
to move to, we say there is a livelock.

We present two scenarios that illustrate the two types of
situations that lead to livelock occurrences with ORCA. In
both scenarios, an agent navigates from left to right along a
10 × 5 m sidewalk. The simulations assume the following
parameter values: all agents have a radius of r = 0.3 m and a
maximum speed of smax = 1 m/s. The simulations use a time
step of ∆t = 0.1 s, and the collision avoidance time horizon is
τ = 1 s. These simulation parameters are based on the default
parameters of ORCA, since this paper aims to illustrate how
the livelocks could occur and how we address them.

Consider the example illustrated in Fig. 1. Agent A is
moving from left to right. At this point of the simulation, B
and C are zero-speed agents discussing together somewhere in
the middle of a sidewalk. They are in the direction of A’s goal.
The trace of A is depicted while advancing toward its goal and
its position is provided at three different times (in seconds)
t. From this figure, we can see that A is directed to the
middle of B and C, while the agent’s speed diminishes when
approaching them (notice how the space between the points
on the trace diminishes over time). Since ORCA anticipates a
collision over a fixed time horizon τ , agent A starts changing
orientation and speed, before getting too close to the other
agents. This, however, is not enough to avoid getting into
a livelock. To inspect why this phenomenon occurs, Figures
2(a)-2(c) show the half-planes of permitted velocities for agent
A induced by agents B and C at the three different times
(in seconds) t. vnew

A , obtained by solving Equation (2), is
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Fig. 1. Trace of agent A while moving from left to right using ORCA. Agents B and C, with zero speeds, are in the middle of a sidewalk in the direction of
A’s goal. The position of A is shown in times (in seconds) (a) t = 2, (b) t = 3.3, and (c) t = 4.5. All agents have the same size (rA = rB = rC = 0.3m),
smax
A = 1m/s and τ = 1s.

(a) (b) (c)
Fig. 2. Half-planes of permitted velocities using ORCA for agent A induced by agents B and C in the example shown in Fig. 1 at times (in seconds) (a)
t = 2, (b) t = 3.3, and (c) t = 4.5 .

also depicted for each time. Let ℓτA|B and ℓτA|C be the lines
bounding Rτ

A|B and Rτ
A|C . vnew

A is the intersection point of
ℓτA|B and ℓτA|C . Since neither B nor C start moving, and A
continues to head towards the same direction, vnew

A keeps being
the intersection point of ℓτA|B and ℓτA|C , always reducing its
magnitude (see the size of the vector to vnew

A in Figures 2(a)-
2(c)). This is due to the fact that vnew

A is chosen by minimizing
the distance between vpref

A and vnew
A . The situation exposed is a

livelock, since A is blocked behind B and C and will remain
so until either B or C restarts, while there are alternative
velocities within Rτ

A that would not lead to this situation.

Fig. 3 shows the other situation in which this phenomenon
can be observed, this time with a regular agent A and a zero-
speed agent B near the edge of a sidewalk. Agent A is moving
from left to right, facing agent B. Fig. 3 provides the trace
of A over time and its position at three different times (in
seconds) t. In this figure, we can see that A is directed to a
point between the edge of the sidewalk and B owing to its
goal. Furthermore, the speed is diminishing while approaching
this point (the space between the points on the trace diminishes
over time). Let ℓτA|B and ℓτA|O be the lines bounding Rτ

A|B
and Rτ

A|O, with O being the line segment representing the
edge of the sidewalk. Figures 4(a)-4(c) show the half-planes
of permitted velocities for agent A induced by agent B and
the edge of the sidewalk as well as vnew

A at the three different

times (in seconds) t. As can be seen from these figures, in the
three times, vnew

A is the intersection point of ℓτA|B and ℓτA|O.
Since A continues to head towards the same direction and B
does not move, vnew

A continues being the intersection point
of ℓτA|B and ℓτA|O. The size of the vector to vnew

A decreases,
meaning that the agent slows down until it reaches a speed
of almost zero. However, there are other velocities in Rτ

A that
the agent could take instead.

According to the examples presented above, a livelock in
ORCA can be explained as follows. At each time step, ORCA
selects a new velocity vnew

A for agent A from the convex
region Rτ

A that is closest to A’s preferred velocity, vpref
A . As

long as a velocity is feasible and with a minimum distance
to the preferred velocity, it will be chosen, regardless of the
type of agent or obstacle to which that half-plane intersection
belongs. This is due to the choice to prioritize reaching the
destination (minimizing the distance to the preferred velocity)
over avoiding collisions. In both scenarios, vnew

A lies at the
intersection point of two bounding lines associated with zero-
speed agents or static obstacles. Since the zero-speed agents
do not restart, A is blocked. Changing the time horizon τ to
avoid a collision is not enough to evade the livelock, since
the situation depends on the agent positions, the goal of agent
A, and the presence of zero-speed agents. The livelock results
from ORCA’s collision avoidance methodology. Furthermore,

Page 5 of 13

PLEASE KEEP CONFIDENTIAL

IEEE Intelligent Transportation Systems Transactions

1
2
3
4
5
6
7
8
9
10
11
12
13
14
15
16
17
18
19
20
21
22
23
24
25
26
27
28
29
30
31
32
33
34
35
36
37
38
39
40
41
42
43
44
45
46
47
48
49
50
51
52
53
54
55
56
57
58
59
60



6 IEEE TRANSACTIONS ON INTELLIGENT TRANSPORTATION SYSTEMS, VOL. X, NO. X, 2024

Fig. 3. Trace of agent A while moving from left to right near an edge of a sidewalk using ORCA. Agent B, with zero speed, is in the direction of A’s
goal. The position of A is shown in times (in seconds) (a)t = 2, (b)t = 3.2, and (c)t = 4.3. All agents have the same size (rA = rB = rC = 0.3m),
smax
A = 1m/s and τ = 1s.

(a) (b) (c)
Fig. 4. Half-planes of permitted velocities using ORCA for agent A induced by agent B and an edge of a sidewalk in the example shown in Fig. 3 at times
(in seconds) (a) t = 2, (b) t = 3.2, (c) t = 4.3.

agent A cannot know in advance if other agents will stop and
the duration of the stop. Therefore it is not possible to plan the
change of the agent’s preferred velocity (e.g., through global
path planning techniques) to circumvent zero-speed agents in
the direction of its goal.

To avoid livelocks with zero-speed agents, we propose a
modification in the selection of vnew

A , while keeping the same
principle of ORCA. In our approach, the new velocity differs
from the one obtained by solving Equation (2), but belongs to
the region of permitted velocities Rτ

A, thus ensuring collision
avoidance. This new velocity is intended to help the agent
escape from a livelock before it is produced by anticipating
the conditions that would lead it to it.

V. LIVELOCK AVOIDANCE OR HOW TO CONSIDER ZERO
SPEEDS PEDESTRIANS WITH ORCA

In this section, we describe the modification we propose
to ORCA’s new velocity computation to account for zero-
speed agents and, consequently, avoid the potential livelocks
with them. Afterward, we show the results of applying this
modification to the examples presented in Section IV.

A. Livelock avoidance in ORCA

In the two examples presented in Section IV, vnew
A is the

intersection point of lines bounding the half-planes associated
with two zero-speed agents (Fig. 2), or a static object and a
zero-speed agent (Fig. 4). In essence, the agent, driven by its
goal, advances toward a state of livelock due to the presence
of zero-speed agents on its path. Our methodology is built

upon the anticipation of livelocks arising from interactions
with zero-speed pedestrians. We hypothesize that by “banning”
certain types of intersection points as potential candidates for
vnew
A and proposing an alternative velocity within Rτ

A, the issue
of livelock can be effectively resolved. The alternative velocity
will not lead to a collision between A and any other agent or
obstacle at any time before time τ , since Rτ

A is defined to
guarantee collision avoidance.

The banned intersection points correspond to situations in-
volving interactions with either two zero-speed agents, a zero-
speed agent and an obstacle, or two obstacles. Even though the
last scenario does not involve a zero-speed agent, we included
it because of the similarity in agent behavior around static
obstacles and zero-speed pedestrians. Our computation of the
alternative new velocity involves a modification of the linear
programming algorithm developed by Berg et [20].

We label the bounding lines of permitted half-planes to
indicate to what type of agent or obstacle they belong to. We
distinguish three labels: “regular agent”, “zero-speed agent”,
and “obstacle”. The combinations of line types that form a
banned intersection point are indicated in Table I.

The linear programming algorithm of Berg et al. [20]
adds the linear constraints (the half-planes) one after the
other, choosing the current vnew

A at each step. In the original
version of the algorithm, the solution to the intermediate linear
programs is optimal with respect to the objective function (Eq.
(2)). Our version is intended to sacrifice optimality, e.g. to
prioritize the destination in the computation of vnew

A , to escape
from livelocks with zero-speed agents or static obstacles.

We denote Sτ
A as the set of half-planes that make up the
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TABLE I
LINE TYPES COMBINATIONS RELATED TO DIFFERENT TYPES OF AGENTS

OR OBSTACLES

Regular agent Zero-speed agent Obstacle
Regular agent – – –

Zero-speed agent – X X
Obstacle – X X

Note: The line types combinations that form a banned intersection point
have an X.

region of permitted velocities, Rτ
A. We number the m half-

planes belonging to Sτ
A as Rτ

A|B1
, Rτ

A|B2
, . . . , Rτ

A|Bm
. Let

Sτ
A|Bi

be the set of the first i half-planes, together with the
maximum speed constraint D(0, smax

A ), and let R∗τ
A|Bi

be the
feasible region defined by these constraints:

Sτ
A|Bi

:= {D(0, smax
A ), Rτ

A|B1
, Rτ

A|B2
, . . . , Rτ

A|Bi
} (3)

R∗τ
A|Bi

:= D(0, smax
A )∩Rτ

A|B1
∩Rτ

A|B2
∩ . . .∩Rτ

A|Bi
. (4)

We have that

R∗τ
A|B1

⊇ R∗τ
A|B2

⊇ · · · ⊇ R∗τ
A|Bm

= Rτ
A (5)

since R∗τ
A|Bi

= R∗τ
A|Bi−1

∩Rτ
A|Bi

for all 1 < i ≤ m.
The solution to each linear program is unique because each

feasible region is bounded by D(0, smax
A ) (see [20]). It will be

one of the vertices of the feasible region. Let 1 ≤ i ≤ m and
vi be the solution for R∗τ

A|Bi
. When adding linear constraint

Rτ
A|Bi

, we verify if the solution for the current feasible region
R∗τ

A|Bi−1
belongs to it, that is, if vi−1 ∈ Rτ

A|Bi
. If so, then

vi = vi−1. If not, then either R∗τ
A|Bi

is an empty set or vi

belongs to the line bounding Rτ
A|Bi

. We call this line ℓτA|Bi
.

If vi−1 /∈ Rτ
A|Bi

and R∗τ
A|Bi

is not an empty set, the solution
will be one of the two intersection points of ℓτA|Bi

with the
lines bounding R∗τ

A|Bi−1
. Initially, the chosen solution will

be the one minimizing the distance to vpref
A . If this solution

corresponds to a banned intersection point, we choose the
other intersection point, to ensure escaping from a livelock.
It is worth noting that our procedure remains independent
of simulation parameters other than the types of agents or
obstacles present. Furthermore, when an agent encounters
neither zero-speed agents nor obstacles, the standard collision
avoidance behavior of ORCA applies.

Algorithm 1 provides the general structure of the procedure
to obtain vnew

A . It requires m, Sτ
A, vpref

A , and smax
A , and ensures

vnew
A . The procedure starts by initializing vnew

A as the maximum
speed in the preferred direction, vpref

A (lines 1-2). Then the
algorithm enters the main for-loop to find vnew

A in Rτ
A (lines

3-10). When adding each half-plane Rτ
A|Bi

, it checks if vnew
A

belongs to it. If so, vnew
A remains the same. If not, the procedure

LinProgMod computes a point that minimizes the objective
function (Eq. (2)) or avoids a potential livelock with zero-
speed agents or obstacles, depending on the label of ℓτA|Bi

.
If the point does not exist, the linear program is infeasible

(Rτ
A is empty). In such a case, we use the strategy for densely

packed conditions as presented in [9].

Algorithm 1 computeNewVelocity

Require: m,Sτ
A,v

pref
A , smax

A

Ensure: vnew
A

1: vpref
A ← vpref

A · smax
A

2: vnew
A ← vpref

A
3: for i← 1 to n do
4: if vnew

A /∈ Rτ
A|Bi

then
5: {vnew

A , feasible} ← LinProgMod(Rτ
A|Bi

,

R∗τ
A|Bi−1

,vpref
A ,vnew

A )
6: if feasible = false then
7: Report that the linear program is infeasible and quit
8: end if
9: end if

10: end for

Algorithm 2 presents the function LinProgMod. It
requires Rτ

A|Bi
, R∗τ

A|Bi−1
, vpref

A , and the current value
of vnew

A , to update it. The function starts by calling
ComputeIntersectionPoints, that finds the intersec-
tion points of ℓτA|Bi

and the lines bounding R∗τ
A|Bi−1

. If it is
not possible to find them, the linear program is infeasible and
the program quits (lines 1-4). After finding the intersection
points, the function retrieves the lines intersecting ℓτA|Bi

(line
5). Next, it checks whether vpref

A and ℓτA|Bi
are on the same

direction or not. This is to select which of the intersection
points corresponds to the solution of the linear program (lines
6-11). Afterward, it retrieves the labels of ℓτA|Bi

and the line
that intersects it in the corresponding direction. This is to
check if we have a banned intersection point (see Table I).
In Algorithm 2, we shorten the labels “zero-speed agent” and
“obstacle” as “z-s agent” and “obs”. In the case of a banned
intersection point, we choose the other direction, that is, we
choose the other intersection point to be vnew

A (lines 12-15).

Algorithm 2 LinProgMod

Require: Rτ
A|Bi

, R∗τ
A|Bi−1

,vpref
A ,vnew

A

Ensure: vnew
A , feasible

1: {[v1
A|Bi

,v−1
A|Bi

], feasible} ←
ComputeIntersectionPoints(ℓτA|Bi

, R∗τ
A|Bi−1

)
2: if feasible = false then
3: Report that the linear program is infeasible and quit
4: end if
5: [ℓ1, ℓ-1]← the lines intersecting ℓτA|Bi

in [v1
A|Bi

, v-1
A|Bi

]
6: dir ← 0
7: if vpref

A and ℓτA|Bi
are on the same direction then

8: dir ←1
9: else

10: dir ← -1
11: end if
12: if (label(ℓτA|Bi

) =“z-s agent” ∥ label(ℓτA|Bi
) =“obs”) &

(label(ℓdir) =“z-s agent” ∥ label(ℓdir) =“obs”) then
13: dir ← dir ×−1
14: end if
15: vnew

A ← vdir
A|Bi

Fig. 5 provides an example illustrating the approach fol-
lowed in Algorithms 1 and 2. At the beginning, D(0, smax

A )

is computed to bound the feasible region and vnew
A = vpref

A
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(a) (b) (c)

Fig. 5. Example of functioning of Algorithms 1 and 2. (a) D(0, smax
A ) bounds the feasible region. (b) Rτ

A|B1
is added, changing vnew

A . (c) Rτ
A|B2

is added.

Originally, vnew
A = v−1

A|B2
would be chosen, but v−1

A|B2
is the intersection point of two “zero-speed agent” bounding lines. Thus vnew

A = v1
A|B2

.

(Fig. 5(a)). Then, we add half-plane Rτ
A|B1

, but vnew
A /∈ Rτ

A|B1
,

which means that a new velocity must be computed. v1
A|B1

and
v−1
A|B1

are the intersection points of ℓτA|B1
with D(0, smax

A ). A
direction is chosen and, since it only involves one “zero-speed
agent” bounding line, there is no need to do anything else (Fig.
5(b)). Next, we add half-plane Rτ

A|B2
. Again, vnew

A /∈ Rτ
A|B2

.
v1
A|B2

and v−1
A|B2

are the intersection points of ℓτA|B2
with

D(0, smax
A ) and ℓτA|B1

. When choosing a direction, it leads to
vnew
A = v−1

A|B2
. But v−1

A|B2
is the intersection point of two

“zero-speed agent” bounding lines, ℓτA|B1
and ℓτA|B2

. Thus,
the other direction is chosen and, finally, vnew

A = v1
A|B2

(Fig.
5(c)).

B. Results

We compare the results obtained using our methodology
with ORCA in the two examples presented in Section IV.
Fig. 6 presents the example with regular agent A facing zero-
speed agents B and C using our methodology. From the figure,
we can see that A changes direction to avoid being trapped
behind B and C. Figures 7(a)-7(c) present the half-planes of
permitted velocities for agent A induced by B and C as well
as vnew

A at three different times (in seconds) t. At t = 2, vnew
A

is the same for both methodologies, since agents B and C are
still far from A (see Figures 2(a) and 7(a)). At t = 3.3, vnew

A

with ORCA would be a banned intersection point. vnew
A would

be the intersection of the lines bounding Rτ
A|B and Rτ

A|C ,
ℓτA|B and ℓτA|C (see Fig. 2(b)). In our methodology, since B
and C are zero-speed agents, ℓτA|B and ℓτA|C are labelled as
“zero-speed agent” bounding lines. Therefore, our algorithm
chooses instead the intersection of ℓτA|B with D(0, smax

A ) (see
Fig. 7(b)). Finally, at t = 4.5, A with ORCA would be blocked
in a livelock (see Fig. 2(c)). Instead, with our methodology, it
is not blocked and the simulation can continue, as shown in
Fig. 7(c).

Similarly, Fig. 8 provides the example with regular agent
A moving near the edge of a sidewalk towards zero-speed
agent B. The figure shows that agent A changes its trajectory
to avoid being blocked behind agent B. Figures 9(a)-9(c)
provide the half-planes of permitted velocities for agent A
induced by agent B and the edge of the sidewalk together
with vnew

A at three different times. At t = 3.2, ORCA would
choose a banned intersection point, corresponding to zero-
speed agent B and the edge of the sidewalk. Instead, our

algorithm chooses the intersection of ℓτA|B (the line bounding
Rτ

A|B) with D(0, smax
A ) (see Fig. 9(b)). This allows agent A

to escape from a livelock. The simulation continues as shown
in Fig. 9(c).

VI. CONCLUSIONS AND FUTURE WORK

Agent-based crowd simulation algorithms allow the mod-
eling of the individual behavior of pedestrians in a crowd
and how they interact with each other. In the quest to expand
the number of behaviors that can be modeled, we considered
including pedestrians who can stop for a while and continue
walking later, we call them zero-speed agents. Pedestrians
make short stops for a variety of reasons, including resting,
using their phones, or communicating with others. Since this
can be quite spontaneous, the people around them need to
know how to react. When integrated into a crowd simulation,
zero-speed agents can cause blockages that invalidate the
simulation run.

In this paper, we have presented an improved collision
avoidance algorithm designed to deal with zero-speed agents
and allow the simulation to continue. As a modification of the
well-known ORCA algorithm, our model addresses situations
where agents may be blocked by zero-speed agents in the
original ORCA version. Unlike ORCA, our algorithm prior-
itizes collision avoidance over steering, preventing potential
livelocks—situations where agents cannot move despite avail-
able space. Inspired by the natural behavior of real pedestrians
navigating around zero-speed counterparts, our algorithm aims
to enhance realism in crowd simulations.

Our procedure extends the ORCA algorithm by preventing
the agent trajectory from converging in a potential livelock
scenario with zero-speed agents. In cases where such a livelock
risk is foreseeable, the new velocity deviates from the one that
minimizes the distance to the agent’s preferred velocity. The
new velocity still belongs to the set of velocities not leading
to a collision and allows the agent to change direction to avoid
a future livelock. This way, our procedure prioritizes collision
and livelock avoidance over steering in the presence of zero-
speed agents. By not relying on the use of other algorithms
on top of ORCA, our method does not increase the difficulty
of collision avoidance.

Our approach was successful in avoiding a livelock in the
most common cases where a livelock occurs with zero-speed
agents in ORCA. Agents change the direction in a way that
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Fig. 6. Trace of agent A while moving from left to right using our modification of ORCA. Agents B and C, with zero speeds, are in the middle of a
sidewalk in the direction of A’s goal. The position of A is shown in times (in seconds) t = 2, t = 3.3, and t = 4.5. All agents have the same size
(rA = rB = rC = 0.3m), smax

A = 1m/s and τ = 1s.

(a) (b) (c)
Fig. 7. Half-planes of permitted velocities using our modification of ORCA for agent A induced by agents B and C in the example shown in Fig. 6 at times
(in seconds) (a) t = 2, (b) t = 3.3, and (c) t = 4.5 .

Fig. 8. Trace of agent A while moving from left to right near an edge of a sidewalk using our modification of ORCA. Agent B, with zero speeds, is in
the direction of A’s goal. The position of A is shown in seconds t = 2, t = 3.2, and t = 4.3. All agents have the same size (rA = rB = rC = 0.3m),
smax
A = 1m/s and τ = 1s.

allows them to escape from a livelock while continuing their
course to their destination. There are several directions for
future work. Further research should be undertaken to explore
the selection of other velocities in the region of permitted
velocities that are closer to the agent’s preferred velocity, but
that change the direction moderately. In addition, to prevent

pedestrians from stopping suddenly, another perspective is to
extend the banned points for very slow pedestrians. Also, it
would be interesting to test our model in deadlock situations.
Moreover, we would like to compare the output of our model
with real data from crowds where pedestrians stop and later
resume walking. Finally, our model can be used as a crowd
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(a) (b) (c)
Fig. 9. Half-planes of permitted velocities using our modification of ORCA for agent A induced by agent B and an edge of a sidewalk in the example shown
in Fig. 8 at times (in seconds) (a) t = 2, (b) t = 3.2, (c) t = 4.3.

management tool, especially for assessing the impact of zero-
speed pedestrians.
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Captions

Fig. 1. Trace of agent A while moving from left to right using ORCA. Agents
B and C, with zero speeds, are in the middle of a sidewalk in the direction of A’s
goal. The position of A is shown in times (in seconds) (a) t = 2, (b) t = 3.3, and
(c) t = 4.5. All agents have the same size (rA = rB = rC = 0.3m), smax

A = 1m/s
and τ = 1s.

Fig. 2. Half-planes of permitted velocities using ORCA for agent A induced
by agents B and C in the example shown in Fig. 1 at times (in seconds) (a)
t = 2, (b) t = 3.3, and (c) t = 4.5.

Fig. 3. Trace of agent A while moving from left to right near an edge of
a sidewalk using ORCA. Agent B, with zero speed, is in the direction of A’s
goal. The position of A is shown in times (in seconds) (a)t = 2, (b)t = 3.2, and
(c)t = 4.3. All agents have the same size (rA = rB = rC = 0.3m), smax

A = 1m/s
and τ = 1s.

Fig. 4. Half-planes of permitted velocities using ORCA for agent A induced
by agent B and an edge of a sidewalk in the example shown in Fig. 3 at times
(in seconds) (a) t = 2, (b) t = 3.2, (c) t = 4.3.

Table I. Line types combinations related to different types of agents or ob-
stacles

Algorithm 1 computeNewVelocity

Algorithm 2 LinProgMod

Fig. 5. Example of functioning of Algorithms 1 and 2. (a) D(0, smax
A )

bounds the feasible region. (b) Rτ
A|B1

is added, changing vnew
A . (c) Rτ

A|B2
is

added. Originally, vnew
A = v−1

A|B2
would be chosen, but v−1

A|B2
is the intersection

point of two “zero-speed agent” bounding lines. Thus vnew
A = v1

A|B2
.

Fig. 6. Trace of agent A while moving from left to right using our mod-
ification of ORCA. Agents B and C, with zero speeds, are in the middle of
a sidewalk in the direction of A’s goal. The position of A is shown in times
(in seconds) t = 2, t = 3.3, and t = 4.5. All agents have the same size
(rA = rB = rC = 0.3m), smax

A = 1m/s and τ = 1s.

Fig. 7. Half-planes of permitted velocities using our modification of ORCA
for agent A induced by agents B and C in the example shown in Fig. 6 at times

1
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(in seconds) (a) t = 2, (b) t = 3.3, and (c) t = 4.5.

Fig. 8. Trace of agent A while moving from left to right near an edge of a
sidewalk using our modification of ORCA. Agent B, with zero speeds, is in the
direction of A’s goal. The position of A is shown in seconds t = 2, t = 3.2, and
t = 4.3. All agents have the same size (rA = rB = rC = 0.3m), smax

A = 1m/s
and τ = 1s.

Fig. 9. Half-planes of permitted velocities using our modification of ORCA
for agent A induced by agent B and an edge of a sidewalk in the example shown
in Fig. 8 at times (in seconds) (a) t = 2, (b) t = 3.2, (c) t = 4.3.

2
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