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1 Introduction
Tail-calls [9] are an essential feature of functional program-
ming languages: they allow to write iterations in a declara-
tive fashion, using simple recursive functions, unbothered
by implementation details such as stack space. They work
by giving special treatment to function calls in "terminal
position", i .e. the last thing a function would do. Indeed,
such calls never need to be returned from, meaning that
adding an entry in the stack is not necessary. Tail-recursion
exploits this characteristic further by transforming appro-
priate recursive functions into for-loops, ensuring they only
use 𝑂 (1) stack space. Tail-call and tail-recursion, since their
introduction in the 70s, have been mainstay in many pro-
gramming languages and are available in virtually all modern
production compilers (C, Rust, Scheme, Haskell, OCaml, . . . ).

Tail-modulo-cons is a classic extension, originally described
in Prolog, which aims to allow function calls "under a con-
structor". For instance, let us consider the code in Figure 1.
The last call on Line 9 is not normally in "tail-position", as a
𝑁𝑜𝑑𝑒 still have to be allocated. Tail-modulo-cons is a code
transformation that first allocates the 𝑁𝑜𝑑𝑒 , with an appro-
priately placed hole, then makes a tail-call to the function.
Tail-modulo-cons was recently added to OCaml [1] and ex-
panded to richer contexts [4].

Unfortunately, such a transformation doesn’t handle mul-
tiple recursive calls, such as the ones present in the map
function on trees, as shown in Figure 1. Indeed, what would
even be the semantics in a sequential context? Which calls
to𝑚𝑎𝑝 should run first?

This problem takes on a different meaning in a concurrent
context! Consider a concurrent map on binary trees imple-
mented in Figure 2 using the async/await paradigm. The
whole function is marked as async, meaning that it returns a
promise [5] representing the computation in progress. await
waits for a promise to be completed and returns its value.
Each recursive call, on Line 5 and 6, thus run concurrently.
Squinting a little bit, we can observe that both recursive calls
are, in spirit, tail-calls (modulo cons): the only thing that re-
mains to do after them is to allocate the Node. Unfortunately,
we have two recursive calls, both hidden under an await,
which is out of scope of existing transformations.

Our contribution is a code transformation, dubbed "Tail
modulo Async/Await" and inspired by Bour et al. [1], which
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1 type tree =

2 | Leaf

3 | Node of int * tree * tree

4
5 let rec map f = function

6 | Leaf -> Leaf

7 | Node(v, tl, tr) ->

8 let tl ' = map f tl in

9 Node(f v, tl', map f tr)

Figure 1. A map on binary trees. The right recursive call
to map will be terminal with Tail-Modulo-Cons [1], but the
whole function is not.

1 let rec async map f = function

2 | Leaf -> Leaf

3 | Node(v, tl, tr) ->

4 Node(f v,

5 await (map f tl),

6 await (map f tr))

Figure 2. An asynchronous concurrent map on binary trees.
With our transformation, this function runs in 𝑂 (1) stack.

precisely transform such functions to run in constant stack
space. We now give some ideas how this transformation
proceeds on examples.

2 Tail-Modulo-Async/Await in Action
We now showcase our code transformation on the map exam-
ple from Figure 2. The transformed code is shown in source
syntax in Figure 3. It has been modified in several meaning-
ful ways which we detail in the rest of this section. First,
map now relies on map_dps in Destiny passing style, using
an output-argument d. Then, map_dps itself uses a new op-
erator, refine, to build the result in-place. Finally, recursive
calls to map have been replaced by tail-calls under fork.

2.1 Destiny Passing Style
The core of a tail-modulo [4] transformation is moving the
necessary context from the function body to its parameter.
An example of this is the continuation-passing-style where
the whole function continuation is passed as an argument.
Another case is destination-passing-style, used by Bour et al.
[1], that exposes the memory location to-be-filled during
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1 let map f l =

2 let d, promise = Destiny.fresh () in

3 map_dps d f l;

4 promise

5
6 let rec map_dps d f = function

7 | Leaf -> Destiny.refine d Leaf

8 | Node(v, tl, tr) ->

9 let ctx = Node(f v, Hole , Hole) in

10 let dl, dr = Destiny.refine d ctx

in

11 fork (map_dps dl f tl);

12 fork (map_dps dr f tr);

13 ()

Figure 3. Source version of the transformed code of the
concurrent map in Destiny Passing style.

computation. For Tail Modulo Async/Await, the context of
the computation is the destiny [3], i.e. where does the end-
result of the asynchronous computation should go. In prac-
tice, we rely on value with multiple holes, in the style of
Minamide [6].
With that in mind, we can take another look at map_dps

and explain the transformation. First, the top-levelmap func-
tion generates a destiny d and its associated promise with
Destiny.fresh. The destiny d points to a hole, and the
promise will contain the value when d is fully filled. map
then calls map_dps with the destiny d. map_dps never re-
turns any value, but will fill the holes in d. This allow us to
transform all its recursive calls to tail-calls under fork, on
Line 11 and 12. Looking back at the original code in Figure 2,
all we now need to deal with are the two constructors Leaf
and Node.

2.2 Constructors with refine

To implement constructors with mutliholes, and more gener-
ally "values with holes", we rely on Destiny.refine, whose
behavior is shown graphically on Figures 4 and 5.

In the simplest case, Destiny.refine takes as argument a
destiny d, a value v and fill d with v. This is illustrated in the
base case of map_dps, on Line 7, where d is filled (in place)
with Leaf. Naturally, v might itself contains holes! This is
the case in the Node case, as shown on Line 9-10. In this case,
Destiny.refine returns a set of destinies pointing to all the
new holes in the structure. For instance, Figure 4 illustrate
the situation where let d3, d4 = Destiny.refine d1 ctx.

Finally, at some point in the execution, the complete struc-
ture will become hole-free, as illustrated in Figure 5. At this
point, refine raises a flag to resolve the promise introduced
by Destiny.fresh.

Crucially, destinies are write-only, and only used linearly.
Indeed, since all calls are in tail position, the value inside a

ctxd2d1

→

ctx

d2

d3 d4

Figure 4. refine filling a destiny with a structure that has
holes. It allocates destinies to the holes of the structure, and
returns them.

d

ctx →

Figure 5. refine tracks internally the number of holes.
When it reaches zero, it sets a flag to True, and the promise
resolver can be called

destiny will not only be read once all computation is done,
through the promise. With that in mind, we can look at
Figure 4 and decompose what refine does here : it allocates
locations for each hole in the new context (𝑑3 and 𝑑4), it
replaces what 𝑑1 points to with 𝑐𝑡𝑥 , and updates the number
of holes inside the overall structure. If that count is 0, it sets
a flag to True, which means the promise can be resolved, as
seen in Figure 5

2.3 Chaining
Our DPS transformation turns asynchronous tail-modulo-
cons functions into asynchronous tail-recursive functions.
We can in fact handle more general cases, such as any ex-
pression await e in tail position. For instance, let’s go back
to Figure 2, but replacing f v with await (f v). f might
have a DPS version, which we could readily use. Otherwise,
we can still avoid having to await on f v by using chain.

Chains, introduced by Fernandez-Reyes et al. [2], allow to
delegate some asynchronous computation to another func-
tion. In our context, a chain is equivalent to adding a callback
indicating that, when f v is done, it should fill a given destiny
d. A naive implementation might cause long chains of indi-
rections. Following Fernandez-Reyes et al. [2], we implement
an optimized version adapted to our setup.
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3 Content of the Talk
In the talk, we will present the formalization of the opera-
tions and transformation, along with a partial proof of bisim-
ulation. We will showcase transformations on more com-
plex examples, and a work-in-progress implementation in
OCaml which leverages OCaml 5’s new concurrency capa-
bilities [7, 8].
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