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Abstract

The Internet of Things (IoT) is a growing area of technology and has
been identified as a key tool for enhancing industries’ operation and per-
formance. As IoT deployment rises worldwide, so do the threats; hence,
security, especially authentication and integrity, is a critical consideration.
One significant future threat is quantum attacks, which can only be de-
feated using Post-Quantum (PQ) cryptosystems. New Digital Signature
(DS) standards for PQ security have been selected by the US National
Institute of Standards and Technology (NIST). However, IoT comes with
its own technical challenges from the constrained resources allocated to
sensors and other similar devices. As a consequence, the use and suitabil-
ity of these PQ schemes for IoT remains an open research area. In this
paper, we identify an IoT architecture built from three distinct layers rep-
resented by a server, a gateway and an IoT device, respectively. We first
test PQ DS scheme standards and compare them with current standards
in order to assess their practicality for use in this architecture to pro-
vide authentication and integrity. Then, we select the most suitable PQ
scheme at each layer according to the features of the corresponding device
(server, gateway, IoT device) and the security property (authentication,
integrity). We finally carry out experiments on our selection and provide
an architectural model for making IoT communication and interaction PQ
secure.

Keywords: Post-quantum Cryptography, Authentication, Integrity, Inter-
net of Things.

1 Introduction

Internet of Things (IoT) refers to the use of connected devices for various pur-
poses such as logistics, transport, industrial and domestic applications. IoT
devices are already prevalent worldwide, and their number is forecast to in-
crease to 22 billion by 20251. As the use of IoT devices continues to grow,

1https://iot-analytics.com/number-connected-iot-devices/ (Accessed 22/03/24)
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one major concern is to secure communication between these devices to pro-
vide assurance that exchanged information has not been altered or come from
fraudulent entities.

The resources allocated to IoT devices are often very constrained. IoT de-
vices often run at 8-24MHz, with 16-32KB of Flash and 8-16KB of RAM2.
In comparison, an average laptop’s CPU is around 100 times faster, the flash
memory is around 10,000 times larger, and there is almost 1 million times more
RAM. The above observation will be an important challenge in the future.
Quantum computers, which have been planned to be available to a wide audi-
ence in a few decades, will break our current Internet security. To overcome
those threats, new cryptographic schemes, which are quantum resistant, must
be deployed. Nevertheless, those schemes are more cumbersome than the ones
currently used, making their successful implementation in IoT a concern.

1.1 Problem Statement

Digital Signature (DS) schemes are used to address two main security consid-
erations, integrity and authentication. Integrity is having assurance that data
has not been modified in transit by an unauthorized device. Authentication
is receiving assurance that the devices that a party is communicating with are
who they claim to be.

As we look into the future, one major security concern is the threat of
quantum computers, which are expected to break current DS schemes and other
public-key cryptographic standards in the next 15-20 years [31], thus making
Internet communication no longer secure [45]. Hence, new standards must be
created to ensure secure communication in the future. These new schemes, called
Post-Quantum (PQ) cryptosystems, need to provide security against quantum
attacks for devices that rely on classical computing.

When assessing PQ cryptosystems, IoT devices require special consideration.
Indeed, all proposed standards for security against quantum computing bring ex-
tra overhead in terms of computation, communication and storage [37]. On the
other hand, the resources allocated to IoT devices are often very constrained. In
addition, the management of underlying IoT networks, made of heterogeneous
devices, is complex. Therefore, PQ schemes that might be suitable for scenarios
such as communication between desktop computers and servers, can be imprac-
tical or even infeasible for use in an IoT context. In this paper, we will evaluate
and analyze PQ DS schemes, and compare them with cryptosystems deployed
nowadays, in order to select the most suitable ones, if any, for use in IoT.

1.2 Contributions

We propose a quantum resistant IoT architecture, made of three distinct layers
represented by a server, a gateway and an IoT device, respectively. We aim to

2https://csrc.nist.gov/CSRC/media/Events/third-pqc-standardization-
conference/documents/accepted-papers/atkins-requirements-pqc-iot-pqc2021.pdf (Accessed
on 22/03/24)
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integrate PQ authentication and integrity at all layers in our IoT framework. We
first perform experiments evaluating the computation, communication, and stor-
age costs of implementing PQ DS schemes selected for standardization, along
with current DS schemes (serving as a baseline reference). From the above
results, we identify the most suitable DS scheme for each party in our IoT
architecture, according to the underlying security consideration (either authen-
tication or integrity). Based on our scheme selection, we then outline the PQ
architectural model of interaction by carrying out tests on each party.

1.3 Roadmap

In Section 2, we detail the necessary background for our paper. In Section 3, we
present our IoT architecture. In Section 4, we test existing PQ DS schemes and
compare them with current DS schemes. We also select the most appropriate
PQ schemes based on the underlying party (server, gateway or IoT device) and
security property (authentication or integrity). In Section 5, we test the selected
schemes on their corresponding party. In Section 6, we discuss the state of the
art related to PQ authentication and integrity in IoT. In Section 7, we conclude
our paper and suggest possible areas for future work.

2 Background

2.1 Digital Signatures

A DS scheme consists of three probabilistic polynomial time algorithms, denoted
as KeyGen, Sign and Verify, such that:

� KeyGen(λ) → (pk, sk) is an algorithm that takes a security parameter λ,
and outputs the pair of public key pk and private key sk.

� Sign(sk,m)→ σ is an algorithm taking the private key sk and the to-be-
signed message m and outputs a signature σ.

� Verify(pk,m, σ)→ {Accept, Reject} is an algorithm taking the messagem,
its signature σ along with the supposed signing public key pk and either
outputs Accept if σ is a valid signature for m with pk or Reject otherwise.

Correctness If (pk, sk) ← KeyGen(λ) and σ ← Sign(m, sk) for a given mes-
sage m, then Verify(m,σ, pk)→ Accept.

Unforgeability We are interested in DS schemes that are existentially un-
forgeable under a chosen-message attack [15]. Informally, let an adversary get
access to signatures for messages that she chooses. This adversary must not
be able to create a valid signature for a new message. When unforgeability is
assured, DS schemes can be used to provide assurance of authentication as well
as data integrity [1].
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2.2 Authentication

Authentication is achieved by establishing the identity of the communicating
parties. This can be done one-way, such that only one party verifies the other,
or mutually, that is the two communicating parties verify each other’s identity.
Authentication can be achieved using digital certificates, as on the Internet [9].
A certificate links a public key to its owner by having a trusted Certification
Authority (CA) sign the contents of the certificate (including the public key and
identifying information such as the name of the owner).

Let Alice want to authenticate Bob. She receives his digital certificate, and
as long as the CA can be trusted, she can authenticate Bob by verifying the
signature attached to the certificate. For mutual authentication, Bob will also
receive Alice’s digital certificate and check the embedded signature.

Nowadays, the management of these keys and certificates is carried out by a
Public-Key Infrastructure (PKI). The most commonly used certificate is X.509,
which includes information such as a unique ID for the certificate, the underlying
DS scheme, the ID of the CA that issued the certificate, the ID of the certificate
owner, and their public key [2].

2.3 Integrity

Integrity is achieved through the signing of the messages that are sent between
two parties. Digital signatures are generated for specific messages: if the mes-
sage is modified in transit, then the signature becomes invalid. The party that
receives the signature and message can use the public key of the signer to verify
the signature.

Let Alice receive a message-signature pair from Bob. She can use Bob’s
public verification key to check the validity of the signature, assuring that the
received message is indeed the one that Bob sent.

2.4 Post-Quantum Cryptography

PQ cryptography includes DS schemes and Key Encapsulation Mechanisms
(KEMs). DS schemes have been described in Section 2.1. KEMs are used
for achieving key agreement as follows: a key is generated and then encapsu-
lated (encryption) with the other party’s public key. The encapsulated key is
then sent to the other party, which decapsulates the key (decryption) using their
private key. This results in a shared secret key between the two parties [10].

There are five main types of PQ cryptosystems, based on the following:
lattices, codes, multivariate polynomials, isogenies and hash functions. The
two PQ constructions that have been used in the DS schemes we will test are
lattices and hash functions. There have been other proposed PQ cryptographic
schemes that have not fallen under these categories. However, there is not as
much confidence in these cryptosystems due to a lack of research [13].

Lattice-based cryptosystems use a lattice: a set of points periodically struc-
tured in n-dimensional space. Lattice-based problems are hard and hence pro-
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vide security. These problems are also comparatively simple, parallelizable and
efficient to implement [30].

Hash-based schemes can only be used for PQ DS schemes. Security is pro-
vided based on the collision resistance of the hash function. However, the num-
ber of signatures that can be produced with these PQ schemes is limited, unless
the size of the signatures is increased [12].

Standardization The U.S. National Institute of Standards and Technology
(NIST) is responsible for providing standards and support for technological
advancements all around the world. The NIST began a competition in 2016 for
proposing PQ cryptographic standards.

NIST announced the selected PQ KEM and DS standards in 20223. In this
paper, we only focus on authentication and integrity, and hence, on DS schemes.
For our experiments, we have tested all PQ DS schemes cryptosystems chosen
by NIST.

3 Overview

3.1 IoT Architecture

IoT architectures are not standardized, so the design and implementation of
architectures appropriate for IoT devices is challenging. Nonetheless, a 3-layer
architecture is one of the most popular architectures [20] and was thus chosen
as the architecture we follow. This architecture is like a triangle where there is
one server (at the top) connected to many gateways (in the middle), and each
gateway is connected to multiple IoT devices (at the bottom).

The bottom layer is the IoT device layer. It has the highest number of
devices, from tens to hundreds of devices [25], and they all only communicate
with a dedicated gateway. The devices in this layer are mainly sensors whose
resources are noticeably limited, so they are focused on simple operations such
as data collection.

The middle layer is a gateway that communicates with the server and mul-
tiple IoT devices. The gateway is expected to be less constrained than the IoT
devices but more constrained than the server. The gateway will receive mes-
sages from the IoT devices that are connected to it. Then, it will collate and
pass those messages to the upper layer for further data analysis.

The top layer is the central server where most processing and storage occur.
The server can be seen as a powerful party with large resources. It will be in
communication with the gateways in the network. The server makes decisions
based on information received from gateways, and identifies if changes need to
be made to the operations in the IoT system. The data processing and analysis
done by the server is made available in order to let the network benefit from
them.

3https://csrc.nist.gov/projects/post-quantum-cryptography (Accessed 15/02/24)
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Use Case IoT technologies can be used in agricultural environments, in par-
ticular for monitoring nutrients, water, fertilizer and pesticide usage, and pH
levels. Areas that rely on long-term data collection such as production and
crop-cycle prediction are of interest for smart agriculture. Indeed, monitor-
ing is facilitated by sensors and effective data collection improves the accuracy
of predictions [4]. Another example is through supervising livestock, enabling
enhanced productivity and better animal welfare [19,43].

We aim to deploy our 3-layer architecture in such a smart agriculture context.
At the bottom, multiple sensors are scattered across the agricultural field, for
data collection and monitoring. In the middle, a gateway links the sensors to
the server representing the local farm’s network, by processing and broadcasting
data collected by sensors. At the top, the server supervises the local network
and connects it with the Internet. Further data processing and analysis are
done by the server and made available to the network to accurately adjust to
the best farming practices.

3.2 IoT Authentication

The cost and complexity of implementing certificates is a major constraint for
IoT PKI [14]. This constraint has been addressed through moving computation
for mutual authentication to more powerful devices [26] or replacing CAs to local
actors [14]. Moreover, the size of the public key and signature has a large impact
on the size of the certificates, and hence, on the related communication cost [38].
Therefore, we must take into account these different elements to identify an
authentication protocol enabling an effective, yet local and distributed, PKI
management.

Having one-way authentication leaves the IoT network open to attacks such
as device forgery and impersonation [3, 29, 35]. Hence, mutual authentication
is important in IoT networks to ensure that each device knows who they are
communicating with. We benefit from the implicit hierarchy in our 3-layer
architecture to generate and deliver digital certificates. At the top, an external
CA, similar to the one found in the Internet, authenticates the server since the
latter acts as a bridge between the local IoT network and the Internet. At
the middle layer, the server plays the role of a Registration Authority (RA) for
the network it represents, and thus for the gateways. It will first authenticate
the gateway by creating and signing a local certificate. In return, the gateway
can authenticate the server by checking the signature of the CA on the server’s
certificate. Then, the gateway generates and signs a certificate for each IoT
device connected to it. On the other hand, those devices can authenticate the
gateway by verifying the signature of the server on the gateway’s certificate.

Within our hierarchical architecture, certificate generation begins at the top
(i.e. server). In particular, the root CA generates the certificate for the server,
which then generates the certificate for the gateway, which then generates the
certificate for the IoT devices. This same hierarchy is used when updating
certificates. We illustrate the mutual authentication process within our 3-layer
architecture in Fig. 1 and 2.

6



Figure 1: Certifi-
cate Generation

Figure 2: Certifi-
cate Verification

Use Case Following our smart agricultural example, the server, acting as a
RA, leads the whole farm network. It registers every gateway in this network,
by confirming their identity through certificate deployment. For instance, each
gateway represents a paddock where multiple sensors are disseminated. Gate-
ways also authenticate the server by requesting its certificate. Once mutual
authentication has happened between the server and gateway, the latter, also
acting as a RA, registers every sensor connected to it, by confirming its iden-
tity through certificate deployment. In return, sensors also authenticate their
gateway by requesting its certificate.

3.3 IoT Integrity

Once authentication is established, the parties in our IoT model are required
to sign and verify signatures to provide integrity at all layers. At the bottom
layer, each IoT device senses and collects data, which is then forwarded to the
gateway for further analysis. Hence, the main task of the IoT device is to
sign messages containing collected data, and send message-signature pairs to
the gateway. At the middle layer, the gateway often receives messages from
IoT devices, along with sending messages to the server, at a lower frequency,
for further data processing and analysis. The main tasks of the gateway are
to verify devices’ signatures and to sign and send messages to the server. At
the upper layer, the server receives messages from the gateway. Hence, while
the resources of the server are not a concern, our main focus for this remains
signature verification.

Use Case In a smart agriculture context, the sensors on the field must sign
their collected data, prior to sending them to the gateway. The gateway first
collates the received information and if valid, it groups it. It then signs the
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Figure 3: Performance of DS w.r.t. Number of Clock Cycles

grouped data and sends it to the server for further analysis and storage.

4 Preliminary Testing

To achieve effective authentication and integrity in our IoT hierarchical design,
we need to assess PQ DS schemes and compare them with existing ones as
a baseline reference. Therefore, we start by carrying out tests of several DS
schemes, both classic and PQ. The U.S. NIST has two standardized classic DS
schemes that are currently used for Internet communication, extending the orig-
inal Digital Signature Algorithm (DSA) which is no longer considered secure [1].
NIST has also drafted standards for three PQ DS schemes4. The five tested DS
schemes are the following:

� ECDSA extends DSA to groups built from elliptic curves, whose security
relies on the discrete logarithm problem [1].

� RSA DSA extends DSA with the RSA algorithm, which is based on prime
number factorization [1].

� CRYSTALS-Dilithium (Dilithium) is a lattice-based DS scheme, based
on the Learning With Errors (LWE) and Short Integer Solution (SIS)
problems [42].

4https://csrc.nist.gov/Projects/post-quantum-cryptography/selected-algorithms-2022
(Accessed on 17/04/24)
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� Falcon is based on the SIS problem, over Nth degree Truncated Polyno-
mial Ring Unit (NTRU) lattices [41].

� SPHINCS+ is a stateless hash-based DS scheme that provides security
based on the collision resistance of the underlying hash function [6].

NIST has used five security levels as benchmarks for the proposed PQ
schemes5. Security levels 1, 3 and 5 correspond to being as difficult to break
as a block cipher with 128-, 192- and 256-bit keys. Security levels 2 and 4 cor-
respond to being as difficult to break as 256- and 384-bit hash functions. We
compare the above PQ schemes with classic DS schemes as a baseline reference,
w.r.t. their security levels.

Dilithium can be run at security level 2 (Dilithium2), 3 (Dilithium3) and 5
(Dilithium5). SPHINCs+ can be run at security level 1 (SPHINCS+128s), 3
(SPHINCS+192s) and 5 (SPHINCS+256s). Falcon can be run at security level
1 (Falcon-512) and 5 (Falcon-1024).

4.1 Implementation

The implementation of both classic and PQ schemes is done using the supercop
benchmarking tool6. We use liboqs7 for the implementation of the PQ DS
schemes. We ran PQ DS schemes with all of their available constructions (i.e.
at different security levels). Note that SPHINCS+ can be used with different
hash functions. Therefore, we choose to run SPHINCS+ with the SHAKE hash
function since it results in smaller signature sizes, which are the biggest limiting
factor [6]. The number of calculations that occurred in 3 seconds was recorded
for each step of the DS scheme, i.e. key generation, signing and verification, for
messages of size 100B. Tests are run on an HP computer running Linux with an
Intel Core i5 at 2.3GHz and 8GB of RAM.

We focus on computational, communication and storage costs, w.r.t. the
completion of all the steps of the tested DS schemes. In particular, we consider
the time taken and the memory usage to assess the computation overhead.
Communication cost is the overhead caused by exchanging the DS-related data
among participating parties. For instance, we evaluate the impact of the sizes
of the components (e.g. signature) when broadcasting them. Storage cost is
the overhead caused by the sizes of the components that must be stored by the
parties to proceed with signing and verifying (e.g. public and private keys).
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Scheme Public Key Private Key Signature
ECDSA 132 198 132
RSA 256 2048 256
SPHINCS+ 64 128 29,792
Falcon 1,793 2,305 1,280
Dilithium 2,592 4,864 4,595

Table 1: Component sizes (B) of DS at security level 5

4.2 Results

4.2.1 Component Size

The sizes of the components of the different DS schemes at security level 5 can
be seen in Table 1. Overall, the classic ECDSA and RSA schemes have much
smaller component sizes than their PQ counterparts. Falcon and Dilithium have
components one order of magnitude larger than the classic schemes. SPHINCS+
has a comparable key size but a signature two orders of magnitude larger than
the classic schemes. The storage costs incurred by signing and verifying, i.e.
storing private and public keys, will be the least for SPHINCS+, followed by
Falcon and Dilithium.

A digital certificate includes identifying information about the certificate
owner, the owner’s public key, and the CA’s signature. While the amount of
identifying information remains constant, the sizes of the signature and key de-
pend on the underlying DS scheme. Using a PQ DS scheme noticeably increases
the component size, and so the certificate size. Compared to ECDSA, the Fal-
con pair of public key and signature is 15 times larger, the Dilithium pair is
35 times larger, and the SPHINCS+ pair is 150 times larger. A current X.509
certificate using RSA is around 1.5KB [22], while it reaches 4KB using Falcon
(2.6 times larger), 8KB using Dilithium (5 times larger) and up to 31KB using
SPHINCS+ (20 times larger). The X.509 certificate sizes for classic and PQ DS
schemes can be seen in Fig. 4.

4.2.2 Computational Cost

Comparison with Classic DS Preliminary results related to the clock cycles
needed for signing and verification are shown in Fig. 3 in their log form. A clock
cycle is one complete CPU operation. Therefore, the number of clock cycles
indicates the amount of computation and time. We notice that SPHINCS+
requires a higher cycle count for both signing and verification. Dilithium has a
smaller cycle count needed for both steps than any other scheme, including the
current DSA-based standards; however, RSA still has slightly faster verification.

5https://csrc.nist.gov/Projects/Post-Quantum-Cryptography/Post-Quantum-
Cryptography-Standardization/Evaluation-Criteria/Security-(Evaluation-Criteria) (Accessed
11/02/24)

6https://bench.cr.yp.to/supercop.html (Accessed on 14/04/24)
7https://openquantumsafe.org/liboqs/ (Accessed 14/02/24)
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Figure 4: Sizes of One X.509 Certificate with Different DS Schemes

Falcon has a greater cycle count than Dilithium for signing but has a similar
cycle count for verification. The only PQ DS scheme with a marked increase
in clock cycles is thus SPHINCS+. Successfully, Dilithium and Falcon have
either a smaller or comparable number of clock cycles at all security levels to
the classic schemes currently used.

Time Taken for Key Generation The time taken for key generation is
shown in Fig. 5. We see that Dilithium, at all security levels, is much faster
than the other schemes. Timing results are 0.038ms, 0.063ms, and 0.111ms for
security level 2, 3 and 5, respectively, compared to 9.5ms and 26.4ms for Falcon
at security level 1 and 5, and 51.1ms, 75.7ms, and 49.5ms. It is interesting to
see that level 5 is faster but matches what has been seen by other benchmarks8.
This makes Dilithium at security level 2 250 times faster than Falcon and over
1,000 times faster than SPHINCS+, both at level 1. Dilithium is also 240 times
faster than Falcon and 450 times faster than SPHINCS+ at the highest security
level.

Time Taken for Signature Generation The time taken for signing, as
shown in Fig. 6, is relatively similar for Dilithium and Falcon, with Falcon taking
slightly longer and signing with SPHINCS+ taking the longest. Signing takes
0.102ms, 0.166ms and 0.211ms for Dilithium at level 2, 3 and 5, respectively.
Falcon takes 0.338ms at level 1 and 0.6668ms at level 5. SPHINCS+ takes 388ms
at level 1 and 672ms at both levels 3 and 5. Interestingly, in the SPHINCS+

8https://bench.cr.yp.to/primitives-sign.html (Accessed on 29/04/24)
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Figure 5: Time Taken for Key Generation

Figure 6: Time Taken for Signature Generation

submission package [6], the authors showed that signing is slightly faster with
SPHINCS+256 than with SPHINCS+192, whereas we found the values to be
basically the same for the two versions. Falcon is generally 3 times slower than
Dilithium but 1,000 times faster than SPHINCS+ at all security levels.

Time Taken for Signature Verification Signature verification time, as
seen in Fig. 7, shows that Dilithium is generally the fastest algorithm. However,
Falcon at level 1 is faster than Dilithium at level 2. Again, SPHINCS+ is the
slowest scheme. Verification with Dilithium at level 2 takes 0.036ms, at level
3 0.064ms, and at level 5 0.097ms. Time taken for verifying with Falcon takes
0.058ms and 0.115ms for level 1 and 5, respectively, and with SPHINCS+ is
0.564ms, 0.739ms and 1.10ms for security level 1, 3 and 5, respectively. Falcon
is generally 10 times faster than SPHINCS+, but between 1.2 and 1.5 times

12



Figure 7: Time Taken for Signature Verification

Figure 8: Memory Used at Level 5

slower than Dilithium.

Memory Usage We report the memory used at all steps (key generation,
signing and verification) at security level 5 in Fig. 8. The memory required
for key generation is the least for SPHINCS+. Dilithium requires nearly 20KB
of extra memory and Falcon needs only slightly less memory for that step.
For signing, SPHINCS+ also requires the least memory, followed by Falcon
and Dilithium. Finally, for verification, Falcon requires the least memory.
SPHINCS+ requires around twice as much memory and Dilithium slightly more
than that.

13



Private Key / Public Key
Pair Specification Private Key Public Key Total
SPHINCS+ / SPHINCS+ 128 64 192
SPHINCS+ / Falcon 128 1793 1921
SPHINCS+ / Dilithium 128 2592 2720
Falcon / SPHINCS+ 2305 64 2369
Falcon / Falcon 2305 1793 4098
Falcon / Dilithium 2305 2592 4897
Dilithium / SPHINCS+ 4864 64 4928
Dilithium / Falcon 4864 1793 6657
Dilithium / Dilithium 4864 2592 7456

Table 2: Storage Costs (B) at Security Level 5

4.2.3 Storage Cost

To securely and successfully communicate with each other, parties must store
their own private key, along with the public keys of all other parties in the IoT
network. Therefore, it is important to evaluate and analyse the storage cost
implied by the private and public key sizes. In Table 2, the size (in Bytes) of
combining private and public keys is given for all PQ DS schemes. We highlight
in red the worst cost and in green the best cost. SPHINCS+ is the best scheme
since the key pairs where at least one of them is from SPHINCS+ have smaller
storage costs than any other pairs. Falcon key pairs are one order of magnitude
larger than SPHINCS+ pairs but about half the size of Dilithium pairs.

4.2.4 Communication Cost

In Table 3, we evaluate the information (in Bytes) that must be communicated
for each PQ DS scheme. Specifically, the communication overhead is made up
of the signature and the public key that must be exchanged. We highlight in
red the worst cost and in green the best cost. Falcon has the smallest amount of
information, followed by Dilithium and SPHINCS+. Dilithium’s communication
overhead is just over twice as large as Falcon’s overhead, and SPHINCS+ has
an overhead that is about four times larger than Dilithium.

4.3 Scheme Selection

Here, we discuss the above results in order to make the best scheme choices for
our PQ implementation of our IoT 3-layer model of interaction.

4.3.1 Authentication

We start by focusing on the incurred communication costs since they depend on
the size of the certificate (which embeds a public key and a signature) that needs
to be exchanged, and thus on the underlying DS scheme that is used to generate

14



Scheme Public Key Signature Total
Dilithium2 1312 2420 3732
Dilithium3 1952 3293 5245
Dilithium5 2592 4595 7187
Falcon-512 897 666 1563
Falcon-1024 1793 1280 3073
SPHINCS+128s 32 7856 7888
SPHINCS+192s 48 16224 16272
SPHINCS+256s 64 29792 29856

Table 3: Communication Costs (B)

the certificate signature. As SPHINCS+ has significantly larger signatures than
any other PQ DS scheme, the resulting communication overhead makes it the
least interesting choice for our IoT use case.

Falcon uses the smallest combination of PQ public key and signature. There-
fore, we would use Falcon for certificate generation for the server and gateway.
The slight increase in time would be compensated by the decrease in param-
eter size and memory usage required. A certificate using Falcon needs 1.6KB
and 3.1KB of space for the public key and signature, for security level 1 and 5,
respectively.

However, due to the need for double precision floating-point values, most
IoT devices cannot accept Falcon. Therefore, the best option for IoT devices
is to choose Dilithium. This means that the certificate will include a Dilithium
signature and public key which will be 3.7KB, 5.2KB and 7.2KB depending on
the security level 2, 3 and 5, respectively.

4.3.2 Integrity

We start by focusing on the communication overhead which involves the addition
of a signature to each message sent. Regarding computing costs at the bottom
IoT layer, the focus is on minimizing the time taken and memory usage when
signing. We discard SPHINCS+ since this scheme has the longest timings at all
steps. On the other hand, the shortest times are found with Dilithium. Falcon
shows better memory usage results than Dilithium. Nevertheless, as already
mentioned previously, floating-points are used in Falcon, making it impractical
for use by IoT devices. Hence, Dilithium is the best choice for that layer.
Dilithium also requires the least amount of clock cycles to complete signature
generation, which is an important consideration when trying to minimize the
power consumption of running such a scheme on these IoT devices. Moreover, at
the gateway, the focus is on minimizing time and memory usage when verifying
signature and message pairs. Dilithium-based verification is well suited for the
middle layer.

Both the gateway and server are more powerful parties than IoT devices, and
can thus handle calculations with floating-point values. Falcon shows a good
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Security Party Scheme Consideration

Authentication
Server Falcon Communication
Gateway Falcon Communication
IoT Device Dilithium Computation

Integrity
Gateway-Server Falcon Communication
IoT Device-Gateway Dilithium Computation

Table 4: Scheme Selection

trade-off between timing and memory costs, even if Falcon is slightly slower than
Dilithium and requires more memory than SPHINCS+. Consequently, Falcon
is a good choice for securing interactions between the gateway and server.

4.3.3 Summary

In Table 4, we summarise our PQ scheme selection. Depending on the context
(e.g. authentication and integrity in IoT), various factors such as communica-
tion and computation costs need to be considered. In our testing, the server and
gateway are mainly impacted by communication overheads. Thus, we have cho-
sen Falcon due to smaller component sizes. The IoT device is mostly impacted
by computation costs. Therefore, we have chosen Dilithium since it requires
the least amount of computation. We have not selected SPHINCS+ due to the
large signature sizes and time required for computation. However, if keeping
the memory footprint as low as possible is the top priority, then SPHINCS+
would be the most suitable choice.

To conclude, we propose to use a mixed-certificate chain for PQ authenti-
cation [34]. In doing so, we cleverly mix the PQ schemes at different layers to
reduce the size of the certificates. Similarly, for integrity, we combine different
PQ DS schemes to benefit as much as possible of their pros while minimizing
their cons according to parties’ specific features.

5 Main Testing

In this section, we implement and evaluate the selected PQ schemes following
our IoT 3-layer architecture.

5.1 Implementation

To represent our IoT device in our hierarchical architecture, we run the imple-
mentation on an Arduino Due with an AT91SAM3X8E processor, running at
84MHz with 96KB of RAM and 512KB of flash memory. To represent our gate-
way, we choose the Raspberry Pi (RPi) 4 Model B with a Quad Core ARM64
Cortex-A72 processor, running at 1.5GHz with 1GB of RAM. Finally, to repre-
sent our server, we do the testing on a Linux-based HP computer, with an Intel
Core i5 Processor running at 2.3GHz with 8GB of RAM.
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We use liboqs9 for the implementation of the DS schemes on our computer
and RPi. We use the Cortex-M implementation that was outlined in [16] for our
Arduino Due. Note that an optimization is necessary to feasibly run Dilithium
on the Arduino Due. This optimization has been done specifically for the in-
struction set used by the Arduino Due.

5.2 Results

5.2.1 Authentication

Server and gateway Generating keys on the computer using Falcon takes
9.5ms and 26.4ms at security level 1 and 5, respectively. Generating keys on the
RPi using Falcon takes 19ms with 30KB of memory at level 1, and 53ms with
49KB of memory at level 5. To generate a Falcon signature for the certificate,
it takes 0.338ms at level 1 and 0.667ms at level 5 on the computer, and 0.668ms
at level 1 and 1.330ms at level 5 on the RPi. Note that the above steps only
happen when a new certificate is generated, i.e. every 1-10 years [34], hence these
overheads are acceptable. Verifying the Falcon signature of a received certificate
takes 0.058ms and 0.115ms on the computer, and 0.088ms and 0.173ms on the
RPi, for level 1 and 5, respectively.

Moreover, the storage capacity and memory usage on the computer are mini-
mal in comparison to the available resources. For the RPi, the storage of around
3KB is required for the highest security level, that is manageable given the 1GB
of RAM.

IoT Device Key generation using Dilithium on the Arduino Due takes 0.3ms
and 0.4ms for security level 2 and 3, respectively. Note that the time taken is
less than the one for the other parties (computer and RPi) running Falcon. The
IoT device does not need to generate any certificates, so no signing is needed
(which is the most intensive step). Verification takes 0.3ms at security level 2,
and 0.4ms at security level 3. Hence, this optimization of Dilithium made for
the Arduino Due is very suitable.

The IoT device stores a key pair, whose size ranges from 4KB to 7.5KB,
from the lowest to the highest security level. The Arduino Due has 512KB of
flash memory, thus such a storage cost should be feasible in practice.

5.2.2 Integrity

Server-Gateway The communication between the server and gateway is se-
cured using Falcon. In particular, the main gateway’s task is to sign messages
while the main server’s task is to verify message-signature pairs. Timings for
these steps, taken by the gateway (RPi) and the server (computer) respectively,
can be seen in Fig. 9. The time taken on the RPi for signing at security level 2
is nearly twice as long as signing at security level 1 (1.33ms and 0.668ms resp.).
Signing requires a maximum of 4KB of storage (keys) and 97KB of memory for

9https://openquantumsafe.org/liboqs/ (Accessed 14/02/24)
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Figure 9: Server-Gateway Communication

processing. Given the 1GB of available RAM on the RPi, if signing happens
moderately, say once every 30 seconds, then choosing Falcon for the gateway is
reasonable. As seen in Fig. 9, Falcon’s signature verification on the computer
takes 0.058ms at security level 1 and 0.115ms at security level 5. The memory
required for processing is just less than 20KB which is negligible for a computer.

Gateway-IoT Device Dilithium is used to secure the interactions between
the gateway and IoT device. In particular, the latter mostly signs messages from
collected data and the former verifies the corresponding signatures for further
data processing. The time taken to sign messages on the Arduino Due is around
4ms at security levels 2 and 3, as seen in Fig. 10. Note that the optimization
used for the Arduino Due (IoT device) is only available for security levels 2
and 3 due to the technical constraints of the device. For the RPi (gateway),
the time taken to verify these signatures is 0.15ms and 0.26ms for levels 2 and
3, respectively. This means that the overall processing has an overhead of less
than 5ms in total for each message. If the frequency of signing is less than once
every second, then the observed time taken should be acceptable. Moreover,
we found that the size of the message did not affect the timing to generate the
signature.

The memory required for signing on the Arduino Due optimization takes
10.5KB for security level 2 and 11.5KB for security level 3. This places the stack
size required to run Dilithium at just over 10% and 12% of the available RAM
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Figure 10: Gateway-IoT Device Communicationn

on the Arduino Due, respectively. The Arduino Due also needs to store a copy
of the IoT device’s private key in order to generate signatures, which requires
2.5KB and 4.0KB of storage for levels 2 and 3, respectively. The memory
required for verification on the RPi is 32KB for security level 2 and 39KB for
security level 3. Given the available 1GB of RAM, such a cost should not cause
problems.

5.3 Discussion

Authentication We recall that we choose Dilithium for the IoT device since
its execution is the fastest among all schemes. Our experiments demonstrate
that its optimization is computationally fast on the Arduino Due, even more
than the competing Falcon running its original version on the more powerful
RPi and computer.

We chose to deploy a mixed-certificate chain for authentication. The size of
the parameters (keys, signatures), and thus of the certificates, decreases thanks
to the combination of Falcon and Dilithium (rather than using Dilithium only).
One may suggest to use Dilithium alone since this scheme is the best one re-
garding computational costs. However, certificate generation only happens once
while certificate storage remains throughout the lifespan of all involved parties.
Therefore, minimizing certificate storage costs is of greater concern, motivating
our choice of a mixed-certificate chain.
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Integrity Regarding the IoT device-gateway interaction (Dilithium), com-
munication and storage costs remain substantial while computational costs are
moderate. Regarding the gateway-server interaction (Falcon), the computation
costs are noticeable but the communication and storage costs stay reasonable.
Nevertheless, to provide robust security against quantum attacks, additional
overheads must be accepted. Indeed, both Falcon and Dilithium result in pa-
rameter sizes that are an order of magnitude larger than the ones from current
standards. Note that those extra costs may have an apparent impact on the IoT
device (Arduino Due) but less on the gateway and server since they are more
powerful.

To guarantee integrity, we propose to embed two schemes, Dilithium and
Falcon, in our 3-layer architecture. Consequently, the gateway stores two pairs
of public and private keys. At the highest security level, a total of 11.5KB
is needed, which is negligible compared to the 1GB storage available on the
RPi. On the other side, the server and IoT device store one pair of keys only.
The server requires 4KB from the 8GB of available storage, which is negligible.
The IoT device requires around 1.5% of its available storage (i.e. 7.5KB out of
512KB), which is acceptable.

Use Case We now explore the way to deploy our PQ secure 3-layer model
of interaction in the context of smart agriculture. We assume that certificates
are valid for two years. Consequently, we choose to run Falcon and Dilithium
at their highest security level, namely 5 and 3 respectively. We recall that the
optimization of Dilithium for the Arduino Due, and thus the IoT device, is not
available at the security level 5.

Let us illustrate our use case with a specific example. A small farm is
composed of five fields used to grow crops. Each field is managed by a gateway,
and the whole farm by an unique server. Each field, thus gateway, has eight
sensors These devices are used to measure, among others, soil, temperature,
humidity and atmospheric data. We assume that sensors send updates to the
gateway regularly, say every 15 minutes. Then, the gateway processes and
aggregates the updates, which results in a message which is sent to the server.

We consider that the data collected and broadcast to the gateway is low-
risk. Thus, we select Dilithium at the security level 2 for the IoT device-gateway
communication and Falcon at the security level 1 for the gateway-server com-
munication. Moreover, each sensor must store 2.8KB for its private key and
the gateway’s public key. Each gateway needs around 15KB to store both its
Dilithium and Falcon private keys, the eight IoT devices and server’s public
keys. Finally, the server keeps around 5.8KB for its private key and the five
gateways’ public keys. From the above observations, one concern is the storage
costs since keys must be stored long term for each interaction. The gateway has
higher storage costs compared to the other two parties, because of the number
of connections (eight devices per gateway). However, considering the storage
available on the RPi, the costs represent less than 0.0002%.

We also found that the time needed to sign messages (around 4ms for the
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IoT device and less than 1.5ms for the gateway) was reasonable. In our smart
agriculture scenario, we assume that communication occurs periodically once
every 15 minutes, hence the above signing time has a low impact on the overall
system.

Therefore, our experiments demonstrate that our proposed 3-layer archi-
tecture with PQ integrity and authentication is suitable in the case of smart
agriculture.

6 Related Work

Communication Protocol Existing work has been done to achieve PQ au-
thentication and integrity in a specific IoT communication protocol, namely
the Datagram TLS (DTLS) protocol. Both [39] and [33] focus on developing
a lightweight PQ communication interaction over DTLS. However, the authors
consider the schemes NTRU and qTESLA, which have not been selected for
standardization by NIST. In [28], the authors present a full PQ DTLS hand-
shake protocol. They identify the best NIST finalist PQ schemes to be used
by IoT devices and evaluate the associated costs. However, none of these pa-
pers consider an IoT 3-layer model of interaction between distinct parties with
different resources.

Authentication There have been a few existing works focusing on transition-
ing authentication to the PQ era. In [21], the authors identify that PQ schemes
have a significant impact on the costs associated with deploying X.509 certifi-
cates, but conclude that it is still feasible. Though, a similar deployment in
time-sensitive or resource constrained environments would be difficult. In [36],
the authors look into deploying X.509 certificates using the selected NIST final-
ists and find that careful considerations must be made to manage the overheads.

Combining several (PQ and non-PQ) schemes in a certificate for the tran-
sition to the PQ era was first proposed in [8] as a “hybrid” certificate. How-
ever, the authors do not consider the possible inefficiencies with the use of PQ
schemes. However, this “hybrid” design was tested in [21]. While the time
taken was noticeable, the authors deemed 200ms negligible. However, such a
value could have a severe impact in specific contexts such as IoT.

In [34], the authors outline a protocol for “mixed-certificate chains” combin-
ing different DS schemes at the various levels of the certificate chain. They use
SPHINCS+ at the root level with either ECDSA, Dilithium or Falcon used at
the lower levels. This proposed protocol improves the signing time but still has
substantial certificate sizes. Consequently, the storage overhead might have a
negative effect in an IoT environment. It also requires the end entity to carry
out multiple verifications, using the different schemes in the certificate chain.
In [27], the authors propose a lightweight option for a PQ certificate chain by
using a combination of XMSS and Dilithium. However, XMSS is not a NIST
finalist.
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Integrity In [40], the authors assess the suitability of PQ DS schemes, in-
cluding those selected for standardization by NIST, in IoT by running them
on different processors. However, those experiments are collated from external
sources which used different experimental setups, making the comparison diffi-
cult. In [44], the authors evaluate the feasibility of PQ DS schemes in resource-
constrained environments such as IoT. However, the evaluation remains too
generic.

There have been several proposed optimized implementations of the NIST
PQ DS schemes finalists for processors commonly found in IoT: Dilithium [5,
11, 16, 18, 32], Falcon [5, 23, 24], and SPHINCS+ [7, 17]. These optimizations
generally improve compared to more generic implementations. However, these
are specific to the given processor, thus cannot be easily deployed.

7 Conclusion and Future Work

In this paper, we developed a PQ 3-layer IoT architecture. First, we have tested
all to-be-standardized PQ DS schemes to provide authentication and integrity
within our model of interaction. In particular, we have considered their compu-
tation, communication and storage costs to better select them in function of the
features of the party at each level (server, gateway, IoT device). Based on our se-
lection, we conducted further tests on specific devices (computer, RPi, Arduino
Due) within our IoT architecture. Our assessment revealed that Dilithium is a
suitable choice for IoT devices, while Falcon performs better for more powerful
entities like the gateway and server. When using a mixed-DS approach with
Falcon and Dilithium, we observed a reduction in the communication overhead
by about 45% compared to using a Dilithium-only approach.

Future work includes running similar tests on other resource-constrained
devices, such as ARM cortex-M4 and -M3, to confirm our findings regarding
Dilithium’s suitability for IoT devices. Additionally, we would test Falcon on
IoT devices equipped with processors that can perform floating-point calcula-
tions, such as STM32. Another avenue for future research involves utilizing
a connected IoT testbed to observe the communication overhead in practice
within our proposed mixed-DS 3-layer architecture.
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