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Abstract
Understanding variability in large software systems poses signifi-
cant challenges for developers, especially when variability is im-
plemented within a single codebase using diverse language mecha-
nisms like in TypeScript. In this language, one can implement vari-
ability with traditional Object-Oriented (OO) techniques, but also
with dynamic loading mechanisms that organize different forms
of clones in sub-directories and files serving as internal variants.
While certain approaches may facilitate partial identification or
visualization, there exists no solution for handling all variability
mechanisms simultaneously.

In this paper, we propose an approach by detecting all mecha-
nisms and integrating two city-based representations to visualize
these implemented variabilities. The first representation adapts the
VariCity visualization and focuses on OO variability with classes
as buildings and usage relationships as streets. The second rep-
resentation leverages a codebase analysis combined with a code
clone detection technique to visualize the directory hierarchy as
streets and files as circular districts with shades and colors to high-
light cloning. Some visual mechanisms enable to display relevant
relationships between them, unveiling patterns of cross-usage and
variability architecture. We also report on the application of the
tooled approach on several large open-source systems.

CCS Concepts
• Software and its engineering → Software product lines;
Software reverse engineering; • Human-centered computing
→ Visualization systems and tools.

Keywords
software variability, software visualization, reverse-engineering,
code clones, clone detection

1 Introduction
Variability is more and more present in all forms and scales of
modern software-intensive systems [15, 16, 19]. While software
variability is usually defined as the ability of a software artifact to
be efficiently extended, changed, customized, or configured towards
a specific context [8], its management is the subject of many re-
search advances, that led to the Software Product Line (SPL) [3, 32]
paradigm. Still, numerous variability-rich systems do not follow a
comprehensive SPL approach as they gradually manage variability
using the host language mechanisms in a single codebase without
any other additional information or annotation regarding variabil-
ity [44]. Depending on the language, many different techniques and
mechanisms can be used together [8, 14, 40], from inheritance, over-
loading, and design patterns in object-oriented settings, to more

general-purpose parameterization or loading of source code files
in dynamic languages. As all these mechanisms are also used to
realize the business logic, the implemented variability is concealed
within the whole codebase. This is directly hindering its identifi-
cation and understanding as there is no traceability with domain
information [41, 42].

This multiple usage of variability implementation mechanisms
can be observed in recent general-purpose programming languages
such as TypeScript, which is the focus of this work. As for vari-
ability implementation, TypeScript exhibits several mechanisms
that can be employed. Some classical OO techniques [40] such as
inheritance and design patterns are easily accessible or can be sim-
ulated. In addition, the dynamic capabilities of the language can be
exploited to load files organized in directories and subdirectories
to handle variant code. This can lead to files with the same name
being duplicated, sometimes with several OO classes or functions,
with the same or different code in their implementations.

Some recent approaches have been proposed to identify OO vari-
ability implementations [41, 42] and visualize them using a 3D city
metaphor [28, 29] that have been shown to facilitate variability
understanding [27]. Some 3D visualizations have also been pro-
posed to represent code duplication metrics [18, 23, 38] while some
other proposals [11, 36] attempt to provide a forward-engineering
approach for building a SPL in JavaScript. To the best of our knowl-
edge, there is no comprehensive solution available to handle all
mechanisms simultaneously in codebases that do not contain any
other information except the implementation mechanisms.

In this paper, we propose an approach that facilitates the iden-
tification and visualization of these different types of variability
implementation mechanisms (cf. section 2) within a TypeScript
codebase by integrating two city-based representations [47] (cf.
Section 3) built from static analysis of the codebases. First, we adapt
the symfinder extraction toolchain [30, 41, 42] to obtain metrics
over OO mechanisms in TypeScript. We then rely on the VariCity
visualization principles [27–29] to create the 3D representation of
the first city, called ObjectCity, in which classes are represented
as buildings whose dimensions correspond to variability metrics,
while streets depict usage relationships. For the second city, an-
other static analysis gathers information from the detection of files
with the same names within all directories, and from a code clone
detection algorithm applied to all files. The second city, CloneCity,
visualizes the directory hierarchy as streets and files as circular dis-
tricts with different colors to point out duplication and cylindrical
shades to highlight clones obtained from a code clone detection
phase. In addition, files sharing duplicated code are linked by aerial
bridges, as well as classes visualized in both cities simultaneously.
We apply our approach to several large TypeScript codebases, show-
ing that different variability implementations can be detected and
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displayed (cf. Section 4). Threats to validity are discussed in Sec-
tion 5, while Section 6 concludes this paper and discusses future
work.

2 Motivations
Differentiating variability within code assets can be organized
across three distinct parts: core, commonalities, and variations [4,
46]. The core corresponds to assets present in all final software
products. Commonalities represent shared elements among related
variations of code assets, while variations indicate the way and the
time code assets actually vary. Commonalities and variations are ab-
stracted as variation points (vp-s) and variants, respectively [20, 33].
A variation point identifies one or more locations where variation
may occur, while its variants articulate the specific ways in which
the variation point will diverge [20].

2.1 Implemented variabilities in TypeScript
The TypeScript language is built as an extension of JavaScript, being
prototype-based with a mix of imperative and functional paradigms,
with static typing over OO mechanisms. It is used extensively in
front-end and back-end development, but also to develop utilities 1.
The language notably gains popularity 2 by a good combination
of type safety, capacity to handle large projects, and availability
of strong tooling support to enhance productivity. To explore the
potential mechanisms in TypeScript to implement variability, we
havemanually studied the language definition [26] and several large
open-source systems to seek typical implementations as defined in
previous taxonomies [14, 40, 43]. The studied systems are the ones
presented in Section 4.

Object-orientation. TypeScript OO mechanisms are the first can-
didates to implement variability, with inheritance between classes
and interfaces, and vp-s being superclasses while subclasses are
variants.While thesemechanisms are similar to other OO languages
such as Java, method overloading does not directly exist in Type-
Script 3. Still, it is simulated by defining several method signatures
and amethod that groups each of the available types and parameters
that enables the correspondingmethod call.With thesemechanisms,
several design patterns that are typical of variability implementa-
tions (i.e., factory, strategy, template, decorator [14, 40, 43]) can also
be found in TypeScript.

Modules. Modules are an important part of the TypeScript lan-
guage as they foster good structuring and reusable components.
Every source file with an import or export directive is considered
a module, making the code encapsulation explicit. Based on the li-
brary pattern from JavaScript, the module concept can then be used
in projects of all sizes to organize features or plugins with dynamic
loading. Usually, one can find a main folder named after the feature
and inside sub-folders for each variant. Those sub-folders also share
common structures, with more sub-folders or files that have the
same name. As in many plugin architectures, naming conventions
and interfaces are accompanied by precise guidelines to define an

1https://blog.jetbrains.com/webstorm/2024/02/js-and-ts-trends-2024/
2ranked 2nd in march 2023 at https://www.libhunt.com/index
3https://www.typescriptlang.org/docs/handbook/2/functions.html#function-
overloads

interaction protocol between the core of the system and a plugin.
This naturally forms a vp on the top folder for plugins, where each
plugin is then a variant.

We show on Figure 1 an extract of a typical organization of mod-
ules to handle some variability extracted from the source code of
Echarts, a charting library for TypeScript. Both folders bar and
boxPlot on Figure 1 are examples of modules. They have a dupli-
cated file, e.g., install.ts serving a standardization purpose, and
non-duplicated files that exhibit some code duplication. In addition,
object-oriented mechanisms can be nested inside these variant mod-
ules. Finally, we have also observed that this dynamic loading of a
module can be used more specifically for parameterization, most
often with different files of the same names containing a similar
list of defined constants.

Figure 1: File duplication in Echarts file tree (Chart folder)

The analysis of the possible variability implementations in Type-
Script shows that several different mechanisms can be used to
realize variability with this language. Without any other additional
information or annotation regarding variability [44] and all variants
being organized within the same single codebase, these implemen-
tation spots are difficult to find and comprehend for an average
developer [27]. As these mechanisms also serve business logic and
project architecture, this further obscures variability implementa-
tions. In addition, the context of the single codebase implies that
the techniques that re-engineer features from clones of a whole
system cannot be applied [25].

2.2 Related work
Variability and city-based visualization. A recent mapping study

revealed that visualizations in the SPL domain primarily concen-
trate on feature models, employing tree or graph representations
[24]. These visualizations primarily aim to streamline the configu-
ration process concerning features. To represent variability at the
code level, certain approaches utilize colors or bar diagrams, while
others emphasize feature traces or interactions between features
and code [2, 5, 12, 17, 21]. Visualization-based tools are commonly
employed to aid in the understanding of large software systems
[6, 22, 39, 45], including aspects related to their variability imple-
mentations [2, 5, 13]. Given that software visualization involves
creating visual representations of software using visual objects
to depict structure and/or behavior, some recent approaches have
been proposed to identify OO variability implementations [41, 42]

https://blog.jetbrains.com/webstorm/2024/02/js-and-ts-trends-2024/
https://www.libhunt.com/index
https://www.typescriptlang.org/docs/handbook/2/functions.html#function-overloads
https://www.typescriptlang.org/docs/handbook/2/functions.html#function-overloads
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and visualize them using a 3D city metaphor [28, 29]. This solu-
tion, named VariCity [27] has been shown to facilitate variability
understanding [27], but only when it is implemented with OO
mechanisms. The reader will find more details on it in Section 3.1
as we reuse and adapt VariCity to build our proposed visualization.

Code clone detection and visualization. As code duplication is
a simple way to reuse in software development that has many
negative impacts (e.g., bug introduction and propagation, higher
maintenance cost), code clone detection has been studied for many
years and different detection techniques have been proposed [1, 31,
34]. The output of detection is usually a clone pair, which is defined
as "a pair of code portions/fragments which are identical or similar
to each other". Code clones are classified into four main types [34],
with the first three considered as textually similar, and the fourth
one as functionally similar.We focus on Type 3 clones as they accept
text additions and deletions as well as various minor changes [34],
and we believe it can cover the many different changes that one
could use to realize a variant within the same codebase. Various
tools exist [9, 10, 35] but MSCCD [37, 48] is the most adapted to our
needs as it focuses on Type 3 clones and works with a language-
independent technique that can fit many programming languages.
Besides, many techniques and tools for clone visualization have also
been proposed [18]. Interestingly EvoStreet [38], which was one
of the first OO metric visualization using a city metaphor, has also
been enhanced to display code clones, but not for understanding
variability and not with other techniques such as OO mechanisms
like in our context. A similar 3D visualization was also proposed,
still only for code clones [23].

3 The 2CITIES Visualization
Rather than extendingVariCity [27, 30], which has been successfully
applied to visualize OO variability implementation mechanisms,
we decided to create two cities, one for each kind of variability
mechanism, and to avoid visual clutter.

3.1 VariCity for TypeScript, a.k.a., ObjectCity
First, we adapt the symfinder extraction toolchain [30, 41, 42] to ob-
tain metrics over inheritance, function overloading, and variability-
related design patterns (i.e., strategy, factory, template, decorator)
in TypeScript. We then rely on the VariCity visualization princi-
ples [27–29] to create the 3D representation of the first city, called
ObjectCity. Classes, whatever source files they are in, are repre-
sented as buildings whose dimensions correspond to variability
metrics (e.g., height for method overloading), while streets depict
usage relationships between these classes, as illustrated on Figure 2.
Additionally, identified design patterns are decorated with special
crowns, except for pyramidal crowns that designate entrypoint
classes, the points of interest specified by the user to scope the
search for OO variability and that are aggregated on the red street
(cf. left of Figure 2). Finally, additional relationships such as inher-
itance are visualized by aerial blue links between the super-class
and its sub-classes, as shown on the left of Figure 2.

3.2 CloneCity
The objective of CloneCity is to visualize variability implemented
with modules and files duplication, and code clone duplication (cf.

Section 2.1). We first extend the symfinder toolchain to perform
a second detection over the whole project tree to find file dupli-
cations based on the following rules. We define as a variant file
a file duplicated with the same name in at least two folders on
the same hierarchy level. If the file is duplicated in all folders at
the same level, it is referred to as a core file. Additionally, we de-
fine as a variant folder a folder containing a variant file, and a vp
folder is a folder being parent to at least two variant folders. Fi-
nally, the toolchain detects code clone duplication with the tool
MSCCD [37, 48], a language-independent tool focusing on Type 3
clones (cf. Section 2.2). Files containing duplicated code are labeled
as cloned files and create a clone pair (cf. Section 2.2).

CloneCity aims at visualizing the different forms of clones that
have been detected while helping to comprehend their organization
and the potential relationships with its ObjectCity counterpart. The
city is visualized with folders as roads and files as circular districts
along the roads as illustrated on the right part of Figure 2. Files are
represented with their exported classes on top to obtain information
about potential OO variability implementations as mechanisms can
be nested (cf. Section 2.1). By default, all colored elements visualize
variability implementations. Colored files and folders represent
the use of modules and file duplication, with variations in tone
for the level of duplication, and a change in color for the different
duplicated files. The zoomed part on the right of Figure 2 shows
the highest level of duplication with the structure of a vp folder
and various core files from the Vim editor plugin for VsCode. Code
clone duplications are visualized with purple shades located on
top of files, visible on the top right part of Figure 2, which scale
according to the number of clones the file counts. Finally, both files
of a clone pair are linked by an aerial purple bridge when one is
hovered or selected to help the user pinpoint where code clones
are concentrated. This should reveal variant files that are actually
sharing some functionality by code being copied from one folder
to another.

3.3 Bridging the two cities
Each separate city offers a dedicated visualization of the different
variability implementations to focus the comprehension activity,
but the two cities are related in several ways. First, the process
to configure the 2Cities visualization actually starts by selecting a
source directory forCloneCity. Then the revealed zones inCloneCity
show some classes of interest, they can be added as entry points
in the ObjectCity view. Quite often, this is complemented by other
entry points selected by looking at the documentation and the
source code. For example Figure 3 depicts the 2Cities visualization
for Vim, in which several classes have been selected as entry points
and create the long streets showing their usages.

As a result, the classes displayed in CloneCity are a subset of
the ones visible in ObjectCity. When they appear in both cities,
they take the visual properties defined in ObjectCity, i.e., color, size
variations, design pattern crowns (cf. both parts of Figure 2). On
the contrary, the classes sitting on top of file districts that are not
visible in ObjectCity are represented as low gray buildings. To com-
plement the identical visual properties of the classes represented in
both cities, a yellow bridge (cf. left part of Figure 2) connecting the
two instance roofs of a class building can be displayed across the
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(white annotations are not part of the visualization)

Figure 2: partial ObjectCity (left) and CloneCity (right) for the Vim system

Figure 3: A complete 2Cities visualization of Vim

two cities when either building is hovered or selected. In addition
to this cross-city bridge, if the class has inheritance relationships
with other classes, they are displayed simultaneously in both in Ob-
jectCity and CloneCity, only towards bridged classes. Consequently,
we expect the bridging of the two cities to help in visualizing and
comprehending integration and interaction between folders, files,
and classes within the whole codebase.

4 Preliminary Validation
To validate our approach, we applied it to 7 TypeScript (TS) open-
source projects, fromWeb applications to libraries and frameworks,
with a large range in size, either in Lines of Code (LoCs) or the
number of files. Systems were selected on Github considering their
popularity and their potential for variability. All results are available
online in a dedicated Zenodo archive [7].

Quantitative evaluation. We configured views revealing some
variability implementations on both cities and calculated metrics
to evaluate to which extent variability implementations are high-
lighted w.r.t. the whole codebase. For each project, we made some
automatic and manual measurements over the two cities that made
the 2Cities visualization, as well as the ratio of bridged classes.

In the different subject systems (cf. Table 1), we observed differ-
ent zones of implemented variability in ObjectCity. Some systems
like Angular reveal a large number of zones (30) with a small num-
ber of variants in total (170), showing many focused usage of OO
variability for different elements in the framework. On the contrary,
for the Vim plugin for VsCode, out of around 570 potential vp-s and
variants, the visualization has helped identify 4 zones, visualizing

around 400 class variants. We also observed different organizations
from the CloneCity metrics. Some like Vim have a small structure of
clones, but with almost 25% of cloned files inside, representing 40%
of bridged OO classes, meaning that some OO variability is also
managed with variant files. Other systems have a non-negligible
ratio of variant files, like Echarts with a ratio of 14.3%, and 25% of
cloned files as well. Interestingly, Angular and Material-ui are quite
opposed in their use of object orientation and code duplication.

We observed that both cities are able to focus on their kind of
variability while offering filtering capabilities so that specific zones
can be easily identified in each city. Cross-city bridging of classes
seems to help identify variability patterns, with classes sometimes
being used together with cloned files to implement variability.

Detailed case study. We aimed at evaluating whether the zones of
variability implementations highlighted by 2Cities are relevant, i.e.,
valuable for understanding variability. We studied Vim (cf. Table 1)
by manually going back to the code and the documentation from
the visualization to systematically relate the highlighted zones to
some potential high-level features and their implementations. We
illustrate this case with the right part of Figure 2 and especially
the zoom on core files. With complementary information from the
source code, we grasp that this structure is used to implement a
feature related to the communication between the file system and
Vim, which is variable w.r.t. to the platform on which the engine
runs. An example of cross-city variability is shown on Figure 3. It
displays a dense inheritance pattern responsible for all commands
of Vim, with the abstract class BaseCommand on the far left, and
all variant implementations, more than 150, displayed on the long
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ObjectCity CloneCity Bridges

Subject Main purpose
#
TS
LoCs

#
TS
files

# TS
files
exc.
test

#
potential
vps +
variants

#
zones
revealed

#
exposed
variants
in zones

#
zones
relevant

#
vp+
variant
folders

#
variant
files

ratio
variant
files/
files

#
cloned
files

ratio
cloned
files/
files

ratio
bridged
classes
in zones

Angular Frontend framework 554k 5.8K 4.5K 2,843 30 ∼170 30 212 244 5.4% 457 10% ∼88%
Echarts Charting library 85.7K 589 553 973 8 ∼110 8 60 79 14.3% 139 25% ∼17%
Grafana Data dashboard 645K 5.9K 2.1K 2,246 12 ∼150 12 158 286 13.6% 395 18.8% ∼27%
Material-ui Frontend components 270K 4K 1K 1,231 1 7 1 25 20 1.9% 496 47.7% 100%
Nest Backend framework 75.5K 1.4K 1.2K 783 16 ∼90 16 30 45 3.8% 216 18% ∼97%
TypeScript Language compiler 666K 18.8K 317 1,662 9 27 9 11 11 3.5% 62 19.6% 59%
Vim VsCode editor plugin 47.3K 245 156 572 4 ∼410 4 8 10 6.4% 36 23% ∼40%

Table 1: Subject systems and metrics

street. However, it is noticeable by comparing the number of in-
heritance links displayed in CloneCity that only a fraction of the
variants are actually exported to be reused, indicating there is some
internal variability in the implementation of this feature.

Obviously, we cannot generalize from these findings, but the
current studies on the other systems also seem to show that the
most visible zones in both cities allow for unveiling the variability
related to some important features of the considered systems.

5 Threats to validity
Our preliminary evaluation is obviously limited as it does not rely
on an empirical assessment with for example an independent user
study. The main threat to its validity comes from the selection of
subjects and the observations. The subject systems were empirically
determined by the authors, which may inadvertently introduce
biases based on our perspectives or preferences. While we have
designed the evaluation scenarios ourselves, they are derived from
the validation of VariCity [27]. While this provides a foundation for
comparison and continuity, it also introduces the risk of inheriting
biases or assumptions. This is partly the case with our starting
process to guide the developer while building the 2Cities view. We
always started with the CloneCity visualization, and then found
object-oriented elements in this view or in the project (i.e., source
code, documentation) to populate the entry points necessary to
bootstrap the ObjectCity visualization.

As 2Cities is relying on external tools, it is also subject to their
induced threats. First, we reimplemented a symfinder analyzer for
TypeScript that is prone to the same limitations, i.e., the sensitivity
to different thresholds for hotspot determination and the lack of
fine-grained detection within code blocks. Still, the addition of
code clone detection mitigates this latter threat. We rely on the
VariCity visualization engine [27], which is configurable, but does
not automatically support the adaptation for visual impairments
(e.g., color blindness). Our toolchain is also directly reusing an
automated code clone detection tool, whereas studies on clones
mainly validate true and false positives with human expertise [1,
31, 34].

6 Conclusion
In this paper, we proposed a tooled approach to detect the different
variability implementation mechanisms of TypeScript and visualize
them in a two city-based representations. A first city takes the

information from the codebase structure and filenames combined
with a code clone detection to visualize the directory hierarchy as
streets and files as circular districts with clones being highlighted
as cylindrical shades on files or as colored districts. The second city
adapts the VariCity visualization [27, 30] to exhibit OO variability
zones with classes as buildings and usage relationships as streets.
Classes appearing in both cities can be bridged to ease the under-
standing between the two representations. We also reported on the
first validation steps on several open-source projects. It shows that
the different implementation zones are highlighted with different
means in the resulting visualizations. First qualitative observations
on a project also demonstrated that the zones of interest actually
correspond to valuable high-level features.

As future work, we first plan to integrate the visualization with
a development environment to reproduce the type of controlled
experiment with developers that have been conducted on VariC-
ity [27]. In the longer term, our plan entails analyzing variability
in API definitions to enhance the facilitation of identification and
understanding of implemented variability.
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