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Battery State of Charge estimation with
Kalman filter

This notebook explores the State of Charge (SoC) estimation of a battery using a state observer

algorithm, the Kalman filter, or more precisely its nonlinear extension: the extended Kalman filter

(EKF).

The battery model is based on a resistive voltage drop in series with a open circuit voltage which

depends on the SoC (see below). The SoC estimation uses both the current and voltage measurement

(but no OCV measurement) along with a previous SoC estimate.

The notebook provides three Python implementations of the Kalman filter:

1. a step-by-step literate programming version of the filter, using a sequence of notebook cells, to

implement one step of the filter

2. a generic implementation (all the above steps wrapped in a single function)

3. a compact implementation specialized for SoC estimation with baked-in battery model

References are provided at the end. More explanations about the Kalman filter are at the start of the

dedicated section.

 Pierre Haessig, September 2024, CC-BY 

 (code fragments may be reused under the MIT license)

import numpy as np
from numpy import sqrt
from numpy.linalg import inv # matrix inversion

Shortcuts to create vectors and matrices of dimension 1 or (1,1)

v1 = lambda x: np.array([x])
m11 = lambda x: np.array([[x]])
I1 = m11(1.0) # Identity matrix of dim (1,1)
I1

array([[1.]])

State space model of the battery

State space obsevers like the Kalman filter use a so-called state space model where the system is

described with two functions:

• state dynamics equation: 

• output equation: 

where ,  and  are respectively the state, input and output vectors.

Battery state dynamics equation

• model state is the battery state of charge  (state vector  of dimension 1)

• model input is the current  (input vector  of dimension 1)
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State equation is linear:

where  is the rated cell capacity in Ah (if  in hours). This is the Euler backward integration of

 over a time step .

def state_dyn_batt(x, u, w=v1(0.), **params):
"""Battery state dynamics equation:

    x(k) = f(x(k-1), u(k), w(k))

    with:
    - x = [SoC], *previous* state of charge in [0,1]
    - u = [i], current in A (>0 when charging)
    - w = state evolution noise (optional, default to 0)

    params dict content:
    - Δt : time step (e.g. in hours)
    - Qrated: cell rated capacity, in Ah (if Δt in hours)
    """

Δt = params['Δt']
Qrated = params['Qrated']
SoC = x[0]
i = u[0]
SoC_next = SoC + i/Qrated*Δt
x_next = v1(SoC_next) + w
return x_next

params_dyn = dict(Qrated=10, Δt=0.5)
SoC = 0.5
i = 4 # A → i*Δt = 2Ah = 20% SoC increase
x = v1(SoC)
u = v1(i)
state_dyn_batt(x, u, **params_dyn)

array([0.7])

Jacobian, needed because state dynamics may be nonlinear. Since in the above example it is in fact

linear, the Jacobian is in fact a constant 

def state_jac_batt(x, u, **params):
"""Jacobian, with respect to state, of battery state dynamics equation:

    F = ∂f/∂x at (x,u)
      = ∂(SoC(k))/∂(SoC(k-1))
    """

F = m11(1.0) # ∂(SoC + i/Qrated*Δt)/∂SoC = 1.0
return F

state_jac_batt(x, u, **params_dyn)

array([[1.]])

Battery output equation

Model output is the cell voltage .

• If the  hasn't a constant slope, this is a nonlinear output equation.

Open circuit cell voltage model

SoCk = SoCk−1 + ik
Δt

Qrated

Qrated Δt

dSoC/dt = i(t)/Qrated Δt
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see e.g. OCV curve of Fig 1.a in (QQ Yu et al., 2018)

def Voc(SoC, **params):
"""Open circuit cell voltage (OCV), function of SoC

    linear model:
    - Voc_empty at 0% SoC
    - Voc_full at 100% SoC
    with Voc_empty and Voc_full taken from the params dict
    """

Voc_empty = params['Voc_empty']
Voc_full = params['Voc_full']
V = Voc_empty*(1-SoC) + Voc_full*SoC
return V

def Voc_jac(SoC, **params):
"""Jacobian (sensitivity) of OCV with respect to SoC

    ∂Voc/∂SoC
    """

Voc_empty = params['Voc_empty']
Voc_full = params['Voc_full']
return (Voc_full - Voc_empty)/1.0

params_Voc = dict(Voc_full=4.2, Voc_empty=3.6)
SoC = 0.5
Voc(SoC, **params_Voc), Voc_jac(SoC, **params_Voc)

(3.9000000000000004, 0.6000000000000001)

Output equation

def output_batt(x, u, v=v1(0.), **params):
"""Battery output equation

    y(k) = g(x(k), u(k), v(k))

    with:
    - x = [SoC], *present* state of charge in [0,1]
    - u = [i], current in A (>0 when charging)
    - v = output measurement noise (optional, default to 0)

    params dict content:
    - Voc : Voc function of SoC (in V)
    - R: cell series resistance (in Ω)
    - any param needed by Voc
    """

Voc = params['Voc']
R = params['R']
SoC = x[0]
i = u[0]
vbatt = Voc(SoC, **params) + R*i
y = v1(vbatt) + v
return y

params_out = dict(Voc=Voc, Voc_jac=Voc_jac, R=0.025) | params_Voc
SoC = 0.5 # → 3.9 V OCV
i = 8. # A → R*i = 0.8 V
x = v1(SoC)
u = v1(i)
output_batt(x, u, **params_out) # 4.1 V

array([4.1])

Jacobian, needed because output equation may be nonlinear. Since in the above example the open
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circuit voltage is in fact linear (affine), the output Jacobian is a constant 

def output_jac_batt(x, u, **params):
"""Jacobian, with respect to state, of battery output equation:

    H = ∂g/∂x at (x,u)
      = ∂(V(k))/∂(SoC(k))
    """

Voc_jac = params['Voc_jac']
SoC = x[0]
H = m11(Voc_jac(SoC, **params))
return H

output_jac_batt(x, u, **params_out) # V/SoC

array([[0.6]])

grouping all model parameters in one dict

params = params_out | params_dyn
params

{'Voc': <function __main__.Voc(SoC, **params)>,
 'Voc_jac': <function __main__.Voc_jac(SoC, **params)>,
 'R': 0.025,
 'Voc_full': 4.2,
 'Voc_empty': 3.6,
 'Qrated': 10,
 'Δt': 0.5}

State observer based on Kalman filter

The goal of a state observer is to estimate the present state  based on:

• previous state estimate 

• present input 

• present output measurement 

Observer mapping: 

It is a recursive computation (i.e. a signal filter) in the sense that it is iteratively applied at each

sampling instant, using the latest state estimate  to estimate the next one ...

The state observer needs the following model data:

• the state dynamics equation , with its Jacobian with respect to the state

• the output equation , with its Jacobian with respect to the state

For the particuliar case of the Kalman filter, extra inputs are needed, namely covariance matrices

which provide estimates of the uncertainty about 3 variables:

• : covariance of previous state estimate 

• : covariance of state evolution noise 

• : covariance of present output measurement  (output noise is often denoted )

• remark: zero noise on the input  is assumed

and with these extra inputs, the Kalman filter yields, in addition to the state estimation , some

extra outputs:

• : covariance of present state estimate 

Vfull − Vempty
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▪ this extra output is important, because it needs to be fed to the observer at the next

iteration, along with 

• : smoothed (denoised) estimate of the output measurement 

The Kalman filter state estimation algorithm is often decomposed into two steps:

1. Predict step: predict the next state using solely the knowledge of the previous state and the

input, i.e. applying a noiseless state dynamics equation

2. Update (correct) step: use the actual ouput measurement to “fine-tune” the first predicion. it

uses the output prediction error as a feedback and ensures the convergence of the estimation

(it can also be compactly written as in Ch8 of (Åström and Murray, 2021) textbook)

For the battery SoC estimation:

• Predict step corresponds to Current Counting, which is good for monitoring relative SoC changes,

but giving no clue about the absolute SoC value.

• Update step exploits the changes in the OCV with respect to the SoC to make the SoC estimation

converge (this implies that if the OCV(SoC) is flat, the Update step makes no changes).

Predict step

SoC = 0.5 # previous state
i = 4 # A, present current
v = 4.15 # V, present voltage measurement, higher than expected by 0.030 V

state_dyn = state_dyn_batt
state_jac = state_jac_batt
output = output_batt
output_jac = output_jac_batt

x = v1(SoC) # previous state
u = v1(i) # present input
y = v1(v) # present output measurement

x_pred = state_dyn(x, u, **params)
print(f'predicted SoC: {x_pred[0]:.1%}')
x_pred

predicted SoC: 70.0%

array([0.7])

Jacobian of state evoluation:

F = state_jac(x, u, **params) # also named A in the linear case

Covariance of predicted state:

Cov_x = m11(0.1 ** 2 ) # 10% SoC uncertainty
Cov_w = m11(1e-2 ** 2) # 1% SoC noise at each time step

Cov_xpred = F @ Cov_x @ F.T + Cov_w

std_SoC_pred = sqrt(Cov_xpred[0,0]) # standard deviation (std)
print(f'predicted SoC std: {std_SoC_pred:.3%}')
Cov_xpred

predicted SoC std: 10.050%

x̂k

ŷk yk
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array([[0.0101]])

Update step

y_pred = output(x_pred, u, **params)
y_innov = y - y_pred
print(f"""voltage (output):
- predicted:   {y_pred[0]:.2f} V
- measured:    {y[0]:.2f} V
- innovation: {y_innov[0]:+.2f} V (meas - pred)
""")
y_innov

voltage (output):
- predicted:   4.12 V
- measured:    4.15 V
- innovation: +0.03 V (meas - pred)

array([0.03])

output Jacobian (slope of OCV(SoC) curve)

H = output_jac(x_pred, u, **params) 
H # V/SoC

array([[0.6]])

std_Vmeas = 10e-3 # 10 mV voltage measurement noise
Cov_y = m11(std_Vmeas ** 2) 

Cov_ypred = H @ Cov_xpred @ H.T
Cov_yinnov = Cov_ypred + Cov_y
print(f'innovation std: {sqrt(Cov_yinnov[0,0]):.5f} V')
print(f'(compared to    {sqrt(Cov_ypred[0,0]):.5f} V if measurement were noiseless)')

Cov_yinnov

innovation std: 0.06112 V
(compared to    0.06030 V if measurement were noiseless)

array([[0.003736]])

Cov_yinnov_inv = inv(Cov_yinnov) # ⚠ Cov_yinnov needs to be invertible
Cov_yinnov_inv

array([[267.66595289]])

Kalman gain (feedback gain of the measurement error)

Remarks

• when H @ Cov_xpred @ H.T  is dominant compared to Cov_y  (low measurement noise) in

the computation of Cov_yinnov , then L ~ 1/H  (in scalar case)

• when output Jacobian  (e.g. flat OCV(SoC) curve), then  and the Update step makes

nothing

L = Cov_xpred @ H.T @ Cov_yinnov_inv
L, 1/H

(array([[1.62205567]]), array([[1.66666667]]))
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Prediction correction: the innovation error, amplified by Kalman gain, is added to the first prediction

L@y_innov # SoC correction

array([0.04866167])

x_next = x_pred + L@y_innov
print(f'updated SoC estimate: {x_next[0]:.1%} (compared to {x_pred[0]:.1%} prediction)'

x_next

updated SoC estimate: 74.9% (compared to 70.0% prediction)

array([0.74866167])

Covariance of updated state estimation:

I1 - L@H # Covariance scaling matrix, which should be shrinking so that Cov_x converges over time

array([[0.0267666]])

Cov_xnext = (I1 - L@H)*Cov_xpred
std_SoC_next = sqrt(Cov_xnext[0,0]) # standard deviation (std)
print(f'updated SoC std: {std_SoC_next:.3%} (compared to {std_SoC_pred:.3%} for the predict step)'
Cov_xnext

updated SoC std: 1.644% (compared to 10.050% for the predict step)

array([[0.00027034]])

Updated measurement prediction and residual

y_upd = output_batt(x_next, u, **params)
y_res = y - y_upd
print(f"""voltage (output):
- updated pred: {y_upd[0]:.4f} V
- measured:     {y[0]:.4f} V (±{std_Vmeas:.4f} V)
- residual:    {y_res[0]:+.4f} V (meas - updated pred)
""")
y_innov

voltage (output):
- updated pred: 4.1492 V
- measured:     4.1500 V (±0.0100 V)
- residual:    +0.0008 V (meas - updated pred)

array([0.03])

Wrapping everything in a function

Generic Kalman filter implementation

using generic control theory (x, u, y...) notation

def observer_ekf(x, u, y, funs, Cov, **params):
"""State observer using the extended Kalman filter (EKF)

    Parameters:
    - x: previous state estimate
    - u: present input
    - y: present output measurement
    - funs: state space model dict of functions, with keys state_dyn, state_jac, output, output_jac
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    - Cov: covariance matrices dict, with keys x (state estimation), w (state evolution noise), y (mea

    Returns:
    - x_next: present state estimation
    - Cov_xnext: present state covariance
    - y_upd: smoothed (denoised) estimate of the output measurement
    """

# Extract data
Cov_x = Cov['x']
Cov_w = Cov['w']
Cov_y = Cov['y']

    
# 1) Prediction step
x_pred = funs['state_dyn'](x, u, **params)
F = funs['state_jac'](x, u, **params)
Cov_xpred = F @ Cov_x @ F.T + Cov_w

    
# 2) Update step
y_pred = funs['output'](x_pred, u, **params)
y_innov = y - y_pred
H = funs['output_jac'](x_pred, u, **params) 
Cov_yinnov = H @ Cov_xpred @ H.T + Cov_y
Cov_yinnov_inv = inv(Cov_yinnov)
L = Cov_xpred @ H.T @ Cov_yinnov_inv
# updated state estimate:
x_next = x_pred + L@y_innov
Cov_xnext = (I1 - L@H)*Cov_xpred
y_upd = output_batt(x_next, u, **params)

    
return x_next, Cov_xnext, y_upd

Test of the implementation

SoC = 0.5 # previous state
i = 4 # A, present current
v = 4.14 # V, present voltage measurement, higher than expected by 0.030 V
std_Vmeas = 10e-3 # 10 mV voltage measurement noise

funs = dict(
state_dyn = state_dyn_batt,
state_jac = state_jac_batt,
output = output_batt,
output_jac = output_jac_batt

)

Cov = dict(
x = m11(0.1 ** 2 ), # 10% SoC uncertainty
w = m11(1e-2 ** 2), # 1% SoC noise at each time step
y = m11(std_Vmeas ** 2)

)

x = v1(SoC) # previous state
u = v1(i) # present input
y = v1(v) # present output measurement

x_next, Cov_xnext, y_upd = observer_ekf(x, u, y, funs, Cov, **params)

std_SoC_next = sqrt(Cov_xnext[0,0]) # standard deviation (std)
ΔSoC = i*params['Δt']/params['Qrated']

print(f"""State estimation (single step):
- Voltage measurement: {v:.4f} V ±{sqrt(Cov['y'][0,0]):.4f} V
- Current counting i.Δt/Q: {ΔSoC:+.1%}
- Prev SoC estimate: {x[0]:.1%} ±{sqrt(Cov['x'][0,0]):.1%}
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- Next SoC estimate: {x_next[0]:.1%} ±{std_SoC_next:5.1%} → V={y_upd[0]:.4f} V
""")

State estimation (single step):
- Voltage measurement: 4.1400 V ±0.0100 V
- Current counting i.Δt/Q: +20.0%
- Prev SoC estimate: 50.0% ±10.0%
- Next SoC estimate: 73.2% ± 1.6% → V=4.1395 V

Compact implementation specialized for SoC estimation

def SoC_ekf(SoC, i, v, Cov, **params):
"""Battery State of Charge estimation using the extended Kalman filter (EKF)

    A specialized compact version of the Kalman filter for SoC estimation,
    where the battery model, with one scalar state (the SoC) is baked-in,
    except for the OCV function.

    Parameters:
    - SoC: previous SoC estimate
    - i: present current
    - v: present voltage measurement
    - Cov: dict of variance scalars, with keys SoC (state estimation), w (state evolution noise), v (m

    Returns:
    - SoC_next: present state estimation
    - Cov_SoCnext: present state covariance
    - v_upd: smoothed (denoised) estimate of the voltage measurement
    """

# Extract data
Cov_SoC = Cov['SoC']
Cov_w = Cov['w']
Cov_v = Cov['v']
Δt = params['Δt']
Qrated = params['Qrated']
Voc = params['Voc']
R = params['R']
Voc_jac = params['Voc_jac']

    
# 1) Prediction step
SoC_pred = SoC + i/Qrated*Δt # Jacobian F = 1.0
Cov_SoCpred = Cov_SoC + Cov_w

    
# 2) Update step
v_pred = Voc(SoC_pred, **params) + R*i
v_innov = v - v_pred
H = Voc_jac(SoC_pred, **params)
Cov_vinnov = H * Cov_SoCpred * H + Cov_v
Cov_vinnov_inv = 1/Cov_vinnov
L = Cov_SoCpred * H * Cov_vinnov_inv
# updated state estimate:
SoC_next = SoC_pred + L*v_innov
Cov_SoCnext = (1 - L*H)*Cov_SoCpred
v_upd = Voc(SoC_next, **params) + R*i

    
return SoC_next, Cov_SoCnext, v_upd

Test of the implementation

SoC = 0.5 # previous state
i = 4 # A, present current
v = 4.14 # V, present voltage measurement, higher than expected by 0.030 V
std_Vmeas = 10e-3 # 10 mV voltage measurement noise
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Cov = dict(
SoC = 0.1**2, # 10% SoC uncertainty
w = 1e-2**2, # 1% SoC noise at each time step
v = std_Vmeas**2

)

SoC_next, Cov_SoCnext, v_upd = SoC_ekf(SoC, i, v, Cov, **params)

std_SoC_next = sqrt(Cov_SoCnext) # standard deviation (std)
ΔSoC = i*params['Δt']/params['Qrated']

print(f"""State estimation (single step):
- Voltage measurement: {v:.4f} V ±{sqrt(Cov['v']):.4f} V
- Current counting i.Δt/Q: {ΔSoC:+.1%}
- Prev SoC estimate: {SoC:.1%} ±{sqrt(Cov['SoC']):.1%}
- Next SoC estimate: {SoC_next:.1%} ±{std_SoC_next:5.1%} → V={v_upd:.4f} V
""")

State estimation (single step):
- Voltage measurement: 4.1400 V ±0.0100 V
- Current counting i.Δt/Q: +20.0%
- Prev SoC estimate: 50.0% ±10.0%
- Next SoC estimate: 73.2% ± 1.6% → V=4.1395 V

Test the SoC estimation

 test along charge and discharge trajectories: to be done 

A key question is how the SoC estimation behaves in the presence of modeling error (error on OCV

curve error, series resistance ...).
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