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ABSTRACT
Multi-modeling is an approach within the MDE realm that pro-
motes the development of complex systems by decomposing them
in sets of heterogeneous models. These models are defined using
different modeling languages and constructed using diverse tools.
They represent different but often interdependent views. However,
the models of a system are far from being static. They change to
accommodate new requirements, functionality improvements, bug
fixes, and other evolution events. These changes represent a chal-
lenge w.r.t. consistency. This is especially true in security-critical
scenarios. Indeed, security information is often integrated within
the systems models so that security requirements are met follow-
ing what is called ”security-by-design”. In such scenarios, the secu-
rity concern of the systems models must remain consistent across
changes so that security properties continue to hold.

In order to tackle this problem, we propose a methodology to
enhance the (multi )model-based design phase of a system devel-
opment process. It comprises the creation of a security federation
in which security dependencies between the different models are
reified and equipped with security rules expressing security con-
sistency requirements. Then, whenever a model is changed, the
security rules are evaluated to monitor the consistency of secu-
rity across the system models. We evaluate the capabilities of this
methodology by a prototype implementation and its application to
different use cases.

CCS CONCEPTS
• Software and its engineering → Software development process
management; System modeling languages; • Security and pri-
vacy → Software security engineering.

KEYWORDS
Model-driven engineering, model federation, security by design,
model evolution.
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1 INTRODUCTION
In themodel-driven engineering (MDE) paradigm, the design phase
of the development process of large and complex software and
system projects often requires using multiple modeling languages
(and/or tools). Each modeling language covers a different view of
the application and is suitable for a corresponding set of domain
experts. This approach is generally called multi-modeling [1] (also
intermodeling or view modeling). Models participating in a multi-
model system are, however, not isolated as (often implicit) seman-
tically rich relationships may exist between elements of different
models (e.g., a relation may mean equivalence, dependency, spe-
cialization, etc.). As a consequence, maintaining consistency [10]
is a critical and challenging issue whenmodels evolve. A change in
onemodelmay requiremodifications of dependentmodels.This, in
turn, requires the ability to propagate changes among models and
evaluate these changes w.r.t. the semantics of the relationships.

When multi-modeling occurs in a security-critical scenario, the
consistency challenge becomes even more crucial. Indeed, since
security plays a vital role in many nowadays systems, several ap-
proaches aim to integrate security aspects into modeling and mod-
eling languages (e.g., UMLsec [4] and SecBPMN [22] among oth-
ers) and adopt a security by design perspective to deal with secu-
rity since the early phases of the development process. In this sce-
nario, inconsistencies regarding security requirements and proper-
ties may lead to the inadvertent introduction of security flaws that
make the modeled systems vulnerable to security threats.

A solution to this challenge requires at least the means to: 1)
make explicit and exploitable the relationship between the models
participating in a multi-model, notably w.r.t. security; 2) evaluate
how a change propagates through these relationships and how that
affects security. We propose to leverage the model federation to
tackle this problem. The model federation paradigm promotes the
reification of dependencies between heterogeneous models while
keeping them in their original technological space [9], which par-
tially fulfills the first requirement. Additionally, dependencies in
model federation have customizable semantics and may carry be-
haviors which help to fulfill the second requirement and complete
the first one.

Concretely, we propose a methodology for the creation, oper-
ation and management of what we call, security federations. Our
methodology integrates within the (model-based) design phase of
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the system’s development process by adding new tasks and arti-
facts that help maintain security. It involves first the creation of
a security-oriented model federation in which the security depen-
dencies between the models are reified and equipped with security
rules. These rules encode the conditions required for dependent
elements in different models to remain consistent w.r.t. security
properties. Second, and when the models change due to an evo-
lution event, security federation is used to determine whether the
changes impact the security of the system under study. To do this,
the security rules attached to the reified dependencies that are re-
lated to the change are (re) evaluated. The results of the evaluation
together with the reified dependencies inform the security federa-
tion user of the security impact of the change (if any) and gives
information regarding the elements involved in the inconsistency
so that consistency can be restored.

In this paper we extend preliminary work [3] in which we out-
line the first steps of the methodology. Specifically, compared to
the previouswork, this paper provides: 1) a detailed and formalized
description of our methodology, offering comprehensive steps; 2)
an evaluation introducing numerous new security rules covering
various security properties of two use cases and new evolution sce-
narios; 3) a complete prototype implementation; 4) a critical discus-
sion of our methodology and its evaluation.

The rest of the paper is organized as follows. Section 2 discuss
the relatedwork. A detailed description of ourmethodology’s steps
and rationale follows in Section 3. Section 4 presents our validation
and use cases, including a discussion of limitations. Finally, we con-
clude the paper in Section 5 by summarizing our contributions and
outlining future research directions.

2 BACKGROUND & RELATEDWORK
This section is divided into three subsections. The first two subsec-
tions introduce the main concepts behind our work, namely model
federation and security by design. The final subsection presents
various approaches developed in the context of multi-model con-
sistency and security.

2.1 Model Federation
As systems undergo frequent updates, managing the models in a
multi-model system is a critical challenge. In recent years, various
approaches have been developed in this field [15], including inte-
gration (e.g., through a pivot model and a set of model transforma-
tion), unification which relies on a general meta-model capable of
having all the required models as instances, and model federation
which promotes the reification of dependencies[9], enabling the in-
tegration and themanagement of diversemodels that participate in
a given federation.Themodel federation paradigm has two notable
features. First, the models federated can independently evolve in
their original technical spaces while remaining connected to the
overall federation through adapters. Second, model federations are
not merely static; on the contrary, the reified dependencies and
the federation itself may be equipped with (automatic) behaviors.
These behaviors may be used to give an intention to the federation
(e.g., maintaining synchronization, consistency or security).

Due to the aforementioned features of the model federation par-
adigm, we chose it as infrastructure for our approach to maintain

security consistency in multi-modeling scenarios. To achieve this
objective, it is also essential to integrate security requirements into
the design phase to identify and address security inconsistencies.
Therefore, our research also builds on foundational principles that
integrate the security by design paradigm.

2.2 Security-by-Design
Security by design paradigm is particularly relevant, as it empha-
sizes considering security requirements from the very beginning
of the design phase. Its main objective is to identify and address
potential security vulnerabilities and risks [18] of the system un-
der development as early as possible.

In a MDE scenario, several different techniques may be used for
the integration of the security-by-design paradigm. These include
the creation of new, security-specificmodels (e.g., attack and threat
models) and the extension of existing modeling languages to in-
clude security concerns. Examples of the latter are UMLsec [12]
and SecBPMN [22] where security is added to the widely used
UML and BPMN modeling languages. We use both UMLsec and
SecBPMN in the use cases described in Section 4. UMLSec is an
UMLprofile (and an accompanying analysis tool) containing security-
related stereotypes, tagged values, and application constraints. Sim-
ilarly, SecBPMN introduces security to BPMN through a number
of security annotations formalized with predicates.

2.3 Multi-model consistency
In the last two decades, many different approaches have been de-
veloped to deal with multi-modeling consistency [24, 25]. Due to
space limitations, we only mention a few of the existing contribu-
tions ,prioritizing those more similar to model federation.

In [14] the authors present an approach to detect and repair in-
consistencies across heterogeneous models. It is based on a set of
general relationship between models and a classification of pos-
sible violations to those relationships. It is based on the epsilon
ecosystem. Similarly, but with a stronger focus on the automa-
tion of the matching and change detection processes in [6] and
[7] the authors describe a multi-model evolution approach and
tool. In [16] the authors present an approach for managing design
model inconsistencies caused by changes. This approach analyzes
the changes made to models and automatically generates potential
repairs. These repairs are then analyzed to identify any newly in-
troduced inconsistencies. Their repairs can be integrated into our
process when security inconsistencies are detected. More in the
scope of model federation, in [13], the authors define a concept
meta-model to establish inter-model relations called Commonal-
ities. From a more theoretical point of view, in [23] the authors
present Comprehensive systems, a structure based on category the-
ory inwhichmulti-model systems can be described, demonstrating
that existing consistency verification and repair approaches may
be used over it. None of these contributions deals with security
directly, although they could arguably be adapted to deal with it,
e.g., by implementing our methodology. Besides, while they deal
with semantic heterogeneity, they do not directly cross technolog-
ical spaces. We choose Openflexo as our model federation infras-
tructure due to its flexibility and maturity and the availability of
ready-to-use technological adaptors.

2
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Figure 1: Methodology concepts meta-model

Focused on security and/or evolution, in [20] the author pro-
poses an approach on top of UMLsec to study the evolution of
system artifacts (conceptual level to program level) by using inter-
artifact tracing and graph transformation techniques to synchro-
nize models. Similarly, and also based on UMLSec, in [5, 19] the au-
thors present an approach to co-evolve systemmodelsw.r.t. changes
in security knowledge and requirements. Set of rules are used to
both, detect changes and semi-automatically restore system secu-
rity. Furthermore, in [21] the authors propose to bridge business
process security design and technical security measures by using a
set of transformation rules. We think that (parts of) their approach
may be integrated into ours to enhance it. As an example, their
rules may be used as behaviors in our links. In [8] the authors aim
to integrate security across the entire engineering process so that
security requirements can be traced to countermeasures (e.g., in de-
ployment). This approach and ours may be combined so that ours
gets more security information and artifacts and their gets sup-
port for evolution. With the aim to automate security processes
in software development, in [26] the authors developed an auto-
mated test mechanism for microservices which combines multiple
open-source scanning tools to identify security vulnerabilities and
suggest improvements. Finally, in [11] the authors propose an on-
tology based approach to automate the process of orchestrating
various security systems tools. While their approach, as ours, also
describes security relevant correspondences, they are used for a
different purpose and in a much later phase.

In the following section, we present our work, which is based
on the key concepts of model federation and security by design.

3 METHODOLOGY
This section describes our proposed methodology. It is based on
the model federation paradigm and its objective is to provide the
means to maintain the consistency of a multi-model system un-
der study w.r.t. its security. In a first phase, our methodology pre-
scribes the creation of a so-called security federation.This is achieved
by establishing security relevant correspondences and specifying/im-
plementing security rules exploiting them.Then, in a second phase,
our methodology describes how to use the security federation to
maintain security consistency when models change.

Our methodology places itself as a complement to the design
phase of software and system’s development process. It does so by

involving new actors, prescribing new tasks and producing/ con-
suming new artifacts. When using our methodology, the user must
first choose its development process and extends it with the new
tasks described in this section.

To motivate the purpose of our methodology, we present a sim-
ple example of a medical system. This system is designed using
two models: a data model and a BPMN model. The data model
captures the essential data, their structure, and the relationships,
while the BPMN model describes the process of obtaining a medi-
cal record. Some elements of the BPMNmodel correspond to some
elements in the data model. For example, there is a Class element
Prescription in the data model corresponding to a DataObject Pre-
scriptionObject in the BPMNmodel.The twomodels can evolve in-
dependently. For instance, a designer may add a Privacy security
annotation to the Prescription in the data model to specify that
it represents personal data. If the BPMN model does not change,
the privacy of the prescription may be violated since the corre-
sponding PrescriptionObject do not require any specific security
action. To maintain security consistency, the BPMN model should
also specify that the PrescriptionObject is private.

This section provides a detailed explanation of our methodology
for dealing with the aforementioned security consistency problem.
It starts by defining the concepts it uses. Then, we present the cre-
ation of security-oriented model federations. Lastly, we introduce
how these security federations are used. Section 4 illustrates this
methodology on use cases. The proposed methodology is not de-
pendent on specific models or model-federation approaches.

3.1 Methodology Meta-Model
The upper part of the conceptual model in Figure 1 describes the
usual elements of systems design. A System is modeled by a set
of Models conforming to variousMeta-Models. AModel contains
Model Elements. Reusing the example described above, Prescrip-
tion and PrescriptionObject are both modeling elements of respec-
tively the data model (conforming to the UML class diagram meta-
model) and the process model (conforming to BPMN).

The bottom part defines the concepts of our methodology. Its
central element is the Security Federation. It is a model federation,
as such, it is a model and federates a set of models. It contains a
set of Correspondences, a correspondence relating two model el-
ements (generally of two different models) and featuring a set of
Security Rules. Each a security rule specifies a security constraint
that must be maintained between the two elements of the corre-
spondence. In the above example, the security federation should
at least contain a correspondence between the Prescription class
and the PrescriptionObject data object. It should be equipped with
a security rule ensuring that whenever the Prescription class fea-
tures a Secrecy security annotation, the corresponding data object
(here PrescriptionObject) also features the Integrity or Confiden-
tiality security annotation.

3.2 Create a Security-Oriented Model
federation

The creation of a security federation follows the process described
in Figure 2. This process involves three actors. The designers are
in charge of developing the models of the system under study to
satisfy both its functional and non-functional requirements. The

3
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Figure 2: Process for the creation of a security federation

security federation responsible is in charge of developing andman-
aging the security federation during the system development pro-
cess.This includes the selection of the federation tool, the establish-
ment of correspondences between elements of various models and
the implementation of the security rules using the chosen federa-
tion tool. Finally, the security expert specifies inter-model security
constraints. These three actors collaborate as described below.

First, the designers construct the various system models (task
CreateModels). Each designer describes his/her model using a lan-
guage according to his/her domain expertise.

Then the security federation responsible can federate thesemod-
els. Notice that this actor must be familiar with the model feder-
ation paradigm and the chosen tools for the federation. He/she
creates the security federation using the chosen tools and starts
the collection of the correspondences (task Establish correspon-
dences). Our methodology focuses on establishing security-related
correspondences, requiring a detailed examination of additional se-
curity information at themodel level. To elicit the correspondences
this actor may follow one of the numerous approaches that aim to
identify correspondences between heterogeneous models. For ex-
ample, one can follow [6, 23] and create amodel or ameta-model of
correspondences or [2, 21] and define a set of transformation rules
that explicitly identify the correspondences. In both approaches,
the correspondences are identified by using a set of relationships
between the elements of the models’ meta-model. These relation-
ships named matching rules in the rest of this article may guide
in establishing correspondences. An example, of such a matching
rule is that a Class in a data model which contains security an-
notation (expressed as a UML class diagram) may correspond to a
DataObject in the BPMN model. Applied to our medical system
example, this rule helps in identifying the correspondence between
the Prescription class and the PrescriptionObject dataObject. In
this article, we assume that the matching rules exist and provide a
set of correspondence candidates.

Once the responsible security federation finishes reifying all
correspondences identified into the security federation, the secu-
rity expert can start specifying the security rules. These security
rules are defined according to the security requirements of the sys-
tem and the security information added to the models (following

security by design). They embody the inter-model security con-
straints and must be executed to evaluate security. Our security
rules serve as indicators for users, notifying them of any security
violation caused by security inconsistencies within system models
when changes occur. They can be implemented with Java, OCL or
any other suitable language. Moreover, it is crucial to note that
while these rules are only evaluated in the context of this paper,
other uses (e.g., satisfiability analysis) may constrain or be con-
strained by the chosen language.

Each security rule is related to a correspondence and therefore
to at least a pair of meta-models.Thus, it is highly dependent on the
different chosen modeling languages and their security features.
As stated at the end of the previous subsection, the correspondence
between the Prescription class and the PrescriptionObject data ob-
ject features a security rule ensuring that they contain (semanti-
cally) matching annotations.

Finally, the security federation administrator implements the se-
curity rule specification received from the security expert (task Im-
plementing security rules). For this task, he/she must use a predi-
cate language supported by the federation tool and attach them to
the right correspondence.

3.3 Using the Security-Oriented Model
federation

We have presented above the process to build a security federa-
tion. The aim of such a federation is to assist in the identification
of security inconsistencies when any of the federated models in-
volved evolve. Figure 3 presents the process of using the security
federation to achieve this.

As already mentioned, models change over time to satisfy tech-
nical or business needs such as requirements changes, the introduc-
tion of new technologies, deployment changes, discovering new
vulnerabilities, new regulations, etc. We consider that the process
of using the security federation starts when a designer changes
one of the system models. Such evolution may involve adding, re-
moving, or modifying elements of a model. When a change occurs,
the security federation responsible analyzes it. The evolution may
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Figure 3: Process for using a security federation

need an update of the security federation, for example, a new corre-
spondence must be defined. After a possible extension of the secu-
rity federation, the security rules of the correspondences impacted
by the change must be evaluated. This evaluation can be automat-
ically initiated. Each re-evaluated security rules that is violated is
sent to the designers together with the impacted elements. In the
example cited in the beginning, we may add a security rule to en-
sure that the related elements incorporate semantically the same
security annotations. When an annotation is added to Prescription,
an evaluation of the security rule added to the correspondence be-
tween Prescription and the PrescriptionObject data object occurs.

4 EVALUATION
We dedicate this section to the evaluation of ourmethodology.This
evaluation consists in its application to different use cases. For
brevity, we detail here two of them, namely, iTrust and Holiday
Booking. The rest are available on the website of the project1. Our
methodology is implemented as a prototype on top of Openflexo2,
a mature state-of-the-art model federation framework. In order to
ease the discussion in the following, we briefly introduce the main
concepts behind Openflexo. The use cases are detailed in Sections
4.1 and 4.2 followed by a discussion in Section 4.3.

Openflexo provides us with the infrastructure required to con-
nect multiple models while keeping each model in its original tech-
nological space. This infrastructure includes a Federation Model
Language (FML) engine and an integrated model design environ-
ment. The main construct in Openflexo is the Virtual Model which
corresponds to a model in more traditional modeling frameworks.
Virtual models contain FlexoConcept elements (which can be seen
as classes), which in turn carry FlexoProperty elements (i.e., struc-
tural features). Flexo properties may use a ModelSlot to access in-
formation in external models (e.g., the federated models) through
so-called technology adapters. (Openflexo provides off-the-shelf tech-
nology adapters for BPMN, Excel, XML, EMF and OWL among oth-
ers.) Figure 4 contains a screen capture of the FML editor illustrat-
ing the various elements explained above.
1https://github.com/labsticc-p4s/SecurityFederationModelsValidation
2https://openflexo.org

4.1 iTrust
The iTrust is an open-sourcemedical system [17] developed in 2005
at the University of North Carolina with the aim of providing soft-
ware engineering students with a complex real-world system for

experimentation. In this sense, it has already been used in many
different research works as a realistic use case. Regarding security,
iTrust has requirements related to privacy, confidentiality, and in-
tegrity.

In the following we illustrate the application of our methodol-
ogy to (parts of) iTrust.We rely on availablemodels in literature [5]
and on the iTrust public documentation. Among all the possible as-
pects and models of the systems, our use case relies on four models
presented in Figure 5: 1) a BMPN model containing descriptions
of data access and manipulation processes; 2) a UML class model
defining the static structure of iTrust; 3) a UML deployment model,
describing how iTrust is installed in a given environment, and 4) an
access control model which describes roles and permissions on the
system. Security concerns are represented in the BMPN and UML
models by reusing the annotations of SecBPMN and UMLsec.

Once the models are created and selected to be part of the se-
curity federation, the next step of our methodology is the creation
of correspondences between elements in different models. As we
have mentioned, security-relevant correspondences are identified
through the analysis of the security information integrated within
elements ofmodels (e.g., security annotations) and the use ofmatch-
ing rules. Such a matching rule specifies elements in different mod-
els that may be in correspondence. For example, there is a match-
ing rule that specifies that a Class in a data model of a system (ex-
pressed as a UML class diagram) may correspond to a DataObject
in a BPMN model of the same system. Indeed, as they both are
models of the same system, their elements may represent the same
”thing”. This matching rule may be applied to a model UMLsec and
a model secBPMN. If a Class of the data model (in UMLsec) is an-
notated Critical and a DataObject (in secBPMN) is annotated
by ConfidentialityDO or PrivacyDo, we can identify a security-
relevant correspondence between the DataObject and the Class.

Referring to the commonalities identified between BPMN and
data models as discussed in [23] and the set of transformation rules
defined in [2, 21]. We show in the following, some of the matching
rules that are relevant to the context of the iTrust case study.

• MatchingRule-1: A class in the UML Class model may cor-
respond to a DataObject in the BPMN model.

• MatchingRule-2: A User in the UML Class model may cor-
respond to a Role in the Access Control model.

• MatchingRule-3: A Role in the Access Control model may
correspond to a Pool in the BPMN model.

5
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Figure 5: Excerpt of iTrust Medical System models

• MatchingRule-4: A permission in the Access Control model
may correspond to an operation in the UML Class model.

• MatchingRule-5: The flow between two Pools in the BPMN
model may correspond to the Association between Arti-
facts in the Deployment model.

• MatchingRule-6: A communication Link in the BPMNmodel
may correspond to a communication Path in the Deploy-
ment model.

Figure 6 shows the result of the previously described task of find-
ing the correspondences on the case study. Concretely, it shows
three correspondences between elements of the BPMNandDeploy-
ment models. The two pools (Doctor and iTrust) are linked to their
corresponding artifacts in the deploymentmodel.The exchange be-
tween the doctor and the iTrust software of prescription is linked
to the internet link between the server and the mobile device. In-
deed, the Doctor artifact may be deployed on the mobile device
while iTrust is deployed on the server.

To effectively create the security federation in the Openflexo
framework, we proceed as follows. First, we create a virtual model

called ITrustSecurityFederation to serve as the main interaction
model, that is, the model that captures the dependencies between
model elements of the different federated models. Practically, this
is achieved with the creation of Flexo concepts and the correspond-
ing Flexo properties usingModel slots. For example, to link the pool
element of the BPMNmodelwith the artifact element of the deploy-
ment model, we have created a concept called PoolArtifactCorre-
spondencewith twomodel properties using model slots relying on
the corresponding technology adapters (BPMN and UML).

For the correspondences to be useful for monitoring security
consistency, we need to add security rules encoding this security
consistency requirementwithin the identified correspondences. For
the iTrust system, we have defined 17 security rules based on its se-
curity requirements and using the four available models. They aim
to ensure consistency of various security aspects concerning for
example integrity, authorization, and non-repudiation throughout
the iTrust system models. We did not conduct a detailed analysis
to confirm the completeness of our security rules. Below there are
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Figure 6: Excerpt of iTrust Medical System and the correspondences between the Deployment model and the BPMN model

some examples of security rules. A detailed description and im-
plementation of these security rules can be found on the project’s
website.

Openflexo enables us to create behaviors that are used to ex-
press security rules using the FML language. FML is a domain-
specific object-oriented language with syntax close to Java and
an equivalent expressivity. In our interaction model, each concept
that represents a correspondence between models contains a set of
security rules. These rules are evaluated when the model elements
linked by a concept change. We detail below three of such security
rules:

• SecurityRule-1: when two pools in the BPMN model (that
correspond to artifacts in the deployment model), commu-
nicate security-critical data and are deployed in different
devices, the communication between the two devices must
occur through an encrypted channel. This rule is added
to the concept PoolArtifactCorrespondence. Note that this
rule uses SecurityRule-2.

• SecurityRule-2: if a MessageFlow in the BPMN model has
a security annotation, the corresponding Communication-
Path in the deployment model must also have a matching
(i.e., semantically equivalent) security annotation and vice
versa. This rule is added to the conceptMessageFlowCom-
municationCorrespondence.

• SecurityRule-3: each user in the defined data model must
have an associated role in the Access Control model. This
rule is added to the concept UserRoleCorrespondence.

Let’s start by the easier Listing 1. It contains a part of the imple-
mentation of the concept MessageFlowCommunicationPathCor-
respondence and its associated behavior iTrustSecurityRule2. It
implements SecurityRule-2 by reporting a security rule violation
if verifySecureCommunication it is not verified. This method en-
sures that both the MessageFlow and CommunicationPath pos-
sess appropriate security annotations (here encrypted for Com-
municationPath and non-repudiation for MessageFlow). This ver-
ification ensures compliance with integrity and non-repudiation
aspects when transmitting personal data.

public concept MessageFlowCommunicationPathCorrespondence {

BPMNMessageFlow messageFlow with EMFObjectRole(container=bpmnModelAccess,type=

BPMN_MESSAGE_FLOW);

DeploymentCommunicationPath communicationPath with EMFObjectRole(container=

deploymentModelAccess,type=DEPLOYMENT_COMMUNICATION_PATH);

...

public void iTrustSecurityRule2() {

boolean checkAnnotation = this.verifySecureCommunication();

if (!checkAnnotation)

log "[iTrust - SecurityRule 2] -> Security rule violated";

...

}

private boolean verifySecureCommunication() {

boolean check = false;

// Verify if the MessageFlow has a security annotations

for (BPMNAssociation asso: select BPMNAssociation from bpmnModelAccess) {

if (asso.targetRef == messageFlow)) {

for (BPMNTextAnnotation annot: select BPMNTextAnnotation from

bpmnModelAccess) {

if (asso.sourceRef == annot) {

// Verify if the CommunicationPath has a encrypted security annotation

if (communicationPath.encrypted != null && (annot.text.contains("

NonRepudMF") || annot.text.contains("ConfidentialityMF") || annot.text.

contains("IntegrityMF")))

check = true;

}

...

return check;

}

}

Listing 1: iTrust - SecurityRule-2

In Listing 2, we present an excerpt of the implementation of
the SecurityRule-1 by the behavior securityRule1 of the concept
PoolArtifactCorrespondence. First, the rule verifies whether there
exists a DataObject containing a confidentiality, integrity or pri-
vacy annotation between the flow elements belonging to the Pool.
If such a DataObject exists, the behavior then proceeds to call
verifyExistenceConsistentInstance to examine whether the two
artifacts corresponding to the two Pools are deployed on different
devices, and, if so, it verifies whether the communication between
them occurs through an encrypted channel. To accomplish this, it
calls other behaviors:
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• verifyExistenceArtifactAssociated returns the list of arti-
facts associated with the artifact specified as parameter in
the deployment model.

• verifyExistenceCorresp returns a list of artifacts that are a
part of the instance of the ITrustSecurityFederation model.

• getPool selects the corresponding pool in the BPMNmodel
for each selected associated artifact.

• getDeployementDevice returns the devices in the Deploy-
ment model where the artifact is deployed.

• getCoomunicationPath returns the communicationPath link-
ing the device specified in the parameters with other de-
vices.

• compareDevices compares the devices provided as parame-
ters.

• getSharedMessageFlows returns a list of MessageFlows ex-
changed between the two selected pools in the BPMNmodel.

• verifySecureCommunication evaluates the SecurityRule-2. It
checks whether any of the sharedMessageFlows obtained
through getSharedMessageFlows contain instances of
MessageFlowCommuncationPathCorrespondence.

public concept PoolArtifactCorrespondence {

BPMNParticipant pool ...;

DeploymentArtifact artifact ...;

...

public void securityRule1() {

boolean checkConfidentialData = false;

// Get the MessageFlow for the Pool in the BPMN model

flowElts = container.getFlowElementsOfPool(pool);

// Verify if exists a confidential dataObjects among the flow elements

checkConfidentialData = container.verifyDataObjectAnnotation(flowElts);

// This security rule request to verify the securityRule2

if (checkConfidentialData == true && !this.verifyExistenceConsistentInstance

())

log "[iTrust - SecurityRule 1] -> Security rule violated" ;

...

}

public boolean verifyExistenceConsistentInstance() {

// Get associated artifacts

List<DeploymentArtifact> assoArtifacts = container.

verifyExistenceArtifactAssociated(artifact);

List<DeploymentArtifact> assoArtifactsFilter = container.

verifyExistenceCorresp(assoArtifacts);

// Get Devices where the Artifact is deployed

List<EMFObjectIndividual> devices = container.getDeploymentArtifact(artifact

);

// Get the communicationPath of the devices

List<DeploymentCommunicationPath> commPath = container.getCommunicationPath(

devices);

// Get MessageFlow outgoing from Pool to the associated Pool

for (DeploymentArtifact assoArtifactFilt : assoArtifactsFilter)

BPMNParticipant associatedPool = container.getPool(assoArtifactFilt);

List<EMFObjectIndividual> devicesArtifactsFilter = container.

getDeploymentArtifact(assoArtifactFilt);

// Verify if the devices are deployed in the same node

if (!container.compareDevices(devices,devicesArtifactsFilter))

// Get the MessageFlow from the pool

List<BPMNMessageFlow> messageFlowsPool = container.getMessageFlows(pool)

;

List<BPMNMessageFlow> messageFlowsAssociatedPool = container.

getMessageFlows(associatedPool);

List<BPMNMessageFlow> sharedMessageFlows = container.

getSharedMessageFlows(messageFlowsPool,messageFlowsAssociatedPool);

for (BPMNMessageFlow dataflow : sharedMessageFlows)

// VerifySecureCommunication --> SecurityRule2

for (MessageFlowCommunicationPathCorrespondence item: container.

listInstancesMessageComm) {

if (dataflow == item.messageFlow && commPath.contains(item.

communicationPath))

if (!item.verifySecureCommunication())

return false;

return true;

}

}

Listing 2: iTrust - SecurityRule-1

4.1.1 Evolution scenarios: Once security rules are attached to the
correspondences, our security federation is ready to be used. This
means that we can modify any of the federated models and get
an automatic evaluation of its consistency regarding security, as
shown in Figure 3 of Section 3. In Openflexo, a behavior defined on
the federation itself is in charge of receiving and analyzing model
changes to trigger the corresponding security rules. We illustrate
this usage with two evolution scenarios:

(1) Evolution scenario 1: Moving an artifact from a trusted de-
vice to a non-trusted one. The change occurs in the Deploy-
ment model and consists of redeploying the Doctor arti-
fact in the MobileDevice. This change triggers a change
analysis process that effectively determines which element
has changed and identifies the impacted correspondences.
In the iTrustSecurityFederation, this process identifies the
PoolArtifactCorrespondence instances to which the arti-
fact Doctor is connected. Then, the behaviors attached to
this concept and representing security consistency rules
are executed. Concretely, the behavior corresponding to
SecurityRule-1 is launched. Additionally, the behavior re-
quests to evaluate SecurityRule-2 because correspondence1
depends on correspondence3.
The result of the analysis of the changes indicates that both
security rules are violated. Indeed, the BPMNmodel shows
that the pool Doctor communicates with the pool iTrust to
recover a prescription which is annotated with Integrity.
However, the artifacts Doctor and iTrust may be deployed
in different devices, and the communication path between
these two devices is annotated Internet, which may violate
the integrity of the prescription.

(2) Evolution scenario 2 : Adding a new user. In this scenario, a
new user is added to the data model without being associ-
ated with a role.
As in the previous evolution scenario, the first step is a
change analysis process which determines that in our se-
curity federation we need to deal with the concept User-
RoleCorrespondence.This concept contains a behavior that
evaluates the security consistency rule SecurityRule-3 (note
that this rule considers inheritance for the verification of
assigned roles). If the added user does not inherit from an
existing one, a security consistency error is triggered, as
no role is assigned.

4.2 Holiday Booking
Holiday booking is a reservation system for travel agencies to book
flights and hotels for its clients. This use case is taken from [2]
in which the authors follow an MDA (Model-Driven Architecture)
forward engineering approach for the integration of non-functional
requirements (including security) in SOA (Service Oriented Archi-
tecture) and MDE. Concretely, the use case is made up of three
models, a BPMN model representing travel agency processes as
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a CIM (Computation Independent Model), a SOAML (SOA Model-
ing Language) model as a PIM (Platform Independent Model) and
a WDSL model as a PSM (Platform Specific Model). All the models
carry security information.

In this use case the SOAML model is derived from the BPMN
model, and the WSDL model from the SOAML model by using
model transformations. We reuse these model transformations to
extract thematching rules required by ourmethodology. Concretely,
we have used the following matching rules:

• MatchingRule-1APool in the BPMNmodelmay correspond
to a Participant in the SOAML model.

• MatchingRule-2 A DataObject in the BPMN model may
correspond to a Message in the WSDL model.

• MatchingRule-3 An Interface in SOAML may correspond
to an Interface in the WSDL model.

• MatchingRule-4 An Operation in SOAML may correspond
to an Operation in the WSDL model.

Figure 7 shows excerpts of the Holiday Booking use case mod-
els and the correspondences established using the matching rules
aforementioned.

As in the previously discussed use case, once the models and
the matching rules are available the security federation is created.
First, we create a Virtual Model called HolidayBookingModelFed-
eration. Next, we define a set of FlexoConcepts to represent the in-
ter model correspondences (e.g., concept DataObjectMessageCor-
respondence represents the correspondence between a DataOb-
ject element in the BPMN model and a Message element in the
WSDLmodel) together with the corresponding FlexoProperties us-
ing model slots defined to connect with each external model. Ulti-
mately, we define eight security rules tailored for Holiday Book-
ing, aimed to assess the integrity, access control, non-repudiation,
and privacy aspects. In contrast to the iTrust case study, we define
fewer security rules. This variation can be attributed to several fac-
tors, including the security information available in the models,
the number and the kinds of models involved. Among the defined
security rules, we described the security rules below and attached
them to the adequate concept.

• SecurityRule-1: If a message in an operation in the WSDL
model holds a correspondence with a DataObject in the
BMPN model tagged with the integrity annotation, then,
the binding parameter of theWSDL operation must be one
with an encryption mechanism.

• SecurityRule-2: Each Participant element in the SOAML
model associated with a Pool in the BPMN model must
have compatible permissions.

• SecurityRule-3: EveryOperation in the SOAMLmodelmust
have a corresponding Operation in the WSDL model.

The provided FML code excerpt forHolidayBookingSecurityFed-
eration, given in Listing 3, shows a part of the implementation con-
cerning the concept of DataObjectMessageCorrespondence and the
behavior checkSecurityDataTransmissionwhich attempts to verify
the two parts of the SecurityRule-1 by invoking two distinct meth-
ods: 1) checkDataObjectSecurityAnnotations is called to determine
whether the DataObject in the BPMNmodel has an Integrity anno-
tation. 2) checkFaultBinding invoked to assesswhether the Binding
parameters of the WSDL operation, associated with the message

given as parameter, incorporate a secure mechanism.This security
rule verifies the consistency of the security concern, guaranteeing
that confidentiality and integrity aspects are adequately addressed
and maintained in both the BPMN and WSDL models.
public concept DataObjectMessageCorrespondence {

BPMNDataObject dataObject with EMFObjectRole(container=bpmnModelAccess,type=

BPMN_DATAOBJECT);

WSDLElement message with EMFObjectRole(container= wsdlModelAcess, type =

WSDL_ELEMENT);

...

public void checkSecurityDataTransmission() {

// verify the DataObject annotations (Non-repudiation, integrity)

boolean checkAnnotation = container.checkDataObjectSecurityAnnotations(

dataObject);

// verify the Binding protocol of the operation holding message

boolean checkBinding = container.checkFaultBinding(message);

if ( checkAnnotation && !checkBinding )

log "[HolidayBooking - SecurityRule 1] -> Security rule violated";

...

}

}

Listing 3: HolidayBooking - SecurityRule-1

4.2.1 Evolution scenario: As with the previous use case, we illus-
trate the usage of the Holiday Booking Security Federation with
an evolution scenario: Adding a new operation, RequestBookTicket,
in the WSDL model. The RequestBookTicket operation has two pa-
rameters: ClientInfo which represents an input message and Bind-
ing Protocol an HTTP Binding protocol. The message parameter
corresponds to the data object ClientInfo, considered private data
in the BPMN model.

The analysis of thismodification identifies that theDataObjectMes-
sageCorrespondence is impacted.This identification is achieved by
verifying the type of the changed element. In this evolution sce-
nario, the parameter of the Operation corresponds to a Message
type. Then, the verification of the instances of this correspondence
determines which of the two cases described below is executed:
if the message ClientInfo is part of the DataObjectMessageCorre-
spondence instance, Case 2 is executed, otherwise, Case 1 is exe-
cuted.

• Case 1: this modification triggers first, the creation of a cor-
respondence as a consequence of the creation of the mes-
sage parameter (this is a semi-automatic step, as the user
must validate that the correspondence is correct). Then the
security rule attached to the conceptDataObjectMessageCor-
respondence is also activated. If the operation containing
the message parameter declares as second parameter an
unsafe HTTP Binding protocol, a security inconsistency is
detected and reported to the user.

• Case 2: the correspondence is established, the modification
requires only the analysis of the security rule attached to
the Concept DataObjectMessageCorrespondence.

Additionally, the change analysis process identifies that theOp-
eration is a property of the conceptOperationsInterfaceCorrespon-
dence in the HolidayBookingSecurityFederation and the behavior
attached to this concept is activated. Concretely, the SecurityRule-3
that verifies that each operation in the SOAMLmodel corresponds
to an operation in the WSDL model. The result of the analysis re-
veals a violation of the security rule due to the addition of the Re-
questBookTicket operation in the WSDL model.
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Figure 7: Excerpt of Holiday Booking models and the correspondences

4.3 Discussion
Preliminary results indicate that our methodology provides effec-
tive support to the consistency management of multi-model sys-
tems in different model evolution scenarios. However, the evalua-
tion of our methodology is currently based on a limited number of
case studies.

Compared to more classical approaches such as model integra-
tion, model unification andMDA forward engineering ours is more
flexible and allows the evolution of any of the involved models
in any direction while they remain in their technological spaces.
As an example, MDA forward engineering (the approach followed
by the original Holiday Booking use case) supports evolution in
one direction by relaunched transformations and code generators.
However, evolution in the reverse direction is not supported. Sim-
ilarly, we may use UML enriched with security information and
OCL (to encode security rules) to develop secured systems with
support of evolution, but this imposes the use of UML even when
it may not be the most appropriate language to describe certain
aspects of the system. Future work will involve a systematic eval-
uation by referring to the descriptions provided in [27] using a
broader range of case studies to confirm the effectiveness of our
methodology in diverse and complex evolution scenarios.

The degree of usefulness of our methodology depends on the fol-
lowing factors: 1) enough security information should be available
in the models participating in the federation; 2) security and mod-
eling expertise must build a good security federation. This includes
the identification of relevant correspondences and the encoding of
requirements for security consistency management by using the
model’s security information in security rules. We think however
that building security federation reifies implicit security knowledge
and enables its reuse so that building security federations gets eased
as the approach is adopted.

Our methodology does not prescribe a level of granularity for
correspondences or security rules. In this sense, two styles (or a
mix of the two) are possible when building a security federation: a
more local approach uses fine-grained correspondences and more
simple security rules that only use the information of the elements
directly linked by a correspondence. A less local approach allows
security rules to use more information. Global rules may be richer,
but local rules support finer diagnostics. Determining which of the
styles is more effective requires further research.

From the security federation usage perspective, when a model
evolves and impacts security consistency, our methodology gives
feedback. This feedback consists of the changed element(s) that
triggered the re-evaluation of the security rules that do not hold
anymore together with the rules themselves.The case studies done
convinced us that this feedback is sufficient for restoring consis-
tency (e.g., by reverting a change) in many evolution scenarios.

5 CONCLUSIONS & FUTUREWORK
In this paper, we have presented a novel approach to tackle the
problem of security consistency in multi-modeling. We have done
so by leveraging model federation. Concretely, we have presented
a methodology to build what we call security federations in which
the security dependencies betweenmodels are reified and equipped
with security rules. We have applied this methodology to several
use cases, demonstrating its feasibility and its ability to detect in-
consistencies due to different evolution scenarios.

As a future work we intend to explore the following research di-
rections: first, we intend to further evaluate the usability aspects of
our methodology and tooling and explore the potential for automa-
tion of some of our steps (e.g., the initial matching of security con-
cepts); second, we plan to extend our methodology to other phases
of the development process (e.g., by including other artifacts such
as configuration scripts of deployed systems); finally, we envisage
the integration of (semi) automatic model repair approaches as a
complement to our methodology.
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