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Despite growing efforts and encouraging successes in the last decades, fully formally-verified projects are still rare in the industrial

landscape. The industry often lacks the tools and methodologies to efficiently scale the proof development process. In this work, we

give a comprehensible overview of the proof development process for proof developers and project managers. The goal is to support

proof developers by rationalizing the proof development process, which currently relies heavily on their intuition and expertise,

and by facilitating communication with the management line. To this end, we concentrate on the aspect of proof manufacturing

and highlight the most significant sources of proof effort. We propose means to mitigate the latter through proof practices (proof

structuring, proof strategies, and proof planning), proof metrics, and tools. Our approach is project-agnostic, independent of specific

proof expertise, and computed estimations do not assume prior similar developments. We evaluate our guidelines using a separation

kernel undergoing formal verification, driving the proof process in an optimised way. Feedback from a project manager unfamiliar

with proof development confirms the benefits of detailed planning of the proof development steps, clear progress communication to

the hierarchy line, and alignment with established practices in the software industry.
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1 INTRODUCTION

In the realm of software development, an informal specification serves as a critical foundation for grasping the desired

functionality and behaviour of the software. However, the inherent ambiguity of informal specifications can lead to

misinterpretations between the author of the specification and the developer implementing the software. As such,

despite their utility, informal specifications can sometimes be understood in multiple ways, underlining the need for

rigorous formal methods to ensure unambiguous and precise interpretation of software requirements. To demonstrate

high-assurance, one can establish guarantees through mathematical proofs derived from logical deduction. Although

computers assist in machine-checking proofs, humans still have a preponderant role in leading and managing the

proof development process, which includes writing proofs, developing strategies, optimizing resources and planning

a long-lasting effort. In a context where strong guarantees are increasingly demanded, such as in the military, the

avionics and the medical fields [6], industry actors without specialized expertise are showing a growing interest in
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partially or fully formally verifying their systems. But the formal verification process has long been recognized as

challenging, particularly for large software systems as summarized by De Millo et al. in 1979 [14]: the absence of

continuity, the inevitability of change, and the complexity of specification of significantly many real programs make

the formal verification process difficult to justify and manage. Since then, programs and systems have scaled up and

new software management methodologies like agile practices [2] have emerged. As formal verification sees wider

adoption, surrounded by more complex software, it is essential to support the process. To this aim, several works

investigated ways to maintain [36, 37, 42], extend [17] and automate proofs of correctness [39], in parallel to continuous

improvements on tools used for formal verification. Nonetheless, leading projects in the last decades, such as seL4 [28]

and CertiKOS [18], have reported substantial costs and human effort in the proof development process, showing room

for progress. Furthermore, the proofs are heavily reliant on the expertise of proof developers. The articles [8, 13, 31, 40]

highlight that practices in Proof Engineering are not as mature as in Software Engineering and they call for progress in

the area of proof understanding, proof guidance and conduct, and relevant proof metrics, for better formal verification

project management, especially when starting a new project with non-specialised experts in formal verification. Indeed,

like regular software development, proofs must cope with daily developments, requirements changes, unexpected tasks,

resource attribution, turnovers, priority changes, and non-expert individuals (e.g. project managers and hierarchical

line). As Andronick et al. asserted in [8], the management of projects involving program proof is in dire need of further

study and control. Specifically, the authors assert that "Better metrics are required. Related to this, better estimation

models are required for formal verification projects. These are both open questions. Answering them will help to bring about

decision-making tools for formal verification project management,[...]". These are still open questions nowadays [7]. The

observed gap in the literature is that managers of proof development teams require clear visibility and understanding

of the proof process along with quantitative measurement progress upon the inception of the project, independently of

past experiences, and should account for the project’s uncertainties. This will enable them to provide better support to

proof developers in prioritising their tasks and meeting expected deliveries. To this end, this work provides guidance

to non-expert managers in charge of a project undergoing formal verification, by bridging the gap between proof

engineering techniques associated with interactive theorem proving and software development management, and by

proposing several quantitative metrics to finely track and report the proof progress.

This paper presents a proof development framework tailored for software projects, that is responsive to changes, is

aware of the proof effort, is agnostic to the proof assistant, aids proof engineers in prioritizing their tasks in the best

effort, and provides visibility on the proof’s completion with quantitative metrics and visual representations suitable to

managers also used to adjust and optimize the proof strategy. The provided methodology enables rapid identification of

the scope of properties that need to be proven and then the establishment of an optimised proof path. The main benefit

of the approach is to limit the scope creep risks (i.e. the risk of discovering new properties or reformulating properties

at a late stage of the project). This has a direct impact on the proof effort overhead as described by Bourke et al. [13]:

"the faster the discovery, the smaller the overhead". The result is a set of metrics and practices from the beginning to

the end of the formal verification approach which can be used to drive the formal proof process and communicate its

progress to non-acculturated stakeholders. This paper primarily targets teams with knowledge in Proof Engineering

who start working on medium-scale long-term software proof projects rather than proof engineers specialised and

dedicated to proofs in one specific domain.

In particular, our propositions are inspired by Software Engineering to build on the experience of proof developers

and managers already acquainted with these practices. Our contributions are as follows:
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• A description of the proof construction process and the identification of the major sources of the proof workload;

• The presentation of our proof/code co-design approach;

• The introduction of a proof management framework composed of proof structuring, proof strategies and proof

planning methods, with associated tools and metrics;

• The illustration of the framework usage on a medium-scale practical software project with a formal verification

approach;

• The use of these practices and metrics to build an agile project management dashboard.

This article is rooted in the context of a long-term, multi-year, collaboration between an academic laboratory with

expertise in formal verification and an industrial research centre proficient in agile project management for software

development but no slightest competency in project management for software proofs. The joint works started with a

European Celtic-Plus collaborative project which led to the creation of Pip [26] and continued with the advisory of a

PhD student which led to the creation of Pip-MPU [15], an adaptation of Pip for constrained microcontrollers. From

the start of the collaboration, we observed a gap in the project management methodologies. Specifically, the progress

and difficulties related to the proof were difficult to convey and led to an impression of a tunnel effect where it was

impossible to strategically drive the project and to report to stakeholders not acculturated to formal proofs. This created

tensions with other partners of the EU-funded collaborative project. The second encountered difficulty was related

to the fact that the teams specialised in proof engineering were involved in a wide span of projects not necessarily

related to the formal proofs of Operating Systems. Added to the fact that team members come and go, it is difficult to

maintain a team which has a very deep understanding of the desired properties and behaviours, which is paramount to

developing the intuitions and informal processes for medium to large-scale proof projects. This context largely differs

from the teams involved in companies such as Proofcraft [33] or ProvenRun [34] which are deeply specialized in formal

proofs for Operating Systems and dedicate their effort towards a limited number of products and applications.

The practices proposed in this paper lead the proof development process with the goal of planning the project’s

milestones to reach full formal verification with increased added value in a systematic way, with little reliance on the

intuition of proof experts. Particularly, we deal with the aspect of unexpected changes in the project scope. This is

usually eluded by estimation models computed a posteriori, not because they do not appear, but because the computation

is based on past experiences and they rely on proof experts in similar projects to drive the proofs. However, we consider

this aspect as central because they are sources of non-negligible proof effort drifting that could explode project costs.

Hence, we do not assume proof experts already experienced in this specific proof conduct, nor the existence of similar

past projects. The methods described in this paper result from internal projects targeting the formal verification of

invariant security properties implemented within the Coq Proof Assistant [22] and represent the learnings from nearly

200.000 lines of proof.

The rest of this document is structured as follows. Section 2 presents underlying background information about two

of our team’s projects which underwent formal verification with associated knowledge around formal verification. In

Section 3, we present our way of reasoning to prove a code block or instruction from start to end (from Code to Qed).
Subsequently, we detail our proof/soft co-design approach specifically tailored for this proof process. In Section 4, we

introduce proof management practices to reduce the sources of extensive proof workload identified in the previous

section. We provide metrics, tools, and strategies to control the proof effort and to master the proof development

process. Section 5 illustrates the practices introduced earlier for the formal verification of the security properties for an

Operating System (OS) kernel. The project management dashboard is presented and its use is illustrated in Section 6.
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4 N. Dejon, C. Gaber, G. Grimaud, N. Jomaa

The document ends with related works 7 and a conclusion 8. All presented elements are discussed in the sections they

are introduced in.

2 BACKGROUND

The projects underlying this work aim to achieve full formal verification of the security properties of OS services.

This section introduces the concepts of correctness and formal verification in the context of software development

and presents tools to conduct formal proofs. It also introduces Pip and Pip-MPU, two practical software projects that

demonstrate strong guarantees through formal verification of security properties, which are used to illustrate the work.

Then, the section explains the use of Hoare Logic in formally verifying the kernel services of Pip and Pip-MPU. Lastly,

the section describes the tracking of software development project progress using Burnup and Burndown charts.

2.1 Correctness and formal verification

Correctness is a critical aspect of software development, ensuring that a software system adheres to its formal

specification and satisfies the intended relationship between inputs and outputs. The notion of correctness encompasses

an infinite set of properties derived from the specification, rather than relying on a predefined set as in the case of

static analysis. These properties can be broadly categorized into functional and non-functional properties. Functional

properties pertain to the expected outcomes of software execution, such as producing a correct result (e.g., returning an

approximation of 𝜋 ). On the other hand, non-functional properties relate to conditions that should hold true regardless

of the software’s specific output or behaviour (e.g., ensuring the software terminates its execution before a specified

deadline). By rigorously evaluating these functional and non-functional properties, developers can build confidence in

the correctness of their software.

The correctness of the implementation, or the satisfiability of the specification, is demonstrated through methods

of different rigour. One of them is software testing, but as a software’s state space is combinatorial, correctness is

only demonstrated on singular events and a typical code coverage of 95% is considered high-quality in production

environments. This masks the rest of the reachable states that can cause troubles, especially concerning security

and safety. Formal methods are on the far end of the most rigorous methods. They are the only way to reach strong

guarantees of the system’s properties by supplying a mathematical proof of correctness. In other words, they replace

the demonstration of confidence from testing singular events by universal statements. These are conducted on a

mathematical model where proven properties reflect those in the real system. The model is always a simplification of

the real system but must be as close as possible to real behaviours.

Formal verification is a process where the goal is to demonstrate correctness using formal methods. Verification

can consist in verifying invariants that are properties that should always be satisfied despite transformations of the

mathematical objects they refer to. For example, a loop invariant is a logical condition that is true at the start of the

loop and still true at the end of each iteration of the loop. To facilitate the proof conduct, proof developers rely on

theorems and lemmas.

Formal specifications and implementations also play a vital role in identifying the chain of responsibility in the

event of a software malfunction. Proofs, and by extension program proofs, demonstrate that if the premises (assumptions)

are correct, then the theorem (the result of the reasoning) is also valid. The notion of responsibility is distinct from

specification, as specifications primarily aid in the software development process. Responsibilities, on the other hand, are

crucial for defining and managing the software’s operating environment to ensure it satisfies specification requirements.

This may involve making assumptions about the hardware, where the relationship between hardware and software
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behaviours is defined, or considering the libraries being used, with developers providing these libraries tasked with

guaranteeing the validity of the underlying assumptions. By carefully delineating responsibilities and assumptions,

developers can better understand and address any potential issues, enhancing the overall reliability and robustness of

the software system. This clear allocation of responsibility facilitates swift identification and resolution of problems.

2.2 Formal verification tools

In the area of computer-assisted proofs, tools can be categorized in a spectrum ranging from interactive (requiring

substantial human manual intervention) to automated (no or limited human intervention), with hybrid systems lying in

between.

Common examples of automated tools are model checkers (e.g. TLA+, Spin, or Alloy [1, 3, 20]), some of them

connected to SAT/SMT solvers. However, proofs generated by fully automated tools are typically very large, domain-

specific, and subject to resource exhaustion, as observed in the state explosion problem which usually over-approximates

the results [35]. Some automated tools tend to enlarge their capacity though (e.g. Dafny [29]), but tools suitable to

express complex high-level properties, like security properties, delivered (mostly) in human-readable proofs, are usually

interactive. Examples of interactive tools are interactive theorem provers, also called proof assistants (e.g. the Coq Proof

Assistant [22], or Isabelle [5]). They can be used independently, as part of a verified toolchain (e.g. the Verified Software

Toolchain [9]) or embedded in automated platforms to discharge verification conditions (e.g. Why3 [4]). They work by

formal deduction (or deductive verification).

This study focuses on formal verification of a system using a proof assistant, which consists of writing the specification

of the properties to prove, and then proving that the specification is satisfied, with regular human inputs to drive the

proof. Hence, they require intense manual guidance and prover expertise, so they are time and resource-consuming,

leading to heavy proof effort.
In formally verified projects, the proof effort is usually given in person-time (days, months, years). In what follows,

we take the definition:

Definition 1 (Proof effort). The proof effort gives a measure of the amount of work (human effort) necessary to

complete a proof.

For example, the proof effort can be instantiated to compute statistics on formal verification projects, providing

insights such as a ratio of 0.0066 person-month per line of code for the formal proofs of security properties in seL4 [27]

and a ratio of 0.0036 person-month per line of code for the ongoing formal verification of the security properties in

Pip-MPU [16].

2.3 Pip and Pip-MPU

Pip and Pip-MPU [15, 26] are high-assurance systems, demonstrating strong guarantees through hardware-rooted

mechanisms supported by formal verification, i.e. with mathematical foundations. They are two distinctive minimalist

separation kernels, i.e. they simulate a physically distributed environment on a single machine [38]. Indeed, they both

provide a hierarchical partitioning tree with strict memory space isolation, rooted in the root partition, as illustrated in

Figure 1. That is, they ensure strict spatial memory partitioning (confidentiality and data integrity) between partitions

(executable components) guarded by hardware mechanisms.

Pip-MPU derives from Pip, but with complete code refactoring because of a different hardware platform: Pip targets

high-end devices and leverages theMemoryManagement Unit (MMU), whereas Pip-MPU leverages theMemory Protection
Manuscript submitted to ACM



6 N. Dejon, C. Gaber, G. Grimaud, N. Jomaa

Fig. 1. Pip’s hierarchical partitioning model.

Unit (MPU) that is adapted to constrained devices (scarce memory and power resources). Both allow the definition of

protected memory regions but for different types of devices.

The formal verification process aims to verify the hierarchical partitioning model of the separation kernel, by

verifying the so-called security properties. These properties are composed of one memory-sharing property (Vertical

Sharing 𝑉𝑆 ensuring memory owned by a child partition must be shared from its parent partition) and two isolation

properties ensuring strict spatial partitioning (Horizontal Isolation𝐻𝐼 ensuring strict isolation between sibling partitions

and Kernel Isolation 𝐾𝐼 ensuring strict isolation between user and kernel memory).

While Pip and Pip-MPU share the same proof goals of verifying the security properties, the code difference forced

complete refactoring of the proofs. The proof workflow is nevertheless kept, mirroring the project structure and

naming conventions. In both projects, code and proofs are written within the Coq Proof Assistant, which ensures

the correctness of the proofs and enforces the utilization of well-formed types and structures. The code is written

in monadic style and subsequently transpiled into equivalent ComperCert C language, which is then compiled. This

approach enables the construction and utilization of data structures based on integers and pointers, such as integer

sequences or complex data types, within the proof assistant. Multiple other projects use the refinement proof technique,

which adds multiple abstraction levels to verify complex properties on the most abstracted level and preserve them

down, like seL4, ProvenCore, and mCertiKOS [18, 28, 30]. In Pip and Pip-MPU, formal proofs are directly conducted on

the source code, which corresponds to the lowest specification level in the other systems.

The code and proofs of both Pip
1
and Pip-MPU

2
are open-source and available online.

2.4 Hoare logic

Pip and Pip-MPU are coded in imperative programming style, which makes Hoare logic [19] suitable to formally

verify the kernel services. Hoare logic gives a formal system to conduct the proofs of properties of a program, i.e.

rigorous deductive reasoning rules of inference. In Hoare logic, a program 𝑄 is encapsulated between a pre-condition 𝑃

and a post-condition 𝑅 and formally expressed as the following Hoare triple {𝑃}𝑄{𝑅}. It reads as the post-condition
𝑅 is met whenever the program 𝑄 executes and terminates with pre-condition 𝑃 . The pre- and post-conditions are

general assertions (properties). Hoare triples follow the rules of inference involving consequence (for {𝑃}𝑄{𝑅}: if the
post-condition assertion 𝑅 logically implies assertion 𝑆 , then {𝑃}𝑄{𝑆}, and inversely, if the pre-condition 𝑃 is implied by

an assertion 𝑂 , then {𝑂}𝑄{𝑅}), composition (break down a program sequence by sequence and connect Hoare triples

on each sequence to prove the full program, i.e. for a program of sequence (𝑄1 ; 𝑄2) connecting the post-condition

1
https://github.com/2xs/pipcore

2
https://github.com/2xs/pipcore-mpu/
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of the first sequence’s Hoare triple with the pre-condition of the second sequence’s Hoare triple: {𝑃}𝑄1{𝑅1} and
{𝑅1}𝑄2{𝑅} then {𝑃}(𝑄1;𝑄2){𝑅}), iteration (the controlling condition of a loop is false when leaving the loop). Pre-

and post-conditions can hold the same properties: these are invariants. Although the adoption of separation logic [32]

— an extension of Hoare logic — could enhance the formal verification efforts for Pip and Pip-MPU, it is not employed

in these projects. Additionally, Pip and Pip-MPU are designed exclusively for single-core systems; the sole form of

concurrency present is through interrupts, which are systematically disabled during the execution of kernel services to

maintain sequential consistency and simplify the verification process.

2.5 Quantification of software development projects progress

One of the agile software development processes is Scrum which is an iterative incremental process commonly used in

the industry. In this process, the work is delivered on a periodic basis, called sprints. As described in [10], Scrum teams

use Burndown Charts to follow the progress of their work done during each sprint and use Burnup charts to follow

their overall progression over time as well as the evolution of the overall scope of work.

An example of Burndown chart is presented in Figure 2. The horizontal axis shows each sprint. The vertical axis

shows the amount of work remaining expressed in story points, a unit of measure which expresses an estimate of the

overall effort to fully implement a work item. Teams assign story points relative to work complexity, amount of work in

days, risk or uncertainty for example.

Unlike the Burndown chart, which plots remaining work, the Burnup chart depicted in Figure 3 illustrates the work

completed. The dotted line represents the targeted scope of the work agreed with the customer. It is especially useful to

materialize any increase of work that could stem from additional features required by the customer or reactions required

to events (for example an external dependency changes its licence and the team needs to develop a replacement).

However, the Scrum methodology requires adaptation to the specific domain in which it is applied. For example,

Tona et al. [41] adapted the Scrum framework to more effectively incorporate software quality requirements and quality

processes. They highlight that adapting the quantifying of progress in terms of quality is a challenge. Our work aims to

address a similar issue within the domain of proof development.

Fig. 2. Example of Burndown Chart Fig. 3. Example of Burnup Chart
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3 THE PROOF CRAFTMANSHIP

3.1 Software formalisation

Unlike informal specifications, formal specifications eliminate the need for interpretation, offering a single, unambiguous

way to understand the requirements. This clarity prevents inconsistencies and contradictions from arising in the

specification, which in turn helps guarantee the software’s validity according to the defined behaviour. Moreover, formal

specifications go beyond simply aiding comprehension; they function as a mechanism for validating the developed

software. By employing formal specifications, developers can ensure not only a thorough understanding of the software’s

requirements but also a robust verification of its correctness, instilling greater confidence in the final product.

The use of formal methods in software development comes with its own set of challenges and costs. Specification

complexity can arise as the engineer expresses the specification through a formal language; but also while he works

to eliminate contradictions between specified properties. Merely writing the specification is not sufficient; careful

attention must be paid to avoid any inconsistencies. Nevertheless, proof complexity is the most challenging aspect

to consider. While formalisation is a prerequisite for establishing proof, it does not entirely eliminate the possibility

of incorrect interpretations of the specification. In this context, software proofs play a crucial role in debugging the

specification. A software system is deemed correct with respect to its specification, and conversely, the specification is

considered correct with respect to the software. If it becomes impossible to prove a formal property within the software,

the specification may be called into question, requiring corrections or removal of ambiguities. Moreover, there is no

straightforward relationship between the number of lines of code and the number of lines of proof. A linear correlation

does not exist, adding another layer of complexity to the process: progression in the proof is very hard to estimate.

In the following, we focus on proofs of software. Given that we examine properties extracted from the initial state or

any subsequent, the code must exhibit a well-defined control flow (e.g. read/write instructions, conditional branches,

function calls and subroutines, independent services) with no external events potentially altering the state and associated

properties (e.g. interrupts). Hidden properties are unacceptable due to the indirect risk they pose of resulting in an

inconsistent state.

3.2 Our approach: proof/soft co-design

The primary challenge in using formal methods lies in the associated high costs. This raises the question: how can we

effectively manage the development and proof cycle?

To remain efficient, it is essential to address the following three key questions:

• What is the formal property that we aim to establish?

• Which fragment of the software should we reason about in order to verify this property?

• Which fragment of the software is not relevant to this particular line of reasoning?

By carefully considering these questions, developers can target their efforts to the most critical aspects of the software

and its corresponding formal properties. This focused approach enables a more efficient verification process.

Our approach, therefore, involves iterating through the following steps:

(1) Identifying a subset of formal properties that are essential to the software’s correctness;

(2) Identifying and verifying the software fragments that could affect these properties;

(3) Ensuring that the remaining parts of the software do not impact these properties.

Manuscript submitted to ACM
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The adoption of this approach offers a stronger guarantee than merely selecting and verifying the functional

correctness of arbitrary software fragments. It is crucial to recognise that it is impossible to verify everything; the

engineers must prioritise the most critical properties and the corresponding software fragments, considering the mutual

dependency between them.

As a result of our previous works [26], we have developed a software formalisation strategy known as proof/soft
co-design. This innovative approach fosters a more focused and efficient method for formal verification of software

development, enabling developers to capitalise on the advantages of formal methods while effectively managing the

costs and complexities involved.

3.3 Deeper in the proof process

Proof/soft co-design primarily relies on feedback throughout the various software development stages, ranging from

the definition of its specification to the formal verification of its properties.

In order to reason about programs using Hoare triples, it is essential to distinguish between three types of properties:

Specification properties These properties stem from the formal specification and define the expected behaviour of the

program. These can be functional properties (e.g., a particular function returns a specific result) or non-functional

properties (e.g., a certain machine state is always true).

Consistency properties These properties establish invariants that are not expected a priori but are identified as

necessary for reasoning about the software. For example, a consistency property may express that a field is never

null, data within a data structure is always positive, or a specific operation is never requested from the hardware,

regardless of the software function being considered. While there is an infinite number of potential consistency

properties, only those that aid in reasoning about the program to prove specification properties are relevant.

Internal properties Internal properties are locally or temporarily true within a function. For instance, in the "then"

branch of an "if" statement, the property tested by the "if" can be assumed to be true. Similarly, if within a

function ’v’ is defined as twice ’u’, an internal property can declare that ’v’ is even. Once again, there is an infinite

number of possible internal properties, but only those that are relevant for reasoning about a given function

should be considered, and only for the software fragment where they hold true.

The Specification properties are provided by the formal specification step, establishing the foundation for reasoning

about the software. However, the other two types of properties - consistency properties and internal properties - emerge

as a result of the proof process. By working through the proof, engineers identify these additional properties that are

necessary for establishing the formal specifications.

In Section 3.2, we defined an iterative process with three looping steps. It is now necessary to outline the verification

process for steps 2 and 3 of this general activity. This engineering process relies on the careful and sequential application

of our Hoare triples on elementary operations composing the function. Fig. 4 illustrates the general schema of verification

steps. It describes how a particular property is verified after an instruction execution and shows the various decision

paths that exist. Choosing an adequate path is important to reduce verification costs.

Indeed, the verification of a set of properties after an instruction execution classifies them into two categories. Each

one can also be decomposed into several categories as follows and as illustrated by Fig. 4.

When a property can be proven after the execution of an instruction, one question remains:

A. If the property is a general one, originating from the specification or global consistency, we must be able to

provide justifications that validate the property’s continued applicability after the instruction has been executed.
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Fig. 4. The general schema of verification steps.

B. If the property is an internal one, the first question to consider is: Do we still need it? Internal properties are

established for local purposes, and after they have served their function, they may no longer be necessary. In

such cases, these properties can simply be forgotten.

When a property cannot be proven after the execution of an instruction, complications arise.

A. If the property is an internal one:

1. If it is not necessary to reason about the remaining instructions, the property should be removed from the set

of properties to propagate by updating the post-condition of the current instruction.

2. If it is necessary to reason about the remaining instructions and the property is internal, it can always be

locally replaced with a deduction from the existing one. It is important to note that the specification of internal

properties about an executing instruction is initially based on an intuition of some local invariant that could

be expressed in different ways. Therefore, it is possible that the definition might not be exactly as anticipated.

Changing the property where it has been defined can lead to updates in several existing proofs. For this reason,

it is more convenient to locally deduce a new property that is better suited to the current reasoning. In most

cases, this transformation is not difficult to establish.
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B. However, if the property in question is a specification or consistency property, the difficulty can be addressed in

various ways:

Reordering program instructions Sometimes, a consistency property or even a specification property can

be temporarily invalidated. This can occur when the software alters several elements in a global state, for

example, and doing so step-by-step results in a temporarily invalid data structure. As the reasoning is highly

dependent on the order in which the instructions are executed, simple reordering of instructions can sometimes

provide the easiest way to manage the proof. Our verification experience indicates that creating a temporarily

inconsistent state during the execution of a piece of code can complicate the proof. This code modification can

lead to one of two possible outcomes:

1. Move the current instruction forward to a more convenient position for later execution. This requires

modifying its invariant to follow the program’s control flow;

2. Execute the instruction earlier in the code, which necessitates updating the Hoare triples of the subsequent

instructions by integrating the corresponding internal property.

Code updates can, in some cases, result in significant modifications to existing proofs. However, the extent of

the changes largely depends on the nature of the modification. Therefore, it is essential to carefully organise

the code before beginning the verification of the program, as this helps creating a more structured program

and preventing temporarily inconsistent data structures.

Introducing a new internal property In cases where global properties cannot be temporarily preserved, an

internal property can be used to capture the partial consistency of the failing global property. Propagating

transformations can then continue until a new consistent global state is reached and the global property is

reinstated. As previously mentioned, internal properties are defined during the proof of instruction streams,

and their formalisation involves anticipating what may be important for the proof. Consequently, it is quite

possible to miss some internal properties. In such cases, the corresponding instruction needs to be identified,

and the new property specified and propagated. This type of local adjustment is only possible with local Hoare

triples because global properties are expected to hold true at both the beginning and end of a function.

Introducing a consistency property Sometimes, incorporating a new consistency property is necessary for

completing the current proof. It provides additional information about the global system state or data structure

that aids in completing the verification of the property. This step demands more effort as it entails significant

updates to existing proofs. In our case, existing proofs are robust when adding new consistency properties,

and generally, we only need to make changes to include missing proofs regarding the validity of the new

consistency property.

Add a conditional statement Global system states and data structures often have interrelated and mutual

dependencies. As a result, it’s possible to infer properties and relationships between them. However, without

an explicit consistency property expressing this relation, making such inferences isn’t possible. As mentioned

earlier, integrating a new consistency property can be a challenging task. In some cases, this can be avoided

by explicitly testing the validity of certain properties, although minor code changes may be necessary. It’s

important to note that the goal of code changes is to facilitate proof without causing performance degradation.

Update a consistency property As previously discussed, consistency properties are gradually integrated

during the proof. Consequently, it’s possible to integrate a misleading property that may not be accurate

enough. Such modifications are rarely performed, and any corresponding ambiguity is usually captured. Indeed,
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in some cases, verifying the validity of a property is impossible, especially when it depends on a modified

global structure or system state.

Fixing a bug In this situation, both source code and proofs need to be synchronised. If the issue involves adding

missing checks, updating the existing proof is usually not difficult, as we failed back in the "Add a condition

before the instruction" item. However, when the problem relates to a design issue, corrections may invalidate a

significant portion of the proof. Thus, it’s beneficial to eliminate obvious bugs before starting the verification

process. Based on the lessons we have learned from our practice in program verification, it is always preferable

to eliminate bugs before attempting to prove a program, as debugging a partially proven program can be

laborious. For this reason, we recommend thoroughly testing the software prior to proving it. The time spent

on testing is always negligible compared to the time lost revising a proof due to changes in the program. This

is particularly relevant because the debugging process introduces modifications to the instructions, which can

jeopardise some or all of the existing proofs.

If the progression of the proof in the lines of code of a complex software, relies, in one way or another on one of

these solutions, to find which one, remains an exhausting work.

3.4 Illustration

In this section, we aim to clarify the different strategies for overcoming proof difficulties in software as detailed in

Fig. 4. We illustrate the iterative nature of proof development and the complexity of reasoning by examining a prevalent

challenge in multi-threaded software: ensuring the correct use of mutual exclusion mechanisms to prevent deadlocks.

A deadlock occurs when a set of threads are blocked, each waiting for a resource held by another thread in the set,

creating a cycle of dependencies that cannot be resolved. Informally, the specification property we need to establish

is that no deadlock scenario arises. Specifically, it means no situation where the unlocking of one thread depends

on another thread, which in turn, directly or indirectly, relies on the first thread for unlocking (i.e. a locking cycle).

Formally, the specification property involves defining the concept of threads, either in relation to an application’s thread

management plan or through Hoare triples related to thread creation and activation API. The concept of "unlocking"

is tied to Hoare triples focusing on the acquisition (i.e. lock) and release (i.e. unlock) of mutexes. After establishing

these specification properties, it’s crucial to prove that the property holds true across all possible execution paths of the

threads.

To demonstrate the specification property, and following Fig. 4, we state a consistency property asserting: "a thread

cannot acquire a second mutex until it has released the first one". Thus, a thread cannot be in a state of waiting to

unlock while simultaneously being responsible for locking another thread, which could potentially lead to a deadlock.

By adhering to one mutex at a time, a thread either waits for a lock or, having acquired one, does not hold any other,

thereby avoiding a locking cycle.

Consider first the following pseudocode fragment, illustrating a function that alternates between locking mutexes v1

and v2 within a loop:
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1: while a do
2: if b then
3: lock v1

4: end if
5: if c then
6: lock v2

7: end if
8: ... code fragment without further locks and without modifying b and c...

9: if b then
10: unlock v1

11: end if
12: if c then
13: unlock v2

14: end if
15: end while

The proof of this code fragment must establish that it does not lock both v1 and v2 simultaneously. One strategy is

to introduce a new internal property such as "𝑏 = ¬𝑐". Moreover, it should be verified that b and c remain unchanged

between the conditional locking and unlocking statements. Doing so, only one mutex in {v1,v2} is locked during a loop

and unlocked before the next loop. However, some scenarios could complicate the proof:

• ’it is an internal property’ -> ’not necessary for the remaining proof’: If it concerns the internal property ’𝑏 = ¬𝑐’,
it is possible that this property cannot be proven, either before or after the while loop, because it only holds in

the while block.

• ’it is an internal property’ -> necessary for remaining proofs: But if this property is still useful afterwards, yet

unprovable, it might be that another property could be used instead, which implies ’deduce another property’ on

Fig. 4. For example, ’¬(𝑏 ∧ 𝑐)’ because sometimes, neither 𝑏 nor 𝑐 are true, and this does not pose any issue for

proving the internal property.

As explained in the previous section, it can also happen that a consistency property, or even a specification property,

turns out to be impossible to prove. In the case of the stated consistency property, the following program fragment

cannot be proven because the two locks are acquired simultaneously:

1: lock v1

2: ...

3: lock v2

4: unlock v1

5: ...

6: unlock v2

However, this does not imply there is no deadlock. Indeed, if this is the sole location where two locks are reserved

simultaneously, no other thread can lock v2, fail to unlock it, and then request v1. To address this, we can apply different

strategies from Fig. 4:

• ’it is a consistency property’ -> ’reordering program instructions’: In fact, it is common to construct programs,

either intentionally or unintentionally, where a consistency property is "temporarily wrong". But when possible,

the simplest approach is to change the order of instructions so that this is no longer the case. Here, it could be to
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swap the two instructions lock v2 and unlock v1. Based on our experience, this loophole should be preferred

when applicable, and it really aligns with the idea of ’proof/code co-design’.

• ’it is a consistency property’ -> ’add a conditional statement’: Sometimes, the solution to advance the proof when

we encounter a property that is impossible to prove is to adopt what is called defensive programming. In this

approach, we test a condition in the software that we are unable to establish through proof. For example:

1: if no_mutex_lock then
2: lock v1

3: end if

Of course, this involves replacing a property that is verified once and for all with a piece of code that will be

executed every time a thread passes through this line. However, there are situations where this remains the only

solution, in the absence of being able to establish the required property "statically".

Now consider the following program:

1: if v1 != null then
2: lock v1

3: end if
4: if v2 != null then
5: lock v2

6: end if
7: ...

For this code fragment, applicable strategies from Fig. 4 are:

• ’it is a consistency property’ -> ’introducing a new internal property’: In this case, it might be relevant (if it is

assumed to be true) to add a new internal property: ’if v1 is not null, then v2 is null, and vice versa.’ However,

this new property would need to be verified throughout the entire program.

• ’it is a consistency property’ -> ’introducing a consistency property’: If v1 and v2 are global references throughout

the program and not internal to a specific function, then the previously mentioned internal property is no longer

local, but a global property of the entire program (consistency property), which must be verified for each function

in the program.

Ultimately, it’s possible that, after extensive proof work, the software engineers working on the critical software

realise that the initial consistency property, namely "a thread never reserves more than one lock at a time", turns out to

be impractical. They might then decide to ’update a consistency property’ with another like the one once proposed by

Dijkstra: "commit to reserving multiple locks always in the same order". But then, all the proof work done so far will

need to be revisited, and Dijkstra’s proof will have to be reexamined to establish that this consistency property implies

the absence of deadlock, significantly encumbering the proof and substantially increasing the proof effort.

The examples taken in this section are limited and quite simple. When dealing with more complex programs, such as

a real-world OS kernel, each iteration of the proof development process significantly increases the proof effort. This

increase is due to the multiplication of the possible strategies and the necessity to address incoherent proof states and

bugs intrinsic to complex programs and proofs, which are depicted by all paths of Fig. 4.
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3.5 Lead a code to Qed

When a property cannot be proven, it is necessary for the engineer to choose the order in which to attempt the various

solutions that have just been presented. These solutions differ in terms of proof effort and probability of success. We

can distinguish two categories of solutions: those that act on the code and those that act on the proof. The solutions

that act on the code are "Reordering program instructions", "Add a conditional statement", and "Fixing a bug",
while the solutions that rely on the proof are "Introducing a new internal property", "Introducing a consistency
property", and "Update a consistency property".

In the next paragraph, we present our feedback on the best order in which possible solutions should be tried to deal

with the difficulty to prove a global property.

Solutions that act on the code often generate less co-design effort and are therefore generally preferred, and sometimes

even absolutely necessary.

If there is a bug, it must be fixed. The "Fixing a bug" solution should always be prioritised if possible, and it is the

first area to explore. However, since the software being proven is co-designed during a formal specification process

and has been written in a formal language, the likelihood of a bug being present is rare, according to our experience.

But precisely because it is improbable, it must be kept in mind that if we cannot prove a consistency property, or one

resulting from the specifications, it is perhaps simply because as it stands, it is not true.

The second preferred solution is "Reordering program instructions". When applicable, this solution has numerous

advantages. As explained earlier, it can have a very low impact on the engineer’s proof effort if well organised, and it

has a localised impact. Furthermore, when this solution addresses internal system states, it may indicate a possible

"race condition" in the hardware.

The third preferred solution, according to our experience, is a tie between "Introducing a new internal property"
and "Add a conditional statement". While once again, the solution that involves changing the code rather than the

proof may seem better in terms of engineering effort, adding runtime checks – that is, switching from static to dynamic

verification – can ultimately impact software performance. After all, the same guarantee can often be obtained statically,

specifically through the introduction of a new internal property for the function being reasoned about. Moreover, this

static solution has only a minor impact on the proof effort since it only affects the function fragment being considered.

If none of these solutions is possible, the remaining two solutions imply a significant proof effort. Indeed, "Introducing
a consistency property" introduces a new global property that must be verified throughout the whole code that has

already been proven, not just the code fragment being proven, resulting in a considerable proof effort.

The solution to "Update a consistency property" may seem somewhat less daunting, but in practice, even with

significant efforts to organise proof scripts, modifying a property involved in a proof requires modifying the proof

itself, necessitating substantial rewriting of the proof.

3.6 Discussion

Managing industrial projects involving the integration of formal methods is challenging not only because the cost of

proving software is high (in terms of man-months), but also because it is difficult to plan. As we have seen, the proof

workload is proportional to the number of global properties to be proven in the code, and after the formal specification

phase, this number is not yet determined. The number of global properties is equal to the number defined by the formal

specifications, plus the number of consistency properties discovered during the proof construction process itself. We

Manuscript submitted to ACM



16 N. Dejon, C. Gaber, G. Grimaud, N. Jomaa

later provide an illustration of this fluctuating proof workload from the proof developer’s point of view in Section 5 and

from the project manager’s point of view in Section 6.

Furthermore, the iterative proof process is not boundable a priori, as adding new global consistency properties or

modifying these properties requires engineers to revisit code they have already reasoned about.

Domain experts, however, often overlook or neglect this situation. After several years of working on a specific type

of software (an allocation algorithm, a scheduling algorithm, etc.), they acquire an expertise in the data structures and

services they reason about and, consequently, tend to anticipate the appropriate consistency properties required by the

upcoming proof. Similar obstacles in revising consistency properties, unfavorable for proof production, have also been

observed in other approaches such as that of seL4 [43]. Therefore, in general, we believe it is necessary to assume that

not all consistency properties can be identified a priori. It is important to anticipate the consequences of revising these

properties in the most unfavorable situations.

Finally, when software or hardware evolves, the proofs shatter, and the process must start over. It is therefore essential

to identify the sources causing additional proof effort and to provide metrics to measure progress. These metrics serve

multiple purposes: they give professionals a sense of progress in the task, provide indicators to quantify costs and

resources to commit to project managers, and enable them to report on the advancement of the proof. Lastly, these

metrics should also help in factoring and steering proof efforts.

4 PROOF MANAGEMENT

From the sections above, it is reflected that the proof development process is a complex and intellectually demanding

task, requiring a high proof effort.

Intuition is the leitmotiv at each stage, from the proof term construction to the proof planning, where "efficiency"

and success depend on highly skilled proof experts. The consequences include lack of systematic proof development

strategies, inability to communicate the advancements of the proof especially for people used to software engineering,

inability for a project manager to plan necessary resources and manage the efforts in time accordingly, a long and steep

learning curve for newcomers to master tools and proof techniques for formal verification and thus heavily rely on

senior proof developers.

Furthermore, the proof backtracking loop, represented on the right-hand side of the Figure 4, shows the sources

of additional proof effort ("Introducing a new internal property", "Introducing a consistency property") and
wasted proof effort ("Reordering program instructions", "Fixing a bug"). Consequences involve higher project costs,
reconsideration of the project planning, proof developer frustration by reiterating the proof process, production costs

due to the discovered bugs with potential malfunctioning or security breaches.

Therefore, we need to deepen our understanding of the internals of the proofs and their relationships with the

code, as well as organising and optimising the proof process described in the previous section. We introduce in the

following tools, metrics, and strategies to substitute intuition and counter the listed consequences, with the goal to

elevate the reusability of proofs, avoid proof backtracking, explicitate the proof development progress and plan the

proof development in reasoned progressive steps, with the ambition to reduce the likelihood of additional and wasted

proof effort. The context is the formal verification of a software system within the boundaries announced in the previous

section, i.e. using interactive theorem proving and leveraging Hoare Logic on a piece of software with a clearly defined

control flow.

This section is voluntarily made theoretical, while the presented material is illustrated on a real-world system in

Section 5.
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4.1 Motivating example

Full formal verification entails a thorough examination of each component within the codebase, with the proof assistant

ensuring correctness independently of the verification sequence or a specific proof script. In a naive approach, discussed

in previous Section 3, the consistency properties are discovered incrementally at each new step in the proof, making it

difficult to assess the proof effort from the beginning of the project. In contrast, the ultimate goal for the manager

of formal verification teams is a long-term planning thatminimizes the overall proof effort by allocating resources
effectively and optimizing the work of the proof engineers. For example, the maximisation of the proof reusability and

the early discovery of the consistency properties help to reach this goal by mutualizing proof efforts and reducing the

likelihood of the proof loopbacks depicted in Figure 4. To illustrate this, consider a software component composed of 3

functions A, B, C, represented in Figure 5. These functions are themselves composed of the instructions and internal

functions indifferently referred to as 1, 2, 3, 4, 5. From the functional point of view, we observe that element 1 is both

used by 𝐴 and 𝐵. In other words, the code is reused, avoiding code duplication and reducing maintenance necessities to

keep both in sync. The same principle applies to proofs: we aim to compute and maximize the reusability factor of
proven theorems and lemmas. Additionally, discovering consistency properties at an early stage enables early property

sharing extracted from different contexts, thereby lightening the burden of proof loopbacks. For instance, when starting

the proofs of 𝐴, 𝐵 and𝐶 simultaneously, this property sharing occurs at the earliest stage, significantly streamlining the

overall proof process. However, from a managerial perspective, partial proofs are not sufficient for reporting progress.

Ideally, managers would like to gradually observe convergence to full formal verification according to a predefined
agenda. This is tracked on a sort of higher-level overview with status progress including meaningful views on the
proof status. But the selection order of the functions to prove significantly affects the proof effort and the proof

outcomes. Indeed, while each function is a separate context with its own set of consistency properties, all properties

will eventually merge into a unique statement for the entire system under formal verification. Therefore, functions

spanning accross multiple contexts are more informative, and processing them first reduces the overall proof effort.

For example, in Figure 5, we can prove 𝐶 in two steps (by proving elements 4 and 5), but we can also prove 𝐴 in two

steps as well (by proving elements 1 and 2). However, due to the interleaving of proof elements (existence of reused

elements), proving 𝐴 also brings a lot of information on the proof of 𝐵, since it reuses elements 1 and 2. By finishing the

proofs of 𝐴 by encompassing a bit of 𝐵’s context, the overall proof context is richer than 𝐶’s context alone, thereby

reducing the heaviness of proof loopback corrections. Furthermore, by leveraging again the reusability, the proof of 𝐵 is

terminated in one extra step by proving 3, while if we had proven 𝐶 first, neither 𝐴 nor 𝐵 could have been proven in

three steps, and so we minimize the proof effort at each step of the proof while pursuing to cover most of
the remaining proof. Just as importantly, by starting to prove 𝐴 and 𝐵, instead of 𝐶 , more functions are challenged
earlier in the process with the properties to prove, thus comforting the overall verification process (properties and

absence of bugs endangering the properties). Naturally, the motivating example assumes uniform proof units, which

is rarely the case with functions more complex than others. To refine prioritization, long-term planning requires an

accurate measurement of the proof costs in terms of proof effort for all instructions and internal functions. This entails

addressing two aspects: 1) computing the proof effort, and 2) obtaining this accurate measurement as early as
possible. In addition to that, short-term planning is as important as the long-term planning discussed until now

when considering proof statements within instructions and internal functions. Indeed, some code fragments are more

important to challenge earlier in the verification process to find potential bugs within the functions themselves, which

means early identification and prioritisation of the proof of the most critical parts.
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Fig. 5. Toy example of a software component composed of functions 𝐴, 𝐵 and𝐶 , each of them composed of primitives and internal
functions 1 − 5.

By leveraging this approach, teams can effectively reduce redundancy and optimize their proof efforts, leading to

more efficient and effective formal verification. This intuition is formally stated in the next sections.

4.2 Proof structure

The foundational aspect of formal verification is the synergy between code and proofs. It intrinsically binds portions

of code with their corresponding proof elements. The major activity is to construct these proof elements (or proof

artifacts), which are the building blocks to conduct the formal verification.

Definition 2 (Proof element). A proof element is a proven statement, i.e. a theorem, lemma or proposition, with

respective proof.

Similar to how code elements (function, module, instruction) are composed in software, proof elements are
systematically organized during the proof construction process. Indeed, proof elements interconnect to leverage

previously established statements, aiming at proving a global statement, such as specification properties. Each function

or primitive correlates with a primary proof element, supported by auxiliary proof elements that help the proof

development, such as property extraction or property equivalence. At the end of the verification process, the total

number of code elements (functions and primitives) indicates then the minimum number of proof elements.

Theorem 3 (Minimum number of proof elements). For the set of code elements composed by the subset of functions

𝐹 = {𝐹1, 𝐹2, ..., 𝐹𝑓 } and the subset of primitives 𝑃 = {𝑃1, 𝑃2, ..., 𝑃𝑝 }, and for the set of corresponding proof elements

𝑃𝐸 = {𝑃𝐸1, 𝑃𝐸2, ..., 𝑃𝐸𝑙 }, then
|𝐹 | + |𝑃 | <= |𝑃𝐸 |

The interrelations between code elements and proof elements are represented as separate dependency graphs. A

dependency graph is a polytree, a type of directed acyclic graph in which the underlying undirected graph is a tree. It

delineates the primary code element’s inner functions (subroutines) and excludes low-level primitives, i.e. functions

comprise at least two low-level primitives. It is a subset of the call graph and control-flow graph, excluding recursive calls

and the routes back from an inner function to the primary function. Figure 5 illustrates a typical (generic) dependency

graph.

Definition 4 (Dependency graph). The dependency graph of code, respectively proofs, is defined as the set𝐺 𝑓 𝑢𝑛𝑐𝑡𝑖𝑜𝑛 =

(𝐹, 𝐷𝐶), respectively 𝐺𝑝𝑟𝑜𝑜 𝑓 = (𝑃𝐸, 𝐷𝑃), where the set of functions 𝐹 = {𝐹1, ..., 𝐹𝑛} are the nodes in 𝐺 𝑓 𝑢𝑛𝑐𝑡𝑖𝑜𝑛 ,

respectively where the set of main proof elements 𝑃𝐸 = {𝑃𝐸1, ..., 𝑃𝐸𝑙 } are nodes in 𝐺𝑝𝑟𝑜𝑜 𝑓 , and the set of dependency

𝐷𝐶 are arrows (edges) in 𝐺 𝑓 𝑢𝑛𝑐𝑡𝑖𝑜𝑛 , respectively 𝐷𝑃 in 𝐺𝑝𝑟𝑜𝑜 𝑓 .

Twomethods that structurally streamline the proof effort are design freeze and proof element reusability. Design freeze

facilitates the analysis of proof dependency graph properties relative to code properties, with direct correspondence
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between each function or primitive and their respective proof element. In that configuration, the code and proof

dependency graphs match from a high-level perspective and the number of primary elements, i.e. functions and proof

building blocks, is known in advance and feeds the planning. Reusability, akin to software development practices, aims

to capitalize on previous efforts by reemploying elements in new contexts. Next, we introduce metrics to quantify the

extent of reusability within the system.

4.2.1 Code and proof reuse. Embracing code reuse is a strategic approach to fostering the creation of similarly reusable

proof components at a lower cost. Of course, proof components must be general enough to cover most of the cases

where the corresponding code element is utilized. Proof reuse circumvents the redundancy of crafting similar proofs at

different points within the proof script. The pursuit of developing reusable lemmas, or heuristics such as tactics (proof

hints), to reduce the proof effort is an active area of research [21].

To assess proof reusability, we consider the dependency graph 𝐺 = (𝐸, 𝐷), where 𝐸 = {𝐸1, ..., 𝐸𝑛} is the set of (code
or proof) elements and 𝐷 the set of dependency arrows (edges).

Definition 5 (Main reused element subgraph). Main reused elements are nodes in the dependency graph𝐺 that receive

multiple incoming edges (indegrees). The subgraph comprising these reused elements is denoted by 𝑅 = {𝐺 ′ ∈ 𝐺 |∀𝐸𝑖 ∈
𝐺 [𝐸], 𝑑𝑒𝑔− (𝐸𝑖 ) > 1}.

Definition 6 (Full reused element subgraph). Inner functions of reused elements are inherently reused, even if they

may not be included in 𝑅 due to a single incoming edge. The full reused element subgraph, therefore, extends 𝑅

to encompass all elements within the subtrees 𝑆 = {𝑆1, ..., 𝑆𝑠 }, 𝑠 ∈ N, that originate from a main reused element.

Hence, 𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 = {𝐺 ′ ∈ 𝐺 |∀𝐺𝑖 ∈ 𝐺,∀𝑅 𝑗 ∈ 𝑅,∀𝑆𝑘 ∈ 𝑆𝑅 𝑗
,𝐺𝑖 [𝐸] ∈ 𝑆𝑘 ∧ 𝑑𝑒𝑔− (𝐺𝑖 [𝐸]) = 1} = (𝐸𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 ,

𝐴𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 ).

Ensuring that the modularity of proof elements mirrors the modularity of code elements is key to minimizing proof

effort. When proofs deviate from the code’s structure, an additional proof effort is incurred for each developed proof

component that potentially could have been reused. On the contrary, an increased number of reused elements leads

to reduced development needs, as we consider that the benefits of reusability outweigh the resources invested in

generalizing elements for reuse. Consequently, it is valuable to determine the actual proportion of reused elements

across all nodes in the dependency graph to gauge efficiency, termed the reused elements ratio.

Definition 7 (Reused elements ratio metric). The reused elements ratio 𝑅𝑅 is the metric that quantifies the proportion

of reused elements relative to all elements in the dependency graph 𝐺 . It is calculated as the quotient of the number of

reused elements in 𝐸𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 by the total number of elements in 𝐺 :

𝑅𝑅 =
|𝐸𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 |

|𝐸 |

A high 𝑅𝑅 value indicates a significant presence of reusable elements within the dependency graph.

Note that root nodes, such as service entry points in an operating system invoked from user space, are excluded

from 𝐸𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 because they are independent and thus lack incoming edges.

4.2.2 Reused proof discrepancy. In some situations, code and proof dependency graphs diverge, such as when estab-

lishing function-level lemmas proves challenging or when functions are so trivial that the effort to formalize proofs is

unjustified. This divergence leads to a discrepancy, referred to as the reused proof discrepancy, between the potential
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full reusability of elements, assuming matching dependency graphs (equivalent to full code reuse, 𝑅𝑅𝑐𝑜𝑑𝑒 ), and the

actual proof reuse, 𝑅𝑅𝑝𝑟𝑜𝑜 𝑓 .

Definition 8 (Reused proof discrepancy).

𝑅𝑅𝑐𝑜𝑑𝑒 − 𝑅𝑅𝑝𝑟𝑜𝑜 𝑓

A larger discrepancy points to missed optimization opportunities, such as redundant proof efforts, unnecessary

additional lemmas, repetitive patterns in the proof script, and a more complex design making the maintenance operation

more cumbersome. While the ideal is proper alignment between dependency graphs, a mismatch does not undermine

the verification process, since proof assistants ensure completeness of proofs, regardless of proof structure.

4.2.3 Effective reusability. The counterpart metric to the reused ratio is the metric of effective reusability, which is a

measure of the entanglement of all elements. Indeed, while functions may be reusable, the extent of their actual reuse

directly reduces development and proof efforts. In other words, it compares the scenario where each element incurs a

unique proof cost against the worst-case scenario where the dependency graph is fully expanded (unfolded) and each

reused element necessitates additional proof effort by developing a similar proof.

Definition 9 (Unfolded dependency graph). The unfolded dependency graph is defined as 𝐺𝑢𝑛𝑓 𝑜𝑙𝑑𝑒𝑑 = (𝐹 ′, 𝐴′),
representing𝐺 devoid of modularity, with 𝐹 ′ and𝐴′

being the new set of functions and dependencies, respectively. This

graph is constructed by tracing each dependency path from the root nodes and duplicating all reused elements for each

path, representing themost unfavorable case for code/proof development andmaintenance. The total number of elements

requiring development is |𝐹 ′ |. |𝐹 ′ | is equal to the total number of elements in each subtree 𝑆𝐺 ′ = {𝑆𝐺 ′
1
, ..., 𝑆𝐺 ′

𝑠 } ⊆ 𝐺 ,
so |𝐹 ′ | = ∑𝑠

𝑖=1 |𝑆𝐺 ′
𝑖
|.

From the perspective of the services’ entry points, the total number of proof elements in the first scenario (a reused

element incurs a single, one-time global verification cost) can be categorized into two groups: 1) the count of reused

elements (|𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 |), and 2) the count of elements that are not reused. The latter is determined by pruning

away the reused elements, resulting in the no-reused-element-pruned subgraph 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 defined below.

Definition 10 (No-reused-element-pruned subgraph). The no-reused-element-pruned subgraph 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 is derived

from the code dependency graph 𝐺 pruned away from reused elements: 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 = {𝐺 \𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 }. We refer

to its constituent subtrees as 𝑆𝐺 ′′ = {𝑆𝐺 ′′
1
, ..., 𝑆𝐺 ′′

𝑠 } ⊆ 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 ⊆ 𝐺 . The total number of non reused elements is

|𝐺𝑝𝑟𝑢𝑛𝑒𝑑 | =
∑𝑟
𝑖=1 |𝑆𝐺 ′′

𝑖
|.

From the definition, |𝐺 | = |𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 | + |𝐺𝑝𝑟𝑢𝑛𝑒𝑑 |.

Finally, we can define effective reusability, which quantifies the degree of element reuse within the polytree𝐺 , and

so equivalently the rate of interleaving in the polytree 𝐺 . The effective reusability metric increases as more elements

are actively reused.

Definition 11 (Effective reusability metric). Considering the polytrees 𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 , 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 and their respective

subtrees 𝑆𝐺 ′′ = {𝑆𝐺 ′′
1
, ..., 𝑆𝐺 ′′

𝑟 } ⊆ 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 ⊆ 𝐺 (𝑟 ∈ N), as well as 𝐺𝑢𝑛𝑓 𝑜𝑙𝑑𝑒𝑑 with its respective subtrees 𝑆𝐺 ′ =

{𝑆𝐺 ′
1
, ..., 𝑆𝐺 ′

𝑠 } ⊆ 𝐺 (𝑠 ∈ N), and acknowledging that these subtrees share the same root nodes, we have 𝑟 = 𝑠 .
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Fig. 6. Illustration of the proof strategies for the verification of OS services. In hatched green, the breadth-first exploration strategy
covering all the services. In hatched gray, the priority-based iterative strategy for a specific service.

Then, the effective reusability 𝐸𝑅 metric is defined as:

𝐸𝑅 =
|𝐺 |
|𝐹 ′ | =

|𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 | + |𝐺𝑝𝑟𝑢𝑛𝑒𝑑 |
|𝐹 ′ |

=
|𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 | +

∑𝑟
𝑖=1 |𝑆𝐺 ′′

𝑖
|∑𝑟

𝑖=1 |𝑆𝐺 ′
𝑖
|

𝐸𝑅 indicates the rate of proof elements to prove with reuse compared to without reuse. Consequently, 1 − 𝐸𝑅
represents the proportion of proof effort saved thanks to reuse.

Note that the sequence in which each dependency path from the root nodes in 𝐺𝑝𝑟𝑢𝑛𝑒𝑑 is considered (each subtree)

does not affect the outcome of the metric.

4.3 Proof development strategy

Recall from Section 3.3 that consistency properties are invariants required to prove the specification properties and

discovered during the proof process. As seen later in Section 3.5, we have several solutions to lead the code to Qed,

however, we don’t necessarily have the choice on the ones to apply and some are major sources of proof effort, like

"Introducing a consistency property", "Update a consistency property" and "Fixing a bug".
We address these concerns with a proof strategy based on two movements: 1) the breadth-first exploration

strategy: a fast and as complete as possible identification of consistency properties, and 2) the priority-based iterative
strategy: an efficient traversal of the code element with iterations progressively increasing trust in the proof script

while diminishing risks of inconsistencies. They have respectively a horizontal and a vertical movement criss-crossing

the code elements, as illustrated in Figure 6, in the case of formally verifying OS services.

Manuscript submitted to ACM



22 N. Dejon, C. Gaber, G. Grimaud, N. Jomaa

4.3.1 Breadth-first exploration strategy. The intuition of this strategy is that the more code is covered, the more

consistency properties are unveiled. All code elements contain a check code portion, made of conditional statements (cf

Section 3), which returns a result or rejects any unsatisfactory conditions like incorrect user parameters. This strategy

explores first the check code portions in all code elements, in parallel, until reaching the modification phase. The check

code portion requests drastically easier proofs than the modification phase, as attested in the proof development [24].

Furthermore, the check code portion brings up low-level structural properties that can’t be easily discovered by

deduction, for example an invariant property that a flag is set if and only if a field contains a meaningful pointer.

After applying this strategy, most consistency properties are revealed. The proof goal is detailed very rapidly by

spanning the system, such as the proof workload is understood almost from start and the proof developers do not

wander into unknown grounds for very long.

4.3.2 Priority-based iterative strategy. The intuition behind this strategy is to challenge the specification properties

as fast as possible on the code to be proven. The first iteration cuts straight to the final state where the specification

properties must be proven (i.e., "straight to the point"). This implies temporarily dismissing relatively difficult proof

obligations. Then, consecutive iterations solve the dismissed proof obligations by risk order, meaning properties with a

likelihood to be false and tightly coupled with the consistency properties assuring the specification properties must be

proven first. In such a way, trust increases drastically in the first iterations, while leaving less risky proof obligations to

the end of the development (i.e. a false reasoning becomes exponentially less and less "probable"). Indeed, the objective

is to quickly identify inconsistent properties, which reveal either bugs in the code or missing consistency properties

that would help to resolve the specification properties and that cannot be deduced from the constructed proof context,

assuming all dismissed proof obligations. After applying this strategy, a complete code element is proven.

4.4 Proof planning

The previously presented metrics and strategies help the proof manufacturing process. While the verification goal is

usually set in advance, i.e. the full or partial verification of the code, proof management also needs a project view on

the overall process to define milestones, prioritise, plan resources, communicate about the achievements and be sure

the formal verification is on track.

We propose short-term and long-term proof planning strategies based on computed estimated proof effort, as

well as a proof dashboard showing off the progress for each primary proof element (e.g. corresponding to the entry

points of services provided by the OS) and a fine-grained analysis of the proofs to estimate the proof effort.

4.4.1 Short-term planning and proof effort estimation by proof complexity computation. In any project, planning requires

meeting deadlines. Estimated effort is key to adjusting project management, like selecting the right amount of resources,

retroplanning, or setting up sprints in an agile style. The short-term work organisation benefits from a fine-grained

analysis of the work effort, specifically here the proof effort. The latter depends on the difficulty to undertake the proof.

However, proofs are not of equal complexity. Indeed, a write instruction might be hard to prove, but harder is to prove

a function with several write instructions.

This section introduces definitions to compute a proof complexity score, used as a basis to compute the proof
effort. The intuition here is that the complexity of a proof, i.e. the proof complexity, depends on the impact of the

code instructions on the properties to prove (some instructions disturb more the properties than others), i.e. the proof
impact score, and how complex these properties intrinsically are, i.e. the property complexity.
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Proof impact score at the instruction level. A first major categorisation of code instructions is whether they are read

or write operations. Read instructions extract information from the context while write instructions modify it. In the

perspective to verify properties, and in particular the specification properties, reads are tremendously easier than writes,

because they are logical deduction from the same context instead of a changing one. Notably, invariants spare the

logical deduction of proving the equivalence of states before and after the read operations, which is trivial.

In the case of write instructions, the impact on the proofs depends on the modification. Some operations, like a flag

set required in the specification properties, might impact the properties significantly and could result in contradiction

with the specification properties. On the contrary, modifications of elements of less importance do not disturb the

properties very much or at all. Thus, each modification operation is analysed against each specification property and

consistency property, and a disturbance score is systematically issued for each impacted property, e.g. if a modified

structure field is present in the definition of a property. Hence, the more write instructions disturbing the properties,

and the more impacted properties, the higher the impact score.

The matrix containing the impact scores of the instructions per property is called 𝐼 𝐼𝑃 .

Proof impact score at the function/service level. At the function level, the impact score depends directly on the

instructions and their own impact score. Hence, we sum all the instruction impact scores given the instructions of the

function and the properties to prove.

Functions might call other functions, the score being the sum of all scores of their own inner elements. We do not

count the recursive calls if any, because we are only interested in the presence of a disturbance, not its occurrence.

Definition 12 (Function impact score). For a function 𝐹 that has independent instructions 𝐼 (|𝐼 | = 𝑛) in its own main

function, the properties 𝑃 (|𝑃 | = 𝑝) to prove, composed of the inner set of functions 𝐸 (|𝐸 | = 𝑒), and considering the

matrix 𝐼 𝐼𝑃 = (𝐼 , 𝑃) relating the instructions’ impacts on the properties, then the impact score 𝐼𝑆𝑆 of 𝐹 is defined as

𝐼𝑆𝑆𝐹 =

𝑛,𝑝∑︁
𝑖=1, 𝑗=1

𝐼 𝐼𝑃 [𝐼𝑖 , 𝑃 𝑗 ] +
𝑒∑︁
𝑖=1

𝐼𝑆𝑆𝑖 +𝐶

𝐶 = 1 is an additional impact score added to each element because there are always local adjustments to apply.

Property complexity. The impact score is not sufficient to describe the difficulty to conduct the proofs. In fact, the

properties themselves participate in that difficulty given their intrinsic characteristics (e.g. their size, their variables, the

proof goals).

The sum of all characteristics per property is reported in the column "Total" of the matrix called the property
complexity matrix 𝑃𝐶𝑀 .

Proof complexity. The proof complexity reflects the overall difficulty that requires problem-solving capabilities. It is a

combination of the instruction impacts and the property complexities.

Definition 13 (Instruction proof complexity). The proof complexity 𝑃𝐶 of an instruction 𝐼 is defined as themultiplication

of the transposed corresponding column in the impact matrix 𝐼 𝐼𝑃 for 𝐼 by the total column of the property complexity

matrix 𝑃𝐶𝑀 .

𝑃𝐶𝐼 = 𝐼 𝐼𝑃 [𝐼 ]𝑇 ∗ 𝑃𝐶𝑀 [𝑇𝑜𝑡𝑎𝑙]

At a function level, proof complexity indicates the difficulties brought by each instruction to prove the properties.
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One particularity is the type of the entry which is modified, and not only type modification of the entry. Indeed,

types are included in the field change, whatever the change, in the sense that the type must be known to modify a

value. For that, we compute the type impact score matrix 𝑇 𝐼𝑆 as the number of properties where the type intervenes,

thereby matching a type to its global impact score on all properties. However, when proving a property, both the

type and the address of any field change present in the modified state are projected on the statement to prove. The

case discrimination to handle the proof then depends on which type is modified and the different modified memory

addresses: the more types combined with modified addresses, the more cases to handle. For example, when the content

of an address modified previously keeps its type, the same case discrimination occurs as previously, and so the proof

difficulty stays the same. However, if the type changes, or when considering another address, even of the same type, it

ends in an additional case to discriminate in the proof. In other words, the proof cares about each unique association

between a type and an address, and not their total number computed independently. Hence, the impact of types on the

proof must be considered with the modified addresses from a function’s perspective, and counted separately.

Definition 14 (Type function proof complexity). Consider the map𝑀 : 𝐼 → (𝑇,𝐴) mapping the instructions 𝐼 to their

type in the set of types 𝑇 and the modified memory address from the set of memory addresses 𝐴.

The type function proof complexity 𝑇𝐹𝑃𝐶 of function 𝐹 is defined as the sum of the type impact score 𝑇 𝐼𝑆 for

each type projected from the unique tuples in 𝑇𝐴 = {(𝑡, 𝑎) |𝑡 ∈ 𝑇 ∧ 𝑎 ∈ 𝐴} of size 𝑠 corresponding to𝑀 applied to all

instructions of 𝐹 :

𝑇𝐹𝑃𝐶𝐹 =

𝑠∑︁
𝑖=1

𝑇 𝐼𝑆 [𝑇𝐴𝑖 (𝑡)]

Finally, we can define the function proof complexity encompassing the instructions and the types used in the function.

Definition 15 (Function proof complexity). The proof complexity 𝑃𝐶 of a function 𝐹 composed of 𝑛 instructions is

defined as the sum of each instruction’s proof complexity added to the type proof complexity of 𝐹 .

𝑃𝐶𝐹 = 𝑇𝐹𝑃𝐶𝐹 +
𝑛∑︁
𝑖=1

𝑃𝐶𝑖 (𝐹 )

At a system level, the overall proof complexity depends on the proof elements that are the most difficult to prove.

Definition 16 (Overall proof complexity). The overall proof complexity 𝑂𝑃𝐶 is the highest proof complexity in the set

of proof complexities 𝑃𝐶 found in the service-level proofs:

𝑂𝑃𝐶 =𝑚𝑎𝑥 (𝑃𝐶)

Proof effort. It is important to differentiate between proof complexity, as discussed here, and proof effort, as defined

in Section 1.

There are many ways to compute the proof effort. For example, it can be retrospectively computed as the person-hours

or person-months invested in the formal verification activity. Unfortunately, this measure does not consider the difficulty

of the task and the experience of the proof developers. As such, man-months is an excellent standard measurement of

the amount of work and can be used for financial tracking, however, little does it say if the same work could be done

faster and how difficult it was.

Hence, we introduce the notion of estimated proof effort.
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Definition 17 (Estimated proof effort). The estimated proof effort 𝐸𝑃𝐸 relies on the proof complexity 𝑃𝐶 of the 𝑛

(𝑛 ∈ N) proof elements to prove.

It is calculated as:

𝐸𝑃𝐸 = 𝑛 +
𝑛∑︁
𝑖=1

𝑃𝐶 (𝑖)

𝑛 again represents the one-time cost to locally adapt the proofs to the reusable elements.

With 𝐸𝑃𝐸, one can schedule work in advance and gauge the task’s complexity. 𝐸𝑃𝐸 can be adapted to any project,

provided there is a clear definition of the expected proof complexity.

4.4.2 Long-term proof planning strategy and associated tool. Without proof planning at a holistic level, the verification

process is blind to higher-level optimisations. For example, there are multiple ways to reach the ultimate proof goal;

like proving the services of a system by alphabetical order or by proving first all internal functions and primitives and

later the entry points of the services. At first sight, the proof goal, i.e. the proofs of all code elements with respect to

the specification properties, hides the relationships between these elements. Indeed, inner elements of the proofs are

reused, just like functions are in the global context. In other words, the selection of a code element to verify covers

more or less other elements, e.g. the reused functions in other services.

We propose a proof planning based on a strategy that solves in priority the proof element requiring the minimal

proof effort to be completely proven while maximising the impact on other proof elements. In other terms, this strategy

defines an order in fully verifying code elements from the lowest to the highest proof difficulty, so with a gradually

increasing confidence. The inclusion of the impact on the other proof elements, in the selection order, progressively

decreases the proof effort of the most difficult proofs. As such, our previous effort from Section 4.2.3 to structure the

proof with high reusability benefits the convergence speed of a formally-verified system. Furthermore, verifying a

code element and its dependencies together, versus randomly choosing a code element to prove before connecting the

dots with the rest, seems more reliable because it challenges the specification properties the fastest by reaching the

conclusion of the code element.

The order in which the services must be proven is computed thanks to Algorithm 1 where the goal is to minimize

the current proof effort and to maximise the proof coverage. Indeed, we favour a service whose proof effort is lower

than others, but enables to lower the most the proof effort of the remaining elements thanks to reused proof elements.

4.4.3 Proof dashboard. The proof dashboard is a dynamic tool that reports the proof status of a long-lasting activity. It

modifies the perspective on proofs as proof development progresses. The dynamism is inherited from the presented

proof strategies which constantly adjust with incoming events like newly discovered consistency properties or design

modifications. It disposes of three views: the dependency graph coverage, the instruction-level progress, the
resolution.

Dependency graph coverage At the beginning of the proof development, we have a complete view of the code

dependency graph. The goal is to develop all the proof elements from the related proof dependency graph. We

can then present the proof status by a graph coverage, i.e which code elements have been proven.

Instruction-level progress However, having coverage at the proof-element level is not precise enough and the proof

status would not change for a long time. For example, for a primary element, it would mean waiting for the

proofs of all inner proof elements which could take a long time. Thus, we would like an instruction-level rough

estimation to understand the current focus.
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Algorithm 1 Proof path best effort strategy algorithm.

1: set global_dependency_graph with global dependency graph of all services

2: repeat
3: for 𝑠𝑒𝑟𝑣𝑖𝑐𝑒 in 𝑔𝑙𝑜𝑏𝑎𝑙_𝑑𝑒𝑝𝑒𝑛𝑑𝑒𝑛𝑐𝑦_𝑔𝑟𝑎𝑝ℎ do
4: set proof _path with proof path for 𝑠𝑒𝑟𝑣𝑖𝑐𝑒 from the global_dependency_graph
5: set current_proof _effort [service] with current proof effort for proof _path
6: set spared_proof _effort [service] with spared proof effort on the other services (reusability)

7: end for
8: set services_min_current_proof _effort with all 𝑠𝑒𝑟𝑣𝑖𝑐𝑒𝑠 scoring minimum in current_proof _effort (lowest proof

effort for the developer)

9: if several services have the same current proof effort then
10: set services_max_spared_proof _effort with all services in services_min_current_proof _effort scoring maxi-

mum in spared_proof _effort (highest reusability, so most impact on the remaining proof)

11: set 𝑠𝑒𝑙𝑒𝑐𝑡𝑒𝑑_𝑠𝑒𝑟𝑣𝑖𝑐𝑒 with first service in the services_max_spared_proof _effort list
12: else
13: set 𝑠𝑒𝑙𝑒𝑐𝑡𝑒𝑑_𝑠𝑒𝑟𝑣𝑖𝑐𝑒 with only service in services_min_current_proof _effort
14: end if
15: add 𝑠𝑒𝑙𝑒𝑐𝑡𝑒𝑑_𝑠𝑒𝑟𝑣𝑖𝑐𝑒 to 𝑠𝑒𝑟𝑣𝑖𝑐𝑒_𝑜𝑟𝑑𝑒𝑟_𝑙𝑖𝑠𝑡
16: remove all elements of the 𝑠𝑒𝑙𝑒𝑐𝑡𝑒𝑑_𝑠𝑒𝑟𝑣𝑖𝑐𝑒 proof path from the global_dependency_graph
17: until global_dependency_graph is empty

18: return 𝑠𝑒𝑟𝑣𝑖𝑐𝑒_𝑜𝑟𝑑𝑒𝑟_𝑙𝑖𝑠𝑡

The initial estimate is based on the number of instructions that have been visited during the Hoare instruction

breakdowns. The current proof pointer gives the ratio of proof coverage depending on the number of remaining

instructions in a service.

However, among the remaining instructions for a given primary element, some might be similar to previously

encountered instructions, such as functions or read and write instructions, for which proof elements have already

been developed. In such cases, the proof is facilitated, only requiring local adjustments. Thus, it discriminates

proof elements which have never been visited before from reusable elements with reduced proof effort. This view

should then be combined with a precise assessment of the proof effort required for the remaining instructions to

understand the extent of the remaining challenges.

Resolution Upon reaching the final instruction, the proof goal must be verified. The dashboard then breaks the latter

property by property, for both the consistency properties and the specification properties. The amount of proven

properties compared to the complete set of properties reports the advancement. Furthermore, in line with the

priority-based iterative strategy described above, some lemmas may remain unaddressed. The number of the

remaining admitted lemmas also reports the progress of the proof status (or in a way, how weak the proof

currently is).

Although the instruction-level progress and resolution views are computed per code element, they give a global

appreciation of the proof progress when considered across the entire system.

4.5 Discussion and future works

The proposed framework is based on experience gathered on two projects with formal verification approach totalising

nearly 200.000 Lines of Proof in The Coq Proof Assistant (more than 180.000 Coq tactics). In the following, we discuss

limitations and improvements.
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Table 1. Proof dashboard dynamism: views depending on the granularity.

View Granularity Metric

Dependency graph coverage System Global dependency graph coverage

Instruction-level progress Main code element

Ratio of proven code instructions (excluding

reusable elements)

Resolution Code element

Ratio of verified properties and number of re-

maining admitted lemmas

The framework is compatible with external code dependencies (libraries). If the external code is known, can be

imported, and compiled with the original code base, its verification follows the steps outlined in Section 3. However, if

the code is not known, only assumptions about it can be made and weaken the proofs. The framework absorbs this in

the "Resolution" view, where all admitted lemmas are referenced, and in the project scope, where the admits will be left

aside as no proof effort is needed. Ideally, the code should be fully available and proven, with as few assumptions as

possible, as targeted in our two projects [16, 25].

The framework provides planningmethods, tools and strategies to give the necessary overview to the proof developers

but also to managers who need to know the advancements of their teams to properly plan resources and help them as

they need. It brings a close understanding of the proof process for non-expert entities, which is the essential condition

to ensure the verification approach exists and is sufficiently nourished with proper resources. Also, similarities with

project management practices bridge Proof Engineering and Software Engineering and ease its adoption, like simplicity,

factorisation, the best effort proof path and a backlog prioritisation or sprint planning, the proof complexity score

and effort planning, constant and progressive added value, branching workflows serving the development and work

organisation. Also, a high reusability score entails plenty of proof bricks to assemble for further development, for

example if the API is extending to new services. However, while the framework advocates a high code modularity that

can be inherited by the proofs, it is usually not expected in software development where the benefits of factorisation

might not systematically cover the cost of development like for proofs with a longer design time and refactoring.

Nevertheless, it seems the framework should be tested more broadly and evaluated against the received feedback,

especially for larger proof development teams. While the computation of the proof complexity score might burden its

use, all other tools and strategies are lightweight and ready to use for broader adoption. Indeed, at the initial stage,

the dependency graphs can be easily recovered by simple analysis and metrics directly computed which fed the proof

path best effort strategy algorithm. The proof dashboard requires manual investigation to collect the values to compute

the ratios, but these are of limited number and inserted in a spreadsheet for the computation. The dashboard and the

proof dependency graphs should then be updated at each project milestone (or more often if that is required by the

hierarchical line to track the progress). But even the proof complexity computation should be put into perspective. The

proof complexity computation does not require expert knowledge but for the moment being, the instruction-level proof

impact score matrix 𝐼 𝐼𝑃 , as well as the property and type function complexity matrixes 𝑃𝐶𝑀 and 𝑇𝐹𝑃𝐶 , need manual

investigation. In the case of Pip-MPU, this represented a relatively negligible effort of 1.5 person-day. Even though the

matrixes must be locally updated at each newly discovered consistency property or added functionality, the effort is not

significant thanks to the breadth-first exploration strategy which collects most of the properties from the beginning

and so fills in most of the matrixes during the primary effort. The rest is computed automatically in a spreadsheet.

In addition to that, we have seen the proof development strategy enabled to spot bugs endangering the specification

properties early in the proof process. In particular, the priority-based iterative strategy writes the guiding thread for the
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proof which suits very well the life of a development team where turnovers are expected for such long development.

The first steps in the proof process lay down the principles of the proof, testing the intuition to resolve the specification

properties, while an external proof developer could catch the development on the go while following this thread. In

that, it enables to split of the design, testing, and development phases of the proof.

With the framework, uncertainties about the estimated proof effort are reduced. The impact scores give an idea of the

impacts on the current set of properties, however are not yet final. Indeed, while the breadth-first exploration strategy

identified plenty of the consistency properties of the system, we expect some modifications of the set, and in turn the

scores, along the verification process. The minimal set of properties which gives a sense of the final result is not yet

determined. Other proof strategies might enhance the framework as well. However, its efficiency is not the primary goal

of this work, but the sole existence of a systematic description of the proof process and its rational planning.We believe

Proof Engineering has its own specificities that must be experienced for broader adoption, with this proposition to

push and encourage projects to embrace proof development.

The framework does not consider a specific proof assistant. It relates instead to Hoare Logic and the higher level of

properties, not related to proof instantiation, and so without consideration about the proof assistant. We provide a

baseline score that the manager then adjusts based on the team’s attributes (experience, similarities with other projects,

simplifications by automated hints thereby improving the velocity of the proof developers, and other relevant factors)

to convert into a measure of an amount of work, similarly to story points in Software Engineering as presented in

Section 2.5.

The framework is not exclusive to a specific proof methodology, however, might not be fully applicable like in

the case of refinement. It says nothing about equivalence proofs and the dilution of complexities between different

refinement layers. Although, from the refined layer perspective, the framework could help to some extent.

The framework showed useful for our projects, but might not be suitable for all software projects. Indeed, the

proof effort compared to the design and implementation effort is much larger and limits the feasibility of full formal

verification. While our projects were designed for full formal verification from scratch, nowadays, proofs arrive late in

the software development process, and despite automated proof tools, open research questions are the best manners to

erase the barrier and reduce the cost between the world of code and proof. Our code/proof co-design approach (explained

in Section 3.2) adapts to the software’s lifecycle (and so to the inherent instability of such a project) with adaptative

metrics and evolutive strategies proposed in the framework. Parallel activities for software and proof developers can

still be performed without the need to wait for the other team (e.g. refactoring, unit tests, specification formulation,

functionality extension). More than that, it is essential that they are involved together from the start to form a code

basis suitable for formal verification (in fact, the same people worked both on the code design and the verification

in both projects we report). In our projects, very few instruction reorderings took place during the co-design phase.

However, for a current project not designed with a formal verification process in mind, our framework is still applicable

but would certainly need structural and procedural simplifications (refactorings) to ease the formal verification process.

Such cases might also require formal verification of only a subset of the initial project.

5 ILLUSTRATION OF THE MANAGEMENT OF PIP-MPU’S FORMAL VERIFICATION FROM THE PROOF
DEVELOPER’S PERSPECTIVE

As an illustration of the theoretical foundations proposed in the previous section, we apply the framework to Pip-MPU.

Pip-MPU provides a real-world example with a running prototype, whose formal verification had not started before

this work. We give insights about the formal basis of Pip-MPU in Section 5.1. The actual proofs are out-of-scope of this
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work, but available online
3
and have been presented in an earlier work [16]. We describe then the preliminary analysis

of the proof structure (Section 4.2), the proof development strategy (Section 4.3) and the proof planning (Section 4.4).

5.1 Pip-MPU’s formal basis

The formal verification process aims to verify the so-called security properties (the specification properties) which
state the hierarchical partitioning model of the separation kernel. The security properties are invariants, i.e. properties

that must be verified in whatever state that the system currently is. They extract information from Pip-MPU’s metadata

structures to construct the partitioning model on which they can reason about. Consequently, they can only be proven on

a sane/correct partitioning model, which implies the metadata structures are correctly formed. Consistency properties
ensure the latter. They check the correctness of the configuration of the metadata structures. The consistency properties

are also invariants. The proof goal is then to verify the security and consistency properties.

As a reminder of Section 2, the security (specification) properties are composed of one memory-sharing property

(Vertical Sharing 𝑉𝑆 ensuring memory owned by a child partition must be shared from its parent partition) and two

isolation properties ensuring strict spatial partitioning (Horizontal Isolation 𝐻𝐼 ensuring strict isolation between sibling

partitions, and Kernel Isolation 𝐾𝐼 ensuring strict isolation between user and kernel memory).

Pip-MPU has been designed with formal verification in mind. Several simplifications aiming to ease the verification

process happened during the software development, and continued afterwards, as part of our code/proof co-design

approach. Pip-MPU uses Hoare logic (cf Section 2) to formally verify the (currently) eleven kernel services, each of

them composed of instructions and internal functions (sometimes shared between services, i.e. dependencies). Proofs

are conducted in the Coq Proof Assistant [22]. The services are implemented in a shallow-embedded C subset in

Gallina (the specification language of the Coq proof assistant). For that, it uses a monad, an abstract data type which

represents computations (side-effects) by encapsulating a state and provides functions to access it. The monadic style is

better suited for formal verification using the Hoare logic. The code of the services is later translated word-by-word

from Gallina to compilable C.

From the architectural point of view, Pip-MPU dynamically creates a partition tree and manipulates kernel metadata

structures to set it up. Each partition is defined by two types of metadata structures: 1) the 𝑃𝐷𝑇 structure (a.k.a Partition

Descriptor) holding most importantly a reference to its parent partition and 2) a super-structure composed of 𝐵𝐸 entries

(a.k.a Block) each related to a configurable MPU region, 𝑆𝐻𝐸 entries (a.k.a Shadow 1) each referencing a child partition,

and 𝑆𝐶𝐸 entries (a.k.a Shadow Cut) each keeping track of an MPU region division. Our memory model only deals with

these types (𝑃𝐷𝑇, 𝐵𝐸, 𝑆𝐻𝐸, 𝑆𝐶𝐸) and the address type (𝑃𝐴𝐷𝐷𝑅).

The partition tree is extracted and used in the proofs as chained references between parents and children in the form

of a generated list, which is abstract because they are not defined at verification time. Many other abstract lists are used

during verification in the form of chained structures to represent linked lists or contiguous memory addresses, such as

arrays and sublists. The link between the abstract lists and their concrete counterparts, e.g. from the correctness in the

world of proofs to the verified code, is ensured by the verification of the consistency properties.

5.2 Proof structure

The formal verification intervenes after the design and implementation of Pip-MPU. We conduct a first analysis of the

structure of the code and the projected derived proof structure.

3
https://github.com/2xs/pipcore-mpu/tree/master/proof
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Fig. 7. Pip-MPU dependency graph. Service entry points are on the left. Reused elements are highlighted in the blue boxes.
5.2.1 Reused elements ratio in Pip-MPU. For the sake of clarity and readability, we only model in Figure 7 elements

containing write instructions (the full dependency graph should also contain any read instructions-related elements). In

this figure, reused elements are highlighted with blue boxes. Thus, the more blue boxes, the more reuse.

For Pip-MPU, the reused elements ratio, given the simplified dependency graph depicted in Figure 7, is:

𝑅𝑅 =
10

36

≈ 27.7%

It means between a fourth and a third of all code elements are reused.

5.2.2 Reused proof discrepancy in Pip-MPU. In Pip-MPU, the modularity of code is translated in the proofs, so the

proof dependency graph is equivalent to the code dependency graph (𝐺 𝑓 𝑢𝑛𝑐𝑡𝑖𝑜𝑛 = 𝐺𝑝𝑟𝑜𝑜 𝑓 = 𝐺). Thus, there are no

differences between the actual proof reuse 𝑅𝑅𝑝𝑟𝑜𝑜 𝑓 and the code reuse 𝑅𝑅𝑐𝑜𝑑𝑒 , and so the reused proof discrepancy is 0.

Equivalently, and likewise the previously computed code reused elements ratio, it means more than a fourth (27.7%) of

the lemmas developed for the main proof elements (e.g. to prove the functions and primitive read and write operations)

are reused. Thus, the proof process leverages the full potential of modularity. Further analysis of the code did not show

any factorisation worth reducing even more the proof effort.

5.2.3 Effective reusability in Pip-MPU. We illustrate the benefit of the effective reusability (𝐸𝑅) metric with the

Pip-MPU memory management services: createPartition, deletePartition, prepare, collect, addMemoryBlock,

removeMemoryBlock, cutMemoryBlocks, mergeMemoryBlocks, mapMPU, readMPU, findBlock. Recall that the effective
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Table 2. Effective reusability metric table for Pip-MPU.

Service (𝑟 = 11) |𝑆𝐺 ′′
𝑖
| |𝑆𝐺 ′ |

addMemoryBlock 1 2

cutMemoryBlock 1 7

mapMPU 2 6

mergeMemoryBlocks 2 13

prepare 5 13

createPartition 2 9

collect 4 7

deletePartition 3 7

removeMemoryBlock 4 6

readMPU 1 1

findBlock 1 1

Total sum 26 72

U = |𝐺 | = |𝐺𝑒𝑙𝑒𝑚𝑒𝑛𝑡_𝑟𝑒𝑢𝑠𝑒𝑑 | + 26 = 10+26 = 36

E = |𝐹 ′ | = 72

Effective reusability :
𝑈
𝐸
= 36

72
= 50%

reusability shows the actual amount of spared efforts compared to the naive approach without code or proof factorisation.

In the following, we relate to the 𝐸𝑅’s dividend as𝑈 and 𝐸𝑅’s divisor as 𝐸; so 𝐸𝑅 = 𝑈
𝐸
.

For Pip-MPU, we study each service subtree and compute the values reported in Table 2. We obtain an effective

reusability of 50%, which indicates a reduction of half of the number of proof elements to prove compared to the naive

approach. In other words, Pip-MPU largely relies on reusable elements, which directly benefits the proof effort by

reusing formerly proven lemmas.

5.3 Proof development strategy establishment in Pip-MPU

In this section, we describe how we used the tools and metrics described in this article to define and decide the proof

development strategy to prove Pip-MPU. After the breadth-first exploration stage, 19 consistency properties were

found. After completion of the first priority-based iterative exploration on service addMemoryBlock, 10 more properties

were discovered (full set of properties given in Appendix A). Notably, the proof of this latter service only relies on

half of the 29 discovered consistency properties. This means that without the breadth-first exploration strategy, only

fourteen consistency properties would have been discovered, thus misleading developers and project managers on the

scope of work. The gap between the properties discovered on the flow and the final total number is a strong source of

uncertainty as it may impact heavily the proof effort. It is also a source of frustration for managers to see the workload

growing bigger without an idea of completion (see Section 6 for the project manager’s perspective). Furthermore,

Pip-MPU derives from Pip and a certain degree of similarity is expected in the consistency properties. The parent

project Pip almost completed full verification and features 25 consistency properties, with some spared properties

compared to Pip-MPU due to the lighter requirements of the underlying hardware. As the number of properties is

similar, the exploration strategy managed to capture the majority of consistency properties as expected.

Furthermore, the rapid priority-based iterative strategy allowed us to discover a software bug endangering the

specification (security) properties very early in the proof process. While bugs were not expected at that point because

of thorough development and reduced code, it had the positive aspect to validate the purpose of this strategy.

More than that, the establishment of the strategy leveraged a specific code and proof branching workflow, close to

the Gitflow branching model. The general idea is to introduce an equivalent proof master branch, rooting the proof
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branches of all services. Each time a set of common lemmas have been developed, they are merged into the proof

master branch, which is then dispatched in all proof service branches to retrieve the fresh and complete set of common

lemmas there. Once a service has been fully formally verified, the corresponding proof branch is merged into the proof

master branch, which in turn is finally merged into the code master branch to keep both master branches in sync. This

workflow enables parallelising the work and eventually assigning it to several (code/proof) developer teams.

5.4 Proof planning for Pip-MPU

The application of the framework for Pip-MPU enables to plan the proof development in advance and reveals the proof

attributes for this particular system.

5.4.1 Proof complexity computation. A fine-grained analysis of the program instructions is essential to compute

the proposed proof complexity, because they differ in terms of impact on the properties. For example, in Pip-MPU,

a modification of the access permission rights is not decisive for the security properties. Indeed, solely the access,

whatever the permissions, is considered. On the contrary, setting up the flag which references a new child, impacts

both the consistency properties and the security properties because it modifies the partition tree.

We developed a heuristic to approach the proof complexity by knowing four function characteristics that give a

minimal sense of the proof effort: 1) the number of instructions, 2) the instruction modifies the memory state, 3) the

instruction calls an inner function, 4) the function is recursive (because a loop invariant must additionally be found).

The list is not exhaustive and additional factors impacting the proof effort can easily agglomerate with the framework

described in previous Section 4.

In this section, we finely analyse the proof complexity of the addMemoryBlock service of Pip-MPU.

Type and field impact scores on properties. We classify which modifications impact the consistency and security

properties the most by an analysis of the fields used in the properties.

If the modification modifies a value used in the property, then a score of 1 is attributed to the corresponding entry of

the 𝐼 𝐼𝑃 matrix. If the modified value lies within a list, then more efforts are expected to trace the modification compared

to the initial list, requiring the finding of a loop invariant (lists are defined recursively) and the generalisation for

abstract values, which can be very cumbersome and which complexity is list-dependent. However, our experience

shows that it is possible to create a reusable lemma which reports the list’s modification for a single instruction step

and to apply the lemma at the modification instruction to propagate the new list. Hence, given some amount of work to

create this lemma, the modification does not impact as much as foreshadowed anymore. Thus, modification instructions

involving lists are counted separately with a "*" (star) per list, which informs that a certain amount of proof work

must be done once, but can be immediately reused each time it is encountered and then "*" instantiates in a score of

1. Furthermore, according to our experience, the number of modified lists used across different properties is limited.

There will still be some proof work to adapt to local situations and locally prove consistency properties, however on a

unique state modification (contrariwise to the proofs of the consistency properties at function-level that could include

many state modifications).

Table 3 resumes what impact is expected on the proof of properties by the modification of a single instruction. This

table sums up the individual tables present in Appendix A.

From Table 3, we easily identify the most determinant fields for the security properties, notably the PDflag (stating

that the entry refers to a partition descriptor), the memory types (𝑃𝐷𝑇, 𝐵𝐸, 𝑆𝐻𝐸, 𝑆𝐶𝐸), the structure field (the pointer
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Table 3. Illustration of the type TFPC and field impact score matrix on the proof of Pip-MPU.

Impact score on consis-

tency properties

Impact score on secu-

rity properties

Ty
pe

PDT type 14 + 5* 3*

BE type 16 + 10* 3*

SHE type 6 + 2* 3*

SCE type 3 0

PADDR type 7 + 11* 3*

Fi
el
d

pdentry.(firstfreeslot) 2 + 3* 0

pdentry.(structure) 3 + 9* 3*

pdentry.(nbfreeslots) 1 + 3* 0

pdentry.(parent) 2 0

pdentry.(MPU) 1 0

blockentry.(blockindex) 5 0

blockentry.(blockrange).(startAddr) 4 + 5* 3*

blockentry.(blockrange).(endAddr) 2 + 7* 3*

blockentry.(present) 6 + 7* 3*

blockentry.(accessible) 4 + 2* 1*

blockentry.(read) 2 0

blockentry.(write) 2 0

blockentry.(execute) 2 0

sh1entry.(PDflag) 5 + 1* 3*

sh1entry.(PDchild) 3 0

sh1entry.(inChildLocation) 3 0

scentry.(origin) 2 0

scentry.(next) 2 0

to the super-structure from the 𝑃𝐷𝑇 structure) and the accessible flag (the 𝐵𝐸 entry can be used). Considering as

well the consistency properties, we conclude that any modifications of the present flag (the 𝐵𝐸 entry exists) and the

structure field (the pointer to the super-structure from the 𝑃𝐷𝑇 structure), consolidated by the score on 𝐵𝐸 and 𝑃𝐷𝑇

types, as well as the PDflag, impact the properties the most from a global perspective, and by extension the proofs. On

the contrary, as expected, modifications of the access permissions do not disturb the properties very much (low scores).

Impact score of addMemoryBlock. We illustrate the metric with the addMemoryBlock service. The service consists of

29 instructions in its main entry point, which include the inner function insertNewEntry and two single modification

instructions, the remaining being instructions not modifying the state.

First, we compute the impact score of insertNewEntry. It has 14 instructions, of which 10 are modification in-

structions impacting the fields pdentry.(firstfreeslot), pdentry.(nbfreeslots), blockentry.(blockrange).(startAddr), block-

entry.(blockrange).(endAddr), blockentry.(accessible), blockentry.(present), blockentry.(read), blockentry.(write), blocken-

try.(execute), scentry.(origin). By summing all impact scores of these modification instructions given Table 3, we obtain a

total score of: (2+3*) + (1+3*) + (4+5*+3*) + (2+7*+3*)+ (6+7*+3*)+(4+2*+1*)+2+2+2+2=27+37*.

Then, we compute the impact score of the main service function addMemoryBlock by calculating the impact score of

the remaining two single modification instructions (so excluding insertNewEntry computed independently above).

These two instructions impact the fields sh1entry.(PDchild) and sh1entry.(inChildLocation). The impact score of the main

service function only is then 3+3=6.
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Finally, we get the cumulative impact score of 33+37* for addMemoryBlock. This score is definitely higher than a

service without any modification instructions, like findBlock, which has an impact score of 0.

Property complexity matrix. We compute the property complexity matrix depending on its intrinsic properties. We

retain four property characteristics that elevate the property complexity: 1) the size of the property (the number of

sub-propositions) 2) the number of different lists 3) the number of variables involved 4) the number of final proof

goals (the size of the last sub-propositions). Concerning the size of the property, it has a direct influence on the proof

context, which must be adapted and transformed to solve the proof goal. About lists, they induce a higher difficulty

level because they abstract a set of linked elements that must be monitored at any time, and not only a single one like a

field modification. Hence, the modification of the state could produce a significant disruption in the initial set. However,

our experience shows that the proof impact could be reduced by setting up reusable lemmas which state the expected

list modifications for a given operation. After the creation of the reusable lemmas, only the number of different lists

implies additional proof work to obtain the modified state with the corresponding updated lists. Regarding the number

of variables, they imply additional combinations in the proof script. For example, if the proof concerns two elements,

the different combinations of these elements must be explored. Finally, à propos the number of final goals, it states the

number of proofs to provide to solve the global proof goal.

The matrix is represented in Table 11 of Appendix A. The table shows heterogeneous complexities, with higher

complexities for the security properties, and for the properties freeSlotsListIsFreeSlot, DisjointFreeSlotsLists, accessi-

bleChildPaddrIsAccessibleIntoParent and sharedBlockPointsToChild (details about the properties are not required for

the reading flow, but the curious reader will find their definitions in the available proofs
4
), which means more case

discriminations in the proof script, more lists, richer proof context and more proof goals that complicate the proof.

Type complexity. The function insertNewEntry manipulates three different types: 𝑃𝐷𝑇 , 𝐵𝐸 and 𝑆𝐶𝐸. For each type,

only one memory address is associated, so three different addresses. Hence, the part of the function proof complexity

due to the types is 𝑇 𝐼𝑆 [𝑃𝐷𝑇 ] +𝑇 𝐼𝑆 [𝐵𝐸] +𝑇 𝐼𝑆 [𝑆𝐶𝐸] =33 + 21*. The computation is reported in Table 4.

Proof complexity. Finally, we are able to compute the proof complexity of addMemoryblock. Recall from Section 4

that the proof complexity of an instruction is the corresponding transposed column of that instruction of the impact

score matrix multiplied by the total column of the property complexity matrix.

The function insertNewEntry has a proof complexity of 𝑃𝐶𝑖𝑛𝑠𝑒𝑟𝑡𝑁𝑒𝑤𝐸𝑛𝑡𝑟𝑦 = 253+439* as computed in Table 4 from

𝐼 𝐼𝑃 Tables [ 7, 8, 9, 10],𝑇𝐹𝑃𝐶 Table 3 and 𝑃𝐶𝑀 Table 11, if we consider all consistency properties (again sum of transposed

columns in the instruction impact matrices multiplied by the total column of the property complexity matrix, summed

with the type function proof complexity, as defined in Section 4). Each instruction corresponds indeed to a single field

modification. The service’s modification instructions in its main function are writeSh1PDChildFromBlockEntryAddr,

which modifies the PDchild field of the Shadow 1 entry (a part of the kernel structure holding the references to the

child partitions), and writeSh1InChildLocationFromBlockEntryAddr, which modifies the InChildLocation field of

the same Shadow 1 entry. They have, respectively, a proof complexity of 𝑃𝐶𝑠ℎ1𝑒𝑛𝑡𝑟𝑦.𝑝𝑑𝑐ℎ𝑖𝑙𝑑 = 6 ∗ 1 + 12 ∗ 1 + 19 ∗ 1 = 37

and 𝑃𝐶𝑠ℎ1𝑒𝑛𝑡𝑟𝑦.𝑖𝑛𝐶ℎ𝑖𝑙𝑑𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛 = 6 ∗ 1+ 6 ∗ 1+ 12 ∗ 1 = 24 (i.e. respectively the transposed columns sh1entry.PDchild and

sh1entry.inChildLocation of Table 10multiplied by the column "Total" of Table 11). addMemoryBlock’s main function proof

complexity is then the sum of the two computed proof complexities: 𝑃𝐶𝑎𝑑𝑑𝑀𝑒𝑚𝑜𝑟𝑦𝐵𝑙𝑜𝑐𝑘 = 37+24+253+439*= 314+439*.

4
https://github.com/2xs/pipcore-mpu/tree/master/proof
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Table 4. Illustration of the computation of insertNewEntry’s proof complexity.

Instruction proof complexity
Instructions Proof complexity

writePDFirstFreeSlotPointer 13 + 33*

writePDNbFreeSlots 7 + 33*

writeBlockStartFromBlockEntryAddr 35 + 80*

writeBlockEndFromBlockEntryAddr 16 + 110*

writeBlockAccessibleFromBlockEntryAddr 33 + 29*

writeBlockPresentFromBlockEntryAddr 44 +96*

writeBlockRFromBlockEntryAddr 18

writeBlockWFromBlockEntryAddr 18

writeBlockXFromBlockEntryAddr 18

writeSCOriginFromBlockEntryAddr 18

Sub-total 220 + 381*

Type function proof complexity
Number of different PDT type addresses: 1 14+8*

Number of different BE type addresses: 1 16+13*

Number of different SHE type addresses: 0 0

Number of different SCE type addresses: 1 3

Number of different PADDR type addresses: 0 0

Sub-total 33 + 21*

Total 253 + 439*

We have now a fine-grained understanding of the proof complexity in Pip-MPU for the addMemoryBlock service.

The service’s proof complexity score serves as a temporary goal, allowing for the computation of estimated proof effort,

which can then be translated into time and tasks.

5.4.2 Long-term proof planning. Long-term proof planning provides managers with an optimised roadmap for the

formal verification process of their software projects. We illustrate the Algorithm 1 with Pip-MPU’s proof path strategy

in Table 5. It eventually selects the order in which to prove the elements.

For the sake of simplicity, we approximate the proof effort calculations. In this section, we define the current proof

effort on a proof path as the total number of proof elements included in that path. The next proof effort is also simplified

and computed as a sum of all incoming edges on a proof element minus its own incoming edge on the proof path

(only keeping the additional incoming edges). Indeed, as described earlier, incoming edges in a proof dependency path

represent reusable lemmas that also benefit other proof elements.

With each iteration, the current proof effort decreases for the other services only if they share reusable lemmas

with the last selected service, which would have been proven at that earlier stage. Note that this illustration serves as

an example; a more accurate measurement of the proof effort, such as the estimated proof effort 𝐸𝑃𝐸 introduced in

Section 4 and detailed in Section 5.4.1, could provide deeper insights. In such a case, for instance at iteration 9, we would

have selected removeMemoryBlocks instead of collect because the proof complexity analysis would have shown a

higher computed proof effort.

5.4.3 Proof dashboard. We illustrate the dynamic nature of the proof dashboard and its three distinct views (as

introduced in Section 4.4) by presenting a snapshot during the proof development. For the example, we take the instant
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Table 5. Proof path best effort strategy iterations of Algorithm 1 applied to Pip-MPU. Each iteration reveals a new score depending on
previously selected services. The score is given as a tuple: current_proof _effort/next_proof _effort. A service is marked with ’°’ at the iter-
ation when it is selected. Final service order: [readMPU, findBlock, addMemoryBlock, mapMPU, cutMemoryBlock, mergeMemoryBlocks,
createPartition, deletePartition, collect, removeMemoryBlock, prepare]
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M
e
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e
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fi
n
d
B
l
o
c
k

1 2/1 7/11 4/3 9/10 12/8 8/9 7/7 7/6 6/4 1/0° 1/0

2 2/1 7/11 4/3 9/10 12/8 8/9 7/7 7/6 6/4 0/0 1/0°

3 2/1° 7/11 4/3 9/10 12/8 8/9 7/7 7/6 6/4 - 0/0

4 0/0 6/10 4/3° 9/10 12/8 8/9 7/7 7/6 6/4 - -

5 - 4/7° 0/0 6/1 12/8 8/9 7/7 7/6 6/4 - -

6 - 0/0 - 4/3° 7/3 6/4 4/0 5/1 4/0 - -

7 - - - 0/0 5/0 4/1° 4/0 5/1 4/0 - -

8 - - - - 5/0 0/0 4/0 3/0° 4/0 - -

9 - - - - 5/0 - 4/0° 0/0 4/0 - -

10 - - - - 5/0 - 0/0 - 4/0° - -

11 - - - - 5/0° - - - 0/0 - -

12 - - - - 0/0 - - - - - -

Fig. 8. Planned evolution of the remaining proof effort at each iteration of Algorithm 1 applied to Pip-MPU (snapshot of the remaining
current proof effort at each iteration from Table 5). Observe the smooth curve progressively decreasing the proof effort. Furthermore,
note how the proof of the services mapMPU, cutMemoryBlock, and mergeMemoryBlocks, respectively at the fourth, fifth and sixth
steps, do not show significant proof effort individually but drastically reduces the overall proof effort.
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Fig. 9. Instruction-level view of the proof dashboard after the breadth-first exploration stage approximated by proof elements (not
considering the proof complexities).

Table 6. Resolution view of the proof dashboard of the addMemoryBlock service and its internal element insertNewEntry after the
breadth-first exploration and after the complete priority-based iterative exploration for this service.

After breadth-first explo-

ration

After complete priority-based

iterative exploration

addMemoryBlock
Property verification ratio (in %) 0 100

Number of remaining admitted lemmas 0 0

insertNewEntry
Property verification ratio (in %) 0 100

Number of remaining admitted lemmas 0 0

after the end of the breadth-first exploration, so after all check code portions of the services have been visited (see

Section 4.3). At this stage, the verification process for the services findBlock and readMPU is complete because they

consist solely of check instructions (read operations).

In the first view of the dashboard, at the example snapshot, the dependency graph coverage would look a lot like

Figure 7 completed with read instructions, where only findBlock and readMPU would be displayed as fully verified

together with some check functions.

The second view of the dashboard is the instruction-level progress. The result is a global advancement report

illustrated in Figure 9 for the example snapshot, which demonstrates the transversal effects of the breadth-first strategy.

The amount of reusable lemmas is directly linked to the extent of proof reuse and the leveraged effective reusability

metrics computed above.

The last view of the proof dashboard, the Resolution view, shows no progress at the given snapshot because the

services have not yet reached their final instruction, as illustrated in Table 6 for the addMemoryBlock service, except

for the two fully-verified services where the property verification ratio would be complete with no remaining admits to

report.
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5.5 Discussion

The fine-grained proof complexity scores could be improved to be as close as possible to a realistic expected proof effort.

To take an example, in all our scores, we considered additional instructions to elevate the complexity. This might not

always be true. As an illustration, the simple case where an instruction writes another value at some address and just

after writes back the initial value at the same address again, does not modify the state at the end, however disturbs the

proofs and properties. Furthermore, we base our property complexity matrix on selected characteristics. The framework

welcomes new heuristic factors, should further experiences on verification projects identify additional ones.

The computed scores also reflect a particularity of our model which considers lists. The issue comes from low-level

code verification and the discrepancy between the time of verification and the time of execution. Indeed, there is no

other component like a garbage collector that is responsible for the consistency of the memory operations, which

becomes consistency properties to prove. At execution time, lists are defined and finite. At verification time, lists are

abstract types that are defined recursively to represent a set of contiguous memory addresses or chained pointers. In

the memory model, whenever a value is stored, it is important to ensure that any modifications made to the defined

lists are expected and do not erase data elsewhere. To achieve this, the proofs need to account for all impacts of any

modification. However, the verification process involving lists can be made more efficient by making the proofs more

generic, which we characterised by the "*" for each impacting list. The "*" refers to the significant one-time effort

required to produce a generic lemma, which will have a minimal impact on the proof later on, similar to an atomic

modification in a structure. To further improve the use of the framework, the recomputation of the proof complexities

could occur after each completed proof of a service. As a result, the selection order of the algorithm will change over

time to best fit the state of the proofs. In scenarios stemming from other use cases, other data objects could also require

special treatment and be considered independently to manage complexity more efficiently.

6 ILLUSTRATION OF THE MANAGEMENT OF PIP-MPU’S FORMAL VERIFICATION FROM A PROJECT
OVERSIGHT PERSPECTIVE

This section describes how we leveraged some of the metrics and tools defined in the previous sections to empower

project managers with a familiar dashboard, namely a Burnup chart, that allows them to take a step back on the formal

proof activities, to understand and convey the difficulties encountered, and to take strategic decisions for the formal

proof perimeter and activities. First, we will describe how we built our dashboard. Second, we provide feedback on its

use.

6.1 Building the management dashboard

We identified three major needs in terms of project management. The first one is to define the scope of the work to

be done. The second one is to show and explain the progress of the proof process. Finally, the third one consists in

analysing whether the observed progress is satisfactory and deciding whether an alert needs to be raised to request a

delay, reduce the scope of work, or request additional resources.

We were able to address both first needs with the tools presented in the previous sections. To define the scope of the

project, we used the code dependency graph and its mapping to the proof dependency graph, illustrated in Figure 7,

because it captures the overall scope of the work to be done. It is also an intuitive tool familiar to developers and

project managers. To track and communicate the progress made in the proofs, we used the proof dashboard views,
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with the dependency graph coverage view giving the overall proof status, while the other views provide an in-depth

view of the status of the proof with the instruction-level progress view illustrated in Figure 9 giving the proven code

instructions and the resolution view giving the ratio of verified properties and the number of remaining admitted lemmas.

However, these metrics are not sufficient to determine whether the project is on track, ahead or behind schedule.

They also do not capture the fact that new properties can be found during the proving activity which greatly impacts the

visibility and effort required to complete the proof. This situation is similar to the scope creep problem which, in project

management, refers to a situation where there is an uncontrolled growth of the work to be done for example when key

project stakeholders continuously change requirements. To visualize and anticipate such issues, a typical solution is to

use Burnup charts as they display at the same time the scope of work and the progress made to achieve this scope of work.

Figure 10 illustrates the Burnup chart for our project. The project spanned over 16 months, experiencing a three-

month interruption during months 4, 5 and 6, followed by an additional pause in month 11. The orange curve labelled

Total Proof Scope corresponds to the total number of properties that need to be proven to achieve full proof completion.

We define it as 𝑇𝑃𝑆 = 𝑁𝑆 × (𝑃𝐶 + 𝑃𝑆 ), where 𝑁𝑆 is the number of services, 𝑃𝐶 and 𝑃𝑆 respectively are the number

of consistency properties and the number of security properties. The black curve, labeled Project Proof Scope,
corresponds to the number of properties 𝑃𝑃𝑆 that the project team commits to prove during the project’s duration. We

define it as 𝑃𝑃𝑆 = 𝑁𝑆,𝑃𝑒𝑟𝑖𝑚 × (𝑃𝐶 + 𝑃𝑆 ) × 𝑅𝐴 , where 𝑁𝑆,𝑃𝑒𝑟𝑖𝑚 is the number of services in the perimeter of the proof

activity and 𝑅𝐴 is an admit factor expressed as 𝑅𝐴 = exp(− 𝑁𝐴

𝑇𝑃𝑆
). It captures how adding admits to the proof reduces

the scope of what needs to be proven in the project. Its value stands between 0 and 1 depending on whether there

are many or few admits. Therefore, it can also be seen as an evaluation of how the admits affect the proof. The blue

and dark green curves, namely Total Proof Ideal and Project Proof Ideal, respectively correspond to the monthly

targets for the number of properties that must be verified to fully complete the proof and to meet the project’s defined

proof scope within the allotted time. The green histograms labelled Proven Properties correspond to the number of

properties fully proved (the Qed has been achieved). The blue histogram, labeled Estimated Proven Properties, is an
estimation of the properties partially proven, taking into account the number of proven lemmas that can be reused, as

detailed in Section 5.4.3. We define Estimated Proven Properties as 𝑃𝑃𝑃 = 𝑀𝑃𝐶 × (𝑁𝑃𝐼 + 𝑁𝐴𝑃𝐼 ), where𝑀𝑃𝐶 is the

mean of the proof coverage of each service as visualized in the Instruction-level progress view from Figure 9, 𝑁𝑃𝐼 is the

number of fully proven instructions and 𝑁𝐴𝑃𝐼 is the number of already proven instructions as described in Section 5.4.3.

6.2 Retrospective

During the project, the dependency graph and the coverage metric were used to communicate the advances of the

project towards the management of the industrial partner. The coverage metric was also integrated as a Key Performance

Indicator (KPI) of the industrial project team and used to set the variable part of the compensation.

The Burnup chart was introduced later in the project and was not used to strategically drive the project. However,

Figure 10 perfectly illustrates the story of the project and the decisions taken at key points of the project. The initial

step of the methodology presented in this article involves exploring the proof in breadth to swiftly identify all the

properties requiring verification. This phase corresponds to the first month of the project where marked by a sharp

rise in the number of properties in the Total Proof Scope. Then, as the in-depth exploration of the proof of one service

starts, the number of the properties in the Total Proof Scope evolves when consistency properties are merged (for
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Fig. 10. Burnup chart of the project

example between months 2 and 3) or when new consistency properties are added (for example between months 8 and

9). Prior to month 7, the Total Proof Scope and the Project Proof Scope coincide. However, given that the project was

initially due to month 10 and that the Proven Properties were below the Project Proof Ideal and that this gap was

further exacerbated by the discovery of new consistency properties, we decided in month 7 to limit the perimeter of the

code to be proven to 3 services instead of 11. This corresponds to the moment when the Project Proof Scope and the

Total Proof Scope become distinct. As the month 10 deadline approached, we decided to increase the trust base of the

proof by adding admits which helped achieve the Qed of the third service by the planned deadline, but also weakened

the proof. Afterwards, we obtained an extension of the project to complete the proof of the third service, which was

achieved in month 16.

7 RELATEDWORK

The drive towards systematic procedures is ever-present in the proof development process of formal verification

projects.

It is a time-consuming and tedious task, overwhelming the software development part, and there is great need and

room for optimisations. The call for better empirical software engineering dates back from the 1970s, but it is only

recently that optimisations, metric tracking, productivity and related research questions [23], to which outputs of this

work partially contribute, have emerged alongside the formal verification of (small-to-large-scale) complex industrial

projects.

Proof process understanding has been investigated before as an iterative trial and error process [8, 13]. However, to

the best of our knowledge, no other work categorizes the consequences of decisions in the process so finely and uses

them as guidelines to develop techniques and tactics to reduce the overall proof effort, even without proof expertise.

7.1 Metrics

Typical metrics for proofs in formally verified projects, like those presented in [12, 18, 23, 26, 28], include the number

of lines of proof, number of theorems, number of invariants, number of discovered bugs, and amount of verified code.
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In [11], the authors try to identify proof characteristics to quantify proof effort (number of theorems weighted by

complexity, theorem size and number of dependencies) or to detect potential issues (depth of the dependency tree

and number of child theorems that could complicate maintenance, similarity score between theorems revealing a bad

design). Many of these metrics are sensitive to the interactive theorem prover used, the project, the proof style and

the proof developer, which poses a risk of misinterpretation when making comparisons. Hence, the set of meaningful

formal metrics has not been standardized and varies depending on the project. In addition to that, prior works [8, 26, 40]

have already discussed the limitations of these metrics in accurately capturing the proof difficulty.

seL4 projects aim to build a reliable estimation model of the proof effort as described in Simulation Modeling of a

Large-Scale Formal Verification Process [43], by combining a quadratic correlation between the specification size and

the corresponding proof script presented in Empirical Study Towards a Leading Indicator for Cost of Formal Software

Verification [31], with prior seL4 projects, notably Productivity for Proof Engineering [40] where they found a linear

correlation between the proof size and the proof effort. In comparison, our leading parameters for proof effort estimation

are distinguished by the granularity of the proof complexity computation and from the approach itself. Indeed, our

experience has shown that we must introduce additional parameters to score the proof difficulty, in addition to the

computed proof size or the raw statement size similar to cited works, which are the number of variables, the number

of lists and the number of different types involved. Furthermore, we examine proof complexity not only from the

perspective of the proof itself but also from the code. Therefore, we conceptualize proof complexity as a disturbance

stemming from the code on the properties to prove and their inherent complexities, which directly translates i in a more

challenging proof script. This approach combining proof and code complexity score is not considered in any works we

are aware of. In addition to that, our fine-grained proof complexity analysis distinctly highlights proof artifacts at high

risk of proof effort drifting, which we identify as a contributing factor to the quadratic correlation described above.

Moreover, these works analyze completed proofs with the assumption that the proof cost will remain consistent

for new projects. Thus, computations are performed post-verification to help estimate future proof costs. Deltas with

the estimation, caused by unplanned events such as new invariants to prove, are resolved with the adjunction of a

"noise" [31]. While this fits well with a new project with a large common code base, for example porting to a close

architecture, this makes it difficult to plan when much more changes are expected or because the expectations of a

simple adaptation turn out to be vain. Unlike these works, our framework is orthogonal and takes place before any proofs

are conducted, not considering or relying on the performances of other projects. Furthermore, our proof complexity

metric can be computed independently from the interactive theorem prover, even applied on pseudo-code. Hence, our

approach is agnostic to past experience and project-independent, making it well-suited for projects at their inception.

7.2 Management practices and tools for experts and non-experts

Beyond metrics, the framework proposes proof practices that are understandable to software developers and managers,

so agnostic to proof expertise, while previously mentioned works essentially target proof developers or managers with

skills in formal verification. As such, we do address productivity for proof developers and give practical solutions to some

of raised concerns [8, 13, 23], with the intent to reach out more broadly with comprehensive know-how to non-experts.

We believe the above metrics contribute to open research questions identified in Large-Scale Formal Verification in

Practice: A Process Perspective [8], where the following quote is confirmed by the rest of our contributions and discussed

below: "Better metrics are required. Related to this, better estimation models are required for formal verification projects.

These are both open questions. Answering them will help to bring about decision-making tools for formal verification project

management,[...]".
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In Challenges and experiences in managing large-scale proofs, Bourke et al. says "the faster the discovery, the smaller the

overhead" when discussing disrupted proof processes due to the discovery of new invariants during the development.

Our work directly responds to this desire with our breadth-first strategy, which intends to quickly identify the vast

majority of invariants from the first stage of the verification. They also present the verification process as an iterative

one, with wishes to fast-check deviating verification: "Verification productivity hinges on this edit-check cycle being

short." We respond with our priority-based iterative strategy, which offers a solution for swiftly testing our assumptions

and specifications by clearing off bugs and other highly risky inconsistencies, before delving deeper into the proof.

This strategy also facilitates turnovers in the team members with a mix of long-lasting members and newcomers,

highlighted as an important factor in [8, 13, 43]. Andronick et al. also identifies as important the ability to parallelize

the process, which is eased by the strategy as well as the Git proof branching model we employ. This aligns with agile

software development principles by facilitating continuous integration, and our proof complexity score resembles

estimation points used to plan ahead a batch of work. To some extent, Ringer et al. [37] also point out similarities

between the proof and the software development, by gathering hints and practices for Proof Engineering, that also

extend to proof maintenance and proof repair [36]. They investigated proof development for proof developers, with

a close focus on the interactive theorem provers and their interactions with them from broad projects. The issue of

scaling-up verification projects is also previously pointed out by De Millo et al., with difficulties arising from changing

software (Patches, ad hoc constructions, bandaids and tourniquets, bells and whistles, glue, spit and polish, signature code,

blood-sweat-and-tears, and, of course, the kitchen sink) [14]. However, we believe some critical pieces of software are

worth formal verification and efforts, and our code/proof co-design approach, along with adaptable metrics, addresses

evolutive software. Furthermore, the framework in our paper presents proof strategies not discussed yet in any other

works we are aware of, especially from the high-level project management with a focus on proof development team

managers. As stated previously, we do not consider the strategies to be optimal, even though we provide the "best"

proof path strategy tool for some degree of optimisation and acknowledge the influence of expertise, collaboration

and dedicated tools, as part of a "social process". Indeed, accumulated expertise from past projects is not required, but

obviously reduces the likelihood of property fluctuations that we try to smooth with the breadth-first strategy. Rather,

we provide a systematic procedure from code to Qed independent from the project which sets an upper bound to the

proof work and delineates a proof path, from the first proof instants to completion. Reaching the last Qed of the project

and continuing to monitor the proof status will consolidate these results.

At last, common metrics fall short of giving a precise overview of the proof development status, but instead, analyse

the overall process from a higher point of view as illustrated in [8]. In this paper, we propose dynamic proof dashboard

views for comprehensive and adaptative progress reports. This is crucial to communicate outside expert circles, in

order to receive external funding and support from the hierarchy line in an industrial environment. Indeed, our project

manager successfully extracted information to represent the progress with common project metrics, which is not

yet present, to our knowledge, in the state-of-the-art. The ability to explain exactly where the proof stands within

the "labyrinth" of the verification process, and makes it clear for non-experts, helps the wide adoption of the formal

verification approach in the industry.

8 CONCLUSION

Full formal verification projects are still rare in the academic landscape, and even less in the industry. Indeed, past

projects demonstrated heavy resource consumption, in terms of machines, time, and especially human effort and

task difficulty guided by intuition and expert know-how. In this paper, we propose the rationalization of the proof
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development process, often seen as a labyrinth for each code block to prove. We first discuss the proof-construction

process given our proof/soft co-design approach. The process consists of reiterable steps to conduct the proof of a code

block and get out of the labyrinth. From there, we identify the sources of important proof effort and we introduce proof

management practices based on proof structuring, proof strategies, and proof planning, to reduce wasted proof efforts.

Practices have been successfully applied to an operating system kernel with a formal verification approach. We compute

metrics and leverage the tools presented in this paper in order to structure, plan, follow up, and construct proofs

for projects using deductive verification in an efficient and appreciable way, thereby providing systematic guidance

to reduce the reliance on the intuition and expertise of the proof developers. We also create a project management

dashboard with a burnup chart which helps project managers to capture the proof status, drive it strategically and

communicate about it. As such, proof developers gain in productivity and allow project managers, as well as other

non-expert developers, to fully engage in the formal verification project. With systematic understanding and practices

of proof development, Proof Engineering is facilitated and can take the turn for industrialisation for broader adoption.

A TYPE AND FIELD IMPACTS ON PIP-MPU’S CONSISTENCY AND SECURITY PROPERTIES

We identify which memory types or fields are used in the properties and bind them together, as illustrated in Tables

[ 7, 8, 9, 10].
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Table 7. Type changes impacts in Pip-MPU.
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nullAddrExists - - - - 1

wellFormedFstShadowIfBlockEntry - 1 1 - -

PDTIfPDFlag 1 1 1 - -

AccessibleNoPDFlag - 1 1 - -

FirstFreeSlotPointerIsBEAndFreeSlot 1 1 1 1 1

multiplexerIsPDT 1 - - - -

currentPartitionInPartitionsList * * * - *

wellFormedShadowCutIfBlockEntry - 1 - 1 -

BlocksRangeFromKernelStartIsBE - 1 - - -

KernelStructureStartFromBlockEntryAddrIsKS - 1 - - -

sh1InChildLocationIsBE - 1 1 - -

StructurePointerIsKS 1 1 - - -

NextKSIsKS - 1 - - 1

NextKSOffsetIsPADDR - 1 - - 1

NoDupInFreeSlotsList 1 * - - *

freeSlotsListIsFreeSlot 1 1 1 1 1

DisjointFreeSlotsLists 1 * - - *

inclFreeSlotsBlockEntries 1 1 - - 1

DisjointKSEntries 1 1 - - 1

noDupPartitionTree * * - - *

isParent 1 * - - *

isChild 1 * - - *

accessibleChildPaddrIsAccessibleIntoParent * * - - *

noDupKSEntriesList 1 * - - *

noDupMappedBlocksList 1 * - - *

noDupUsedPaddrList 1 * - - *

sharedBlockPointsToChild * 1 * - *

wellFormedBlock - 1 - - -

MPUFromAccessibleBlocks * - - - -

Se
cu

ri
ty verticalSharing * * * - *

partitionsIsolation * * * - *

kernelDataIsolation * * * - *

Total score 14+8* 16+13* 6+5* 3 7+14*
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Table 8. Field change impacts on Partition Descriptor entry fields in Pip-MPU.
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nullAddrExists - - - - -

wellFormedFstShadowIfBlockEntry - - - - -

PDTIfPDFlag - - - - -

AccessibleNoPDFlag - - - - -

FirstFreeSlotPointerIsBEAndFreeSlot 1 - - - -

multiplexerIsPDT - - - - -

currentPartitionInPartitionsList - * - - -

wellFormedShadowCutIfBlockEntry - - - - -

BlocksRangeFromKernelStartIsBE - - - - -

KernelStructureStartFromBlockEntryAddrIsKS - - - - -

sh1InChildLocationIsBE - - - - -

StructurePointerIsKS - 1 - - -

NextKSIsKS - - - - -

NextKSOffsetIsPADDR - - - - -

NoDupInFreeSlotsList * - * - -

freeSlotsListIsFreeSlot * - * - -

DisjointFreeSlotsLists * - * - -

inclFreeSlotsBlockEntries 1 1 1 - -

DisjointKSEntries - 1 - - -

noDupPartitionTree - * - - -

isParent - * - 1 -

isChild - * - 1 -

accessibleChildPaddrIsAccessibleIntoParent - * - - -

noDupKSEntriesList - * - - -

noDupMappedBlocksList - * - - -

noDupUsedPaddrList - * - - -

sharedBlockPointsToChild - * - - -

wellFormedBlock - - - - -

MPUFromAccessibleBlocks - * - - 1

Se
cu

ri
ty verticalSharing - * - - -

partitionsIsolation - * - - -

kernelDataIsolation - * - - -

Total score 2+3* 3+12* 1+3* 2 1
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Table 9. Field change impacts on Block entry fields in Pip-MPU.

Properties b
l
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c
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e
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x
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e
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)
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y
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e
)
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e
n
d
A
d
d
r
)

b
l
o
c
k
e
n
t
r
y
.(
p
r
e
s
e
n
t
)

b
l
o
c
k
e
n
t
r
y
.(
a
c
c
e
s
s
i
b
l
e
)

b
l
o
c
k
e
n
t
r
y
.(
r
e
a
d
)

b
l
o
c
k
e
n
t
r
y
.(
w
r
i
t
e
)

b
l
o
c
k
e
n
t
r
y
.(
e
x
e
c
u
t
e
)

C
on

si
st
en

cy

nullAddrExists - - - - - - - -

wellFormedFstShadowIfBlockEntry - - - - - - - -

PDTIfPDFlag - 1 - 1 1 - - -

AccessibleNoPDFlag - - - - 1 - - -

FirstFreeSlotPointerIsBEAndFreeSlot - 1 - 1 1 1 1 1

multiplexerIsPDT - - - - - - - -

currentPartitionInPartitionsList - * - * - - - -

wellFormedShadowCutIfBlockEntry - - - - - - - -

BlocksRangeFromKernelStartIsBE 1 - - - - - - -

KernelStructureStartFromBlockEntryAddrIsKS 1 - - - - - - -

sh1InChildLocationIsBE - - - - - - - -

StructurePointerIsKS 1 - - - - - - -

NextKSIsKS 1 - - - - - - -

NextKSOffsetIsPADDR 1 - - - - - - -

NoDupInFreeSlotsList - - * - - - - -

freeSlotsListIsFreeSlot - 1 * 1 1 1 1 1

DisjointFreeSlotsLists - - * - - - - -

inclFreeSlotsBlockEntries - - 1 - - - - -

DisjointKSEntries - - - - - - - -

noDupPartitionTree - - - 1 - - - -

isParent - - - * - - - -

isChild - - - * - - - -

accessibleChildPaddrIsAccessibleIntoParent - * * * * - - -

noDupKSEntriesList - - - - - - - -

noDupMappedBlocksList - - - 1 - - - -

noDupUsedPaddrList - * * * - - - -

sharedBlockPointsToChild - * * * - - - -

wellFormedBlock - 1 1 1 - - - -

MPUFromAccessibleBlocks - * * * * - - -

Se
cu

ri
ty verticalSharing - * * * - - - -

partitionsIsolation - * * * - - - -

kernelDataIsolation - * * * * - - -

Total score 5 4+8* 2+10* 6+10* 4+3* 2 2 2
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Table 10. Field change impacts on Shadow 1 and Shadow Cut entry fields in Pip-MPU.

Properties s
h
1
e
n
t
r
y
.(
P
D
fl
a
g
)

s
h
1
e
n
t
r
y
.(
P
D
c
h
i
l
d
)

s
h
1
e
n
t
r
y
.(
i
n
C
h
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l
d
L
o
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i
o
n
)

s
c
e
n
t
r
y
.(
o
r
i
g
i
n
)

s
c
e
n
t
r
y
.(
n
e
x
t
)

C
on

si
st
en

cy

nullAddrExists - - - - -

wellFormedFstShadowIfBlockEntry - - - - -

PDTIfPDFlag 1 - - - -

AccessibleNoPDFlag 1 - - - -

FirstFreeSlotPointerIsBEAndFreeSlot 1 1 1 1 1

multiplexerIsPDT - - - - -

currentPartitionInPartitionsList * - - - -

wellFormedShadowCutIfBlockEntry - - - - -

BlocksRangeFromKernelStartIsBE - - - - -

KernelStructureStartFromBlockEntryAddrIsKS - - - - -

sh1InChildLocationIsBE - - 1 - -

StructurePointerIsKS - - - - -

NextKSIsKS - - - - -

NextKSOffsetIsPADDR - - - - -

NoDupInFreeSlotsList - - - - -

freeSlotsListIsFreeSlot 1 1 1 1 1

DisjointFreeSlotsLists - - - - -

inclFreeSlotsBlockEntries - - - - -

DisjointKSEntries - - - - -

noDupPartitionTree - - - - -

isParent - - - - -

isChild - - - - -

accessibleChildPaddrIsAccessibleIntoParent - - - - -

noDupKSEntriesList - - - - -

noDupMappedBlocksList - - - - -

noDupUsedPaddrList - - - - -

sharedBlockPointsToChild 1 1 - - -

wellFormedBlock - - - - -

MPUFromAccessibleBlocks - - - - -

Se
cu

ri
ty verticalSharing * - - - -

partitionsIsolation * - - - -

kernelDataIsolation * - - - -

Total score 5 + 4* 3 3 2 2
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Table 11. Property complexity matrix PCM in Pip-MPU.

Properties S
i
z
e
o
f
p
r
o
p
e
r
t
y

N
u
m
b
e
r
o
f
l
i
s
t
s

N
u
m
b
e
r
o
f
v
a
r
i
a
b
l
e
s

N
u
m
b
e
r
o
f
fi
n
a
l
p
r
o
o
f
g
o
a
l
s

T
o
t
a
l

C
on

si
st
en

cy

nullAddrExists 1 0 0 1 2

wellFormedFstShadowIfBlockEntry 2 0 1 1 4

PDTIfPDFlag 2 0 2 4 8

AccessibleNoPDFlag 4 0 2 1 7

FirstFreeSlotPointerIsBEAndFreeSlot 2 0 2 2 6

multiplexerIsPDT 1 0 0 1 2

currentPartitionInPartitionsList 1 1 0 1 3

wellFormedShadowCutIfBlockEntry 2 0 1 2 5

BlocksRangeFromKernelStartIsBE 3 0 2 1 6

KernelStructureStartFromBlockEntryAddrIsKS 3 0 2 1 6

sh1InChildLocationIsBE 3 0 2 1 6

StructurePointerIsKS 2 0 2 1 5

NextKSIsKS 5 0 3 1 9

NextKSOffsetIsPADDR 3 0 2 1 6

NoDupInFreeSlotsList 2 1 2 3 8

freeSlotsListIsFreeSlot 6 1 4 1 12

DisjointFreeSlotsLists 4 2 2 5 13

inclFreeSlotsBlockEntries 3 2 1 1 7

DisjointKSEntries 4 2 2 1 9

noDupPartitionTree 1 1 1 1 4

isParent 3 2 2 1 8

isChild 3 2 2 1 8

accessibleChildPaddrIsAccessibleIntoParent 4 4 3 1 12

noDupKSEntriesList 2 1 1 1 5

noDupMappedBlocksList 2 1 1 1 5

noDupUsedPaddrList 2 1 1 1 5

sharedBlockPointsToChild 7 5 5 2 19

wellFormedBlock 4 0 3 2 9

MPUFromAccessibleBlocks 3 1 2 1 7

Se
cu

ri
ty verticalSharing 3 4 2 1 10

partitionsIsolation 5 5 3 1 14

kernelDataIsolation 3 4 2 1 10
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