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Abstract—Web of Things (WoT) brings web technologies and
knowledge graphs to Internet of Things. JSON-LD, with its
popularity in representing and exchanging structured data on
the web, can be a suitable data format for WoT. However, its
verbose nature can pose challenges for constrained IoT devices
with limited bandwidth, and memory. In this paper, we study
CBOR-LD scheme for encoding JSON-LD to a lightweight binary
format CBOR (Compact Binary Object Representation). We also
study possible optimisations such as using a custom dictionary.
We provide a C library and evaluate it on several examples.
Results demonstrate that our approach provides savings up to
94% in terms of network overhead for IoT devices.

I. INTRODUCTION

Web of Things (WoT) evolves the Internet of Things (IoT)
paradigm by adding web technologies and knowledge graphs.
WoT can use JSON-LD [1], which is a JSON-based format
for representing and exchanging structured data on the web.
JSON-LD offers significant benefits for IoT or WoT domain
including semantic interoperability, seamless data integra-
tion from heterogeneous sources, contextual information, and
linked data. Through semantic annotations, JSON-LD enables
IoT devices and systems from various manufacturers to inter-
pret data consistently, promoting interoperability. Additionally,
JSON-LD’s flexible and standardized format facilitates the
integration of diverse data sources such as sensors, actuators,
and control systems. Contextual information embedded along-
side data in JSON-LD enriches IoT applications by adding
additional meaning and significance to data generated. Lastly,
JSON-LD’s linked data property enables the discovery and
integration of distributed data sources, empowering more com-
plex applications and analyses. It enables flexible declarative
search as data takes the form of a graph. Some illustrative
examples of queries could be to search the name of rooms
whose light is ON in a building, search for rooms whose
electric consumption is more than a threshold, etc. Such graphs
can also allow for inference of new facts by using a reasoner.

However, one disadvantage of JSON-LD is it’s verbose
format that can be a significant overhead for constrained
WoT objects. Some of the constrained objects have limited
bandwidth, small amount of memory, limited computational
capabilities and run on a battery.
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This paper contributes by proposing an open source C
library! to first encode JSON-LD terms to integers based on
a dictionary and then to convert it to CBOR format. CBOR
is a compact binary format that supports various data types
for efficient memory usage. It is designed to be lightweight,
easy to parse, and optimized for low-power devices. CBOR
supports nested structures, schema-based validation and facil-
itates readability through stream processing making it suitable
for representing complex data in a compact format. C language
was chosen to make it more suitable for embedded devices.
Our implementation is based on an in-progress CBOR-LD
standardisation in World Wide Web Consortium (W3C)2. In
this paper, we also explore optimisation possibilities such as
adding custom terms to the dictionary used for encoding. Our
results show that these optimisations are able to obtain further
savings in terms of bandwidth.

This paper is organised as follows. Section II discusses
related work. Section III details the encoding scheme from
JSON-LD to CBOR-LD, Section IV performs evaluation on
some example data and Section V concludes the paper.

II. RELATED WORK

HDT (Header, Dictionary, and Triples) [2] represents the
state of the art on compacting the RDF (Resource Description
Framework) data. RDF [3] is another popular format for
representing linked data. The authors in [4] introduced a novel
in-memory RDF dictionary using optimized Trie structures
to efficiently compress common prefixes. The work in [5]
proposes a compact representation of semantic sensor data,
in RDF format, by sending the repeated measurement values
only once.

For JSON-LD, some previous works [6] have also studied
compact representations for JSON-LD as well as RDF data.
The work in [6] compared different approaches and proposed
JSON-LD compaction by mapping resource identifiers to
shorter strings. They found that such compaction coupled
CBOR, can lead to compaction ratios around 50-60% com-
pared to HDT. More recently, the work on using CBOR to
compact the JSON-LD data has been ongoing in W3C and it
is the focus of study in this paper.

Thttps://gitlab.com/coswot/cborld-c
Zhttps://json-1d.github.io/cbor-1d-spec/
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Fig. 1. JSON-LD to CBOR-LD

III. JSON-LD 10 CBOR CONVERSION

Converting JSON-LD data to CBOR involves pre-
processing and transformation steps. Figure 1 illustrates an
example from SSN Ontology, termed as Example 1 in the SSN
document [7]. This example comprises a graph of nodes which
shows the observation of the difference between the outside
and inside temperature. The graph consists of two observations
of outside temperature difference as well as the value of
inside temperature. The first observation is represented by the
node with the ID Observation/234534. This observation
has a feature of interest, which is an apartment identified as
apartment/134. The observation also has a result, which is
a quantity value represented by the blank node __:g462280.
The value of this quantity is a temperature difference with a
unit of Degree Celsius and a numerical value of “-2.99E1”
(which equals -29.9 degrees Celsius).

Second observation is represented by the node with the ID
Observation/83985. This observation also has a result,
which is another quantity value represented by the blank node
_:g462380. The value of this quantity is a temperature
inside the apartment equal to “2.24E1” (22.4 degrees Celsius).
Whether the observation is about the difference or apartment’s
temperature will be described by other ontology features.

Representing data like above has several advantages such
as interoperability among others, as discussed before. It can
be seen that the knowledge about data and semantics are
represented in the data itself, i.e, what is data about, what
is the relation of a data entity with other standardised concepts.

However, this format can be verbose leading to significant
bandwidth overhead for constrained objects. Thus, CBOR-LD
encodes and compacts the data as follows. First the standard
JSON-LD terms like @id, @graph, @type are mapped
to integers like 0,1, 2, etc. assuming a universal dictionary
which can be standardised. Note that these values for mapping
are subject to change as the standardisation is in process. This
mapping to integers is important as CBOR is more efficient
for encoding integers as compared to text. Next, the standard
terms from different ontologies like SSN, SOSA, QUDT,
(i.e. the ones used in the example) are mapped to integers
assuming that these terms in the ontology can be obtained
from the given ontology, sorted and then mapped one by one
to integers. As ontologies are standardised and their terms
are well known, if this above algorithm of constructing the
dictionary is standardized as well then any application can
construct this dictionary independently. Thus, all terms from
different ontologies like sosa:observation, which is
a string of size 16 bytes, are transformed to integer values
such as 25 which takes only 1 byte. Timestamps and dates
like 2017-04-16T00:00:12+00:00 are also converted
to Unix time epochs as integers. Finally the graph consisting
of integers is then serialised into CBOR format which finally
compacts the size of the graph.

Once a graph is converted to CBOR then some processing
operations, querying and partial graph extraction etc., can
always be applied on it without converting it back to the
original format. Thus, such data can stay in CBOR format
inside the network of constrained objects and save bandwidth
during exchanges. That way the need to decode it will arise
only during some final operations in the application.

A. Custom dictionary

Note that after the CBOR-LD encoding, as described above,
some terms will still be left which could not be encoded
as integers. This is because they may be data specific terms
and URLs. In this paper, we focus on 6 examples from SSN
ontology document [7] numbered according to W3C recom-
mendation: Example 1,10,12,14,17 and 19. They are about
the Indoor and Outdoor Temperature, electric consumption of
an apartment, sensor used to observe tree height, observation
of seismograph, movements of spinning cups on wind sensor
and CO2 level observed in an ice core, as in Table 1.

Some of the graphs can have specific URLs such as
Observation/234534 and apartment/134 in Ex-
ample 1 or apartment/134/electricConsumption,
sensor/926 in Example 10 [7]. If these terms or URIs
remain static then they can be encoded to integers using a
custom dictionary. If some fields are dynamic, but are integers
like the Observation/234534 then the static and dynamic
parts can be separately encoded and sent as an array of 2
numbers. First integer in the array will match Observation
and other will be the number 234534 itself.

Such a custom dictionary will be specific to the application
and for example can be exchanged in an offline manner. For



JSON-LD Data Comment Size Gzip CBOR-LD Custom Dictionary | Custom Dictionary+Gzip
Bytes | Bytes | Bytes, Savings Bytes, Savings Bytes, Savings
SSN Example 1 Indoor and Outdoor Temperature 904 301 178, 80.3% 136, 84.9% 118, 86.9%
SSN Example 10 Electric consumption of an apartment 5322 830 1616, 69.6% 510, 90.4% 340, 93.6%
SSN Example 12 Sensor used to observe tree height 3748 573 1069, 71.5% 519, 86.2% 314, 91.6%
SSN Example 14 Observation of seismograph 3503 773 1156, 67% 480, 86.3% 390, 88.9%
SSN Example 17 | Movements of spinning cups on wind sensor | 2817 476 1057, 62.5% 227, 91.9% 166, 94.1%
SSN Example 19 CO2 level observed in an ice core 2414 535 754, 68.8% 209, 91.3% 194, 91.9%
TABLE T

BYTE SAVINGS WHEN USING CBOR-LD COMBINED WITH CUSTOM DICTIONARY AND GZIP

memory optimisation, only a sub-dictionary containing the
required terms by the IoT object may be used. Finally, the
resulting CBOR data can in some cases be compressed a bit
more by using compression methods and tools such as gzip.

B. CBOR-LD C library

Our implementation provides three major functions -

e encode_to_cbor_compressed to convert JSON-
LD data into CBOR-LD format

e decompress_decode_to_Jjson to convert CBOR-
LD data back into JSON-LD format

e cborsearch functions, which can be useful to perform
searches for triples or key value pairs in CBOR-LD data.

Either a predefined dictionary or a contextMap is required
to map context URIs and standard terms to integers. It
is needed for encoding and decoding CBOR-LD data. The
documentLoader callback loads context documents, con-
structing terms-to-integer mappings.

During encoding, a transform map is generated, compress-
ing JSON by mapping its keys to integers using an algorithm
applied to the context document’s keys. All terms (keys) of
context documents are sorted and assigned unique integers,
hence keys of the JSON-LD document will be an integer in
compressed form and the term map can be generated again
using the same algorithm while decoding.

IV. EVALUATION

We now evaluate the performance of CBOR-LD library with
and without a custom dictionary. The 6 examples were taken
from SSN document [7] for this study and they were converted
to JSON-LD using RDF distiller’. The URLs of different
ontologies which are provided by the key @context were
removed as they are well known URLs.

Table I shows the results. We can see that CBOR-LD can
reduce the size of data significantly. We estimate savings as
100 - Originalorsiigzienafl Esniczoeded size. We can see that CBOR-
LD can provide savings ranging from 62% to 80% approx.
Some graphs like Example 14 could not reach higher savings
because they have several specific URLs.

Now, when we apply the custom dictionary based con-
version then we see that higher savings are achievable as
compared to the default CBOR-LD algorithm. With custom
dictionary encoding specific URLSs to integers we can achieve
between 85% to 92% savings with the examples considered.

3http://rdf.greggkellogg.net/distiller?command=serialize

There is still some more scope for improvement. For ex-
ample, the blank node identities like _:g462380 were not
encoded and the ideas discussed before can be explored.

We also observe that gzip can help in compacting the data
as well. Sometimes gzip provides better performances as com-
pared to vanilla CBOR-LD. However, CBOR-LD combined
with custom dictionary as well as a compression tool like
gzip provides the best performance and we are able to obtain
savings up to 94.1%. Though, sometimes when small size data
is compressed using gzip then it takes more space than the
original. Hence, the resulting size should be checked before
sending the data over the network.

V. CONCLUSION

This paper proposed a C library for encoding JSON-LD
terms into integers and converting them to CBOR format.
The proposed approach offers significant savings in terms of
network overhead, making it an ideal solution for constrained
WoT objects. Future work includes further optimizations for
dictionary creation and testing in real world scenarios.
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