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Abstract: This chapter deals with the recent development of Computational Thinking (CT) in the curricula of many 
countries, principally in mathematics. It aims at discussing, broadly, how CT changes the mathematical activity and 
impacts mathematical contents. More precisely, we study the relations between mathematics, computer science, 
mathematical thinking and computational thinking and discuss new content at the interface of computer science and 
mathematics as well as the transformation of mathematical content due to the integration of CT. We ground our 
discussions on examples of integration of CT and computer science in various countries, we further discuss the 
origins of CT in mathematics education, and offer an epistemological reflection on the disciplines of mathematics 
and computer science. Finally we discuss related issues for classroom implementation, teaching resources, and 
teacher development.
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1. Introduction 

The rapid development of digital technologies has created both the opportunity and the need to 
transform the content students learn in schools and universities. Proponents of computational 
thinking (CT)1 argue that curricular content should include elements of Computer Science (CS) 
that would enable students to not only understand and critically use digital technologies but also 
create them to solve problems in their everyday lives. Students thus need to study the 
underpinnings of digital technologies (e.g., the algorithms that make them work) and to learn 
how to create and use them to solve problems (e.g., through computer programming).

Let us start by clarifying the necessity of discussing CT in this handbook concerning digital 
(curriculum) resources in mathematics education. Computer programs, programming languages, 
and programming tools are now common resources for mathematics students and teachers. We 
consider them to be digital resources in the sense that they involve or stem from the use of digital
(computer) technologies and, more generally, have links with CS. Although the delimitation of 
these digital resources requires some discussion, they have influenced the curricula of many 
countries and have changed the way we can create, use, and understand mathematics. Since the 
1980s, researchers have explored these curricular issues through the lens of CT, which is present 
explicitly or implicitly in recent curricular evolutions related to CS and digital technologies in 
mathematics education.

The current section of the handbook asks how digital resources transform content. In activities 
that engage students in CT and mathematics, this content transformation is often visible, e.g. 
when programming is involved; however, it is needed to deeply understand the nature of such 
transformation from various points of view. To begin, we introduce three examples that illustrate
some of the possible changes brought about by the introduction of CT in (mathematics) curricula
and highlight the diversity of situations and forms in which CT may appear. 

1 We return to the meaning of this term in Section 2.



1.1. Example 1: Using parameters and functions to create shapes and patterns in Scratch 
Grade 9 students (aged 14–15) in France work through the textbook activity depicted in Figure 1.
Students are expected to have worked with Scratch programming since Grade 6 or 7. In Part 1 of 
the activity, they use Scratch to first define a block of code (called “Square”) that will plot a 
square with side length and colour as given parameters. For instance, the block “Square” with 
inputs “100” and “25” should plot a square with side length equal to 100 steps and of colour 25 
(which is green in Scratch). In Part 2, students then use the block of code they created to write 
scripts that will trace out specific shapes and patterns (depicted in Parts 2a, 2b, and 2c at the 
bottom of Figure 1).   

Fig. 1 Activity in a Grade 9 mathematics textbook in France (Brisac et al., 2021, p. 23).

1.2. Example 2: Enacting and thinking about the bubble sort algorithm

A Grade 6 class (students aged 11–12) in Australia is invited to enact the bubble sort algorithm 
for sorting 10 random numbers (between 1 and 100) from smallest to largest, like in the video 
snapshot depicted in Figure 2. Ten students stand in a line, each holding their own randomly 
selected number, in a scrambled order. Another student (a “sorting student”) comes forward, 
starting at the left of the line and, using pairwise comparisons (addressing each pair 
sequentially), directs students to stay or to exchange places with the one next to them. After the 
student has moved along the line of 10 numbers, another student comes forward and repeats the 
procedure, which continues until all the numbers are sorted from smallest to largest. The class 
repeats the algorithm for different sets of 10 numbers, keeping a record of the number of sorting 
students needed. The teacher then provokes an investigation, starting with the question: If 10 
students are lined up in a scrambled order, how many students are needed to sort the line of 
numbers to ensure (i.e., to guarantee) that all 10 students with their numbers are successfully 
sorted smallest to largest? 



Fig. 2 A snapshot from the video of students enacting bubble sort (CS4ALLUSA, 2012).

1.3. Example 3: Using programming to build tools for exploring conjectures 

In a first-year university mathematics course in Ontario (Canada), students (aged 18+) are asked 
to construct a computer program (e.g., using VB.NET or Python) to investigate a conjecture that 
they have selected or produced about hailstone sequences2. The instructor encourages students to 
work in groups to formulate conjectures and to search online for open conjectures. The code for 
calculating the length of a hailstone sequence is constructed in class (Figure 3). Then, each 
student builds on the given code to program interactive environments to investigate their 
conjectures and write a report on their findings. For example, one student conjectured that there 
is a relationship between the number of even numbers in a hailstone sequence and the length of 
the sequence (in particular, the number of even numbers will decrease as the length increases). 
Figure 4 shows the interface of the program the student created to support their exploration, 
which led to findings (depicted in their graph) that might encourage a step back from the 
computer to consider issues related to mathematical proof.    

Fig. 3 Code (in VB.NET) calculating the length of a hailstone sequence starting at n

2 Start with a positive integer n > 1. Generate the sequence by the following rule: If n is even, divide by 2; if n is 
odd, multiply by 3 and add 1. If n > 1, repeat the process. If n = 1, stop. For example: 10, 5, 16, 8, 4, 2, 1; this 
hailstone sequence has length 6 since it has 6 terms after 10.



Fig. 4 The interface of a computer program (left) and a graph (right) created by a student 
to investigate their conjecture about hailstone sequences. 

Although these three examples of CT and mathematics are very different, they all illustrate how 
the development of CS and the omnipresence of digital technologies have transformed 
mathematics teaching and learning. For instance, parameters, functions, shapes, and patterns are 
already typically part of mathematics curricula: Example 1 leads to questions about how these 
concepts are transformed in a computational context and the place of programming in learning 
mathematics. The study of algorithms now also has an important place in mathematics 
classrooms: Example 2 points to the new kinds of algorithms and related mathematical questions 
and concepts that can be explored by mathematics students and teachers, as well as the different 
ways in which they can be explored (e.g., in an “unplugged” manner, without the use of digital 
technologies). Similarly, Example 3 highlights how the kinds of mathematics problems and the 
ways in which students can solve them have been transformed by the potential offered by 
computer programming. 

In this chapter, we draw on these examples to reflect on how the integration of CT in education 
may transform mathematics content3 and to discuss related key questions elicited by such 
transformation. In Section 2, we address the important question of our evolving understanding 
and relevance of CT in and for (mathematics) education, and how resulting mathematics content 
transformation has been realized in some jurisdictions. In Section 3, we complement this 
discussion on CT in mathematics education by exploring the relations between mathematics and 
CS, as disciplines, in order to enlighten further perspectives to transformed content. In Section 4,
we consider pertinent issues related to a successful implementation of CT in mathematics 
classrooms and a diffusion of mathematics content transformation in teaching practices. Finally, 
in Section 5 we discuss the key perspectives resulting from the chapter.

2. Evolution of the meaning of CT in and for (mathematics) education

There is yet to be a clear consensus in the literature that has sought to clarify the evolution of the 
meaning of CT over the years and the different ways in which CT has been conceptualized in 
international curricula. In this section, we describe its evolution and exemplify the breadth of 
these conceptions. We do not propose or select a single definition of CT but rather to explore 

3 Here, we consider content in a broad view, including notions and concepts, techniques and skills, ways of 
thinking, and even cultural and general knowledge about the discipline.



possible meanings and highlight similarities, differences, and issues that need to be addressed, 
including the ways CT may transform and generate mathematics content.

2.1. Evolution of CT amongst scholars

The invention of the personal computer in the 1970s provided opportunities to transform 
education. Seymour Papert’s (1972, 1980) pioneering work developing and implementing the 
Logo programming language provided a vision of educational opportunities—namely, that 
students could use programming to turn the computer into an “object-to-think-with” (see e.g. 
Chapter XX (Francis et al.) of this handbook) and to engage in creative projects that are 
meaningful to them. According to Weintrop et al. (2016), it was in this context that Papert “was 
the first to use the term computational thinking to refer to the affordances of computational 
representations for expressing powerful ideas” (ibid, p. 130), as later elaborated by Papert and 
Harel (1991). The term CT initially was not linked to CS education, as CS had not yet developed 
as a school subject. For Papert, CT was a process intertwined with programming and constituted 
more than being able to use computers; as Barba (2016) explains, 

It’s a source of power to do something and figure things out, in a dance between the 
computer and our thoughts. The inversion, starting with computing as a formal thing to 
understand and then come to the application later, takes away its power. (p. 25)

Far from advocating for a direct teaching of specific programming skills, Papert emphasized the 
importance of social and affective features of children’s programming experiences allowing 
them to use CT to engage in creative projects across disciplines. Until recently, much of Papert’s 
vision remained as such, possibly due to the then unwelcoming programming environments and 
teachers’ limited access to technology in classrooms (Benton et al., 2017). A shift in education 
research throughout the 1990s and 2000s focused more on the use of already programmed digital
tools, with only sporadic research on CT (not explicitly termed as such) in the mathematics 
education research literature (Healy & Kynigos, 2010; Lagrange & Rogalski, 2017). 

Coming from the discipline of CS, Jeannette Wing (2006) more recently spurred a revival of CT,
advocating it as a fundamental 21st century skill (like reading, writing, and arithmetic) that all 
students should learn. On a basic level, Wing (2006) described CT as thinking like a computer 
scientist, including (but not limited to) processes such as data representation and abstraction, 
problem decomposition and reduction, algorithmic and recursive thinking, automation, and 
simulation. A clear and often cited definition of CT was provided later: “The thought processes 
involved in formulating problems and their solutions so that the solutions are represented in a 
form that can be effectively carried out by an information-processing agent [such as a 
computer]” (as cited in Wing, 2010, p. 1). Since then, many scholars in CS education have 
elaborated definitions of CT (e.g., Brennan & Resnick, 2012; Curzon et al., 2019; Grover & Pea, 
2013; Lee, 2016) and produced several syntheses (e.g., Kallia et al., 2021; Shute et al., 2017), as 
illustrated in Figure 5.



Fig. 5 A synthesis of CT based on research (Let’s Talk Science, 2018, p. 5). 

diSessa (2018) has criticized computer scientists’ and CS educators’ lack of attention to the 
original work by Papert (and others in mathematics education), as well as their representation of 
CT as a general transferable skill similar to problem solving, with no specific connection to the 
discipline of mathematics. Kallia et al.’s (2021) recent attempt to characterize CT in mathematics
education—involving a systematic literature review (of 56 papers) and Delphi-study (seeking 
consensus among 25 experts)—identified three key aspects of CT to be addressed in 
mathematics education:

1. problem solving as a fundamental goal of mathematics education in which CT is 
embedded;

2. thinking (cognitive) processes that include (but are not limited to) abstraction, 
decomposition, pattern recognition, algorithmic thinking, modelling, logical and 
analytical thinking, generalization and evaluation of solutions and strategies; and

3. phrasing the solution of a mathematical problem in such a way that it can be transferred 
or outsourced to another person or a machine (transposition). (p. 179; emphasis added)

In line with diSessa’s (2018) critique, these conceptions include aspects (problem solving, 
abstraction, generalization) that already are considered aims of mathematics education, 
regardless of the existence of digital resources like computer programs, programming languages, 
and digital programming tools. In particular, while the presence of digital resources is only 
anticipated in the third aspect proposed by Kallia et al. (2021), this conception of CT does not 
specify how that presence may transform mathematical thinking processes or the kinds of 
problems that can be solved in mathematics.4  

Other work in mathematics education has focused on how CT arises in mathematical activity and
transforms what is possible to do and learn in mathematics. This reflects the transformation that 
occurred within the discipline of mathematics, as acknowledged by the European Mathematical 
Society in 2011: “Together with theory and experimentation, a third pillar of scientific inquiry of

4 This conception also does not identify additional elements of CT that may arise from the discipline of CS and that 
can (or cannot) be addressed in mathematics (education). In Section 3 we explore some such elements that could be 
incorporated in mathematics classrooms.



complex systems has emerged in the form of a combination of modeling, simulation, 
optimization and visualisation” (p. 2).

Some studies have more closely examined the place of CT in professional mathematicians’ work 
(e.g., Broley, 2015; Broley et al., 2017; Broley et al., 2018; Lockwood et al., 2016; Lockwood et 
al., 2019; Modeste, 2012a; Modeste & Ouvrier-Buffet, 2011), including identifying specific 
practices in which CT may be involved (see Figure 6). The involvement of CT in such practices 
leads to a transformation of the mathematics that can be done and learned due to the affordances 
of programmable tools (Gadanidis, 2017); for instance, the automation of mathematical 
processes that allows for dynamic modelling, visualization, and experimentation in interaction 
with and leading to the refinement of one’s own mathematical thinking (Wilensky, 1995). Other 
examples are the “agency” and “audience” affordances (Gadanidis, 2017); indeed, by articulating
relationships between the mathematical and computational concepts involved, students not only 
create “new” mathematics but also reveal this act of creation to others (Noss & Hoyles, 1996).

Fig. 6 Taxonomy of CT practices used by mathematicians (Weintrop et al., 2016, p. 135).

We return to Example 3 from Section 1 to illustrate the above conceptualizations of CT. 

In this example, a university mathematics student designed a computer program to test a self-
formulated conjecture about hailstone sequences: namely, that the percentage of even entries in a
hailstone sequence decreases as the length of the sequence increases. To do this, the student had 
to think up an approach for testing their conjecture and represent the approach in such a way that 
it could be carried out by a computer. The student decided that their program needed to complete
three main tasks: (1) for a given range of initial values, calculate the sequence lengths and the 
percentage of even entries in each sequence; (2) record the information and use it to calculate the
average percentage of even entries for sequences of the same length; and (3) output a table listing
the average percentage of even entries for each sequence length. The student then broke down 
each of these tasks further and represented them in VB.NET code. For instance, to accomplish 
(1), the student started with the code in Figure 3 and made alterations such as embedding the 
code within a For Loop over an inputted range of values, adding a count of even entries, and 



using the count and the length to calculate the desired percentage. Once the program was 
complete, the student used it to test their conjecture. This included making the range of initial 
values as large as possible and studying the tabular output. The student decided that a graphical 
representation would be helpful and used Excel to produce one (shown in Figure 4). Finally, the 
student wrote a report of their findings.  

Broadly speaking, the student in this example used programming to create an object-to-think-
with, thus engaging in CT in Papert’s (1980) sense of the word. Aligning with the first key 
aspect of CT identified by Kallia et al. (2021), the student’s CT was embedded in solving a 
problem: in this case, developing and testing a conjecture. When the student was thinking about 
how to outsource the testing to a computer, they were engaging in CT in the sense of Wing 
(2010) or the transposition aspect identified by Kallia et al. (2021). We see how this activity can 
require the student to engage in cognitive processes that are highlighted by both Wing (2006) 
and Kallia et al. (2021): e.g., decomposition, algorithmic thinking, and analytical thinking. The 
activity also engages the student in CT practices shared by professional mathematicians: e.g., 
most of the computational problem-solving practices from Figure 6, as found by Weintrop et al. 
(2016). When using their program, the student engaged in various data practices from Figure 6 as
well, including creating, manipulating, analyzing, and visualizing data. In the end, the student 
experienced several affordances of programming for mathematics as described by Gadanidis 
(2017). For example, the automation of mathematical processes made it possible for the student 
to produce the desired output for a range of initial values from 1 to 2,000,000. The student 
exercised agency, from formulating a conjecture that interested them to determining which 
computational representations they would use to explore it. The programming environment the 
student created and accompanying report also made the student’s work easily shareable with an 
audience: e.g., the instructors tasked with evaluating their work and the 20–30 peers who 
explored their own conjectures in weekly 2-hour lab sessions (see Buteau et al., 2022, for an 
analysis of the teaching–learning environment in which the student worked).

2.2. Evolution of CT in prescribed curricula

Papert believed his vision bypassed what schools did and he was skeptical about what school 
systems could do. However, one could argue that the evolution of digital technologies (to be 
more user-friendly and omnipresent), alongside the widespread adoption of the term CT, made it 
possible to bring Papert’s ideas into a form that could be taken over by curriculum writers and 
shifted into broader educational agendas. As alluded to in Section 2.1, many give credit to Wing 
for leading the widespread adoption of the term CT, and she was explicit about her goal of 
inspiring school curricular reform. At that time, in the mid 2000’s, there was not yet a concrete 
roadmap for how it could be done. Later work aimed to address this gap. For instance, the 
taxonomy proposed by Weintrop et al. (2016; Figure 6) sought to pinpoint CT practices used by 
professional mathematicians and scientists that could be embedded into specific school curricular
areas (in that case, mathematics and science). Another approach has been to show how CT 
practices identified in the discipline of CS could be mapped onto existing curricular areas. For 
example, Rich et al. (2019) showed how the CT practices from the U.S. College Board  
Computer Science Principles could be mapped onto the Common Core State Standards for 
Mathematics.

The OECD’s recent decision to include CT as a fundamental component of PISA’s 2021 
Mathematics Framework ensures that CT will now be considered in measuring educational 
progress and achievement in relation to mathematical literacy around the world. CT thus is no 



longer seen as an option that schools and national governments can choose to ignore in their 
curricula:

Students should possess and be able to demonstrate [CT] skills as they apply to 
mathematics as part of their problem-solving practice. ... The framework anticipates a 
reflection by participating countries on the role of [CT] in mathematics curricula and 
pedagogy. (OECD, 2018, p. 5)

The framework is also likely to direct the way CT will be introduced in many curricula, 
assuming participating countries will align their curricula with PISA’s expectations. The 
framework mentions several ways of conceptualizing CT in mathematics, based on the literature 
cited in Section 2.1. It further stipulates: “The nature of [CT] within mathematics is 
conceptualised as defining and elaborating mathematical knowledge that can be expressed by 
programming, allowing students to dynamically model mathematical concepts and relationships”
(OECD, 2018, pp. 1112). 

In the past decade, curricular reforms in many countries have included CT in compulsory 
education, starting as early as Grade 1 or age 6 (Bocconi et al., 2016; Dagienė et al., 2019; So et 
al., 2020; Webb et al., 2017). The elementary curricula in different countries currently integrate 
CT in different ways. For instance, in England, CT is integrated as part of a distinct Computing 
curriculum (Benton et al., 2017), while Finland and Sweden use a cross-curricular approach in 
which CT is expected to be applied in all subjects, while also being taught through an explicit 
integration of programming in Technology or Crafts and Mathematics (Bocconi et al., 2018). At 
the secondary level, some countries have a long tradition of teaching CT (without necessarily 
using this term) in compulsory as well as elective CS courses (e.g., in Ukraine CS has been 
taught at the secondary level since 1985) but there also is a recent shift towards compulsory 
integration of CT at that level, either in CS (e.g., in Poland; Webb et al., 2017) or in specific 
subjects like mathematics (see, for example, the Ontario, Australia, and France case studies 
below).

At the tertiary level, where curricula are less standardized and not necessarily regulated by 
governments, the impact of the CT movement is less clear. CS quickly became an academic 
discipline for those who wish to enter computer-related careers or become software developers. 
To respond to the various CT needs of students aiming for different careers (e.g., in science, 
engineering, art, or business), various practitioners have developed specific courses with specific
kinds of computing tasks (Guzdial, 2019). In terms of mathematics curricula, a 2016 survey of 
46 mathematics departments in the U.K. indicated that a large portion (89%) of undergraduate 
programs teach CT to all students through mandatory programming components (Sangwin & 
O’Toole, 2017). Such components have been integrated in different ways—for instance, as 
separate CS course requirements, within specific computationally driven courses such as 
numerical analysis or modelling, or as a transversal problem-solving tool across existing courses 
such as calculus or algebra (Buteau et al., 2022).

There are several reasons to integrate CT in the mathematics curriculum. In addition to the 
institutional argument related to PISA’s new Mathematics Framework, there are more pragmatic 
arguments, including the advantages of embedding CT in mathematics to avoid slotting new CS 
courses into already overcrowded curricula and finding qualified teachers to teach them 
(Hickmott et al., 2018). There also are social arguments, such as reaching more students and 
broadening participation in computational fields from underrepresented groups (Weintrop et al., 
2016). More fundamentally, there is an epistemological argument based on the symbiotic 
relationship between mathematics and CS, whereby one naturally enriches and essentially 



transforms the other (Benton et al., 2017; diSessa, 2018; Papert, 1980; Weintrop et al., 2016). 
The question remains as to how CT can be integrated in mathematics curricula. Below, we 
provide three case studies of how this question has been answered in the jurisdictions of Ontario 
(Canada), Australia, and France.

2.2.1. The case of Ontario (Canada) 

Ontario’s Grades 1 to 9 Mathematics curricula recently have been revised to include the 
development of CT through the explicit expectation that students will learn and use coding as 
part of the algebra strand (Government of Ontario, 2020, 2021a). CT is presented as part of  the 
transferable skills that “are in high demand in today’s globally connected world, with its 
unprecedented advancements in technology” (Government of Ontario, 2021b, p. 30). The 
Government of Ontario’s (2021b) definition of CT resembles that of Wing (2010): “The thought 
process involved in expressing problems in such a way that their solutions can be reached using 
computational steps and algorithms” (p. 513). 

The overall expectation is that students in Grades 1 to 8 (“elementary school”; ages 5–14) will 
learn to solve problems and create computational representations of mathematical situations 
using coding concepts and skills. Specific coding concepts and skills are suggested to be learnt in
a progression; for example, sequential events in Grade 1, nested events in Grade 4, and sub-
programs and other control structures in Grade 7. By the end of Grade 9 (first year of “secondary
school”; ages 14–15), students are expected to be able to apply coding skills to represent 
mathematical concepts and relationships dynamically, and to solve problems, in algebra and 
across the other strands (e.g., number, data, spatial sense, and financial literacy). More 
specifically, Grade 9 students are expected to learn to:

 use coding to demonstrate an understanding of algebraic concepts including variables, 
parameters, equations, and inequalities;

 create code by decomposing situations into computational steps in order to represent 
mathematical concepts and relationships, and to solve problems; and

 read code to predict its outcome, and alter code to adjust constraints, parameters, and 
outcomes to represent a similar or new mathematical situation. (Government of Ontario, 
2021a, C2. Coding)

The goal of solving problems aligns with Aspect 1 of the three key aspects of CT to be addressed
in mathematics education identified by Kallia et al. (2021); the notion of transposition (Aspect 3)
is captured by the expectations that students will read, alter, and create code to represent 
mathematical situations, concepts, and relationships, but the various cognitive processes 
mentioned as Aspect 2 are not as evident. In fact, the term CT itself is present only in the front 
matter or glossary of curricular documents; in the specific expectations for student learning, the 
focus is on the development of specific coding concepts and skills to be used for mathematical 
purposes.  

At this time, the Grades 10–12 Mathematics curricula, revised in 2005 and 2007, have yet to be 
revised to align with the introduction of coding in Grades 1–9 Mathematics. Moreover, specific 
studies of Computer Technology, Computer Programming, and CS are offered through optional 
secondary school courses (in Grades 9–12), which were revised in 2009 or earlier. 



2.2.2. The case of Australia

Another contemporary example of a curricular integration of CT is from Australia, in its 
nationally approved Mathematics curriculum fromKindergarten to Year 10 (ages 5–16; 
Australian Curriculum Assessment and Reporting Authority [ACARA], 2022). CT is presented 
as one of several key processes in mathematics teaching and learning, much like the conceptions 
of CT offered by Wing (2006) and Kallia et al. (2021; Aspects 13).

In its preface, Mathematics: About the Learning Area, the curriculum outlines how:  
Students develop [CT] through the application of its various components: decomposition,
abstraction, pattern recognition, use of models and simulations, algorithms and 
generalisation. [CT] approaches involve experimental and logical analysis, empirical 
reasoning, and computer-based simulations. The simulations can then be used to generate
and test hypotheses and conjectures, identify patterns and key features (or 
counterexamples), and dynamically explore variation in the behaviour of structures, 
systems and scenarios. (ACARA, 2022, p. 10) 

This introduction to the curriculum then links [CT] to algorithms, software, and the use of digital
tools:

The capacity to purposefully select and effectively use the functionality of a digital 
device, platform, software or digital resource is a key aspect of [CT] in the Mathematics 
curriculum. … Different digital tools or platforms can carry out computations and 
implement algorithms using numerical, textual, statistical, probabilistic, financial, 
measurement, geometrical, graphical, logical and symbolic functionalities. (ACARA, 
2022, p. 10) 

In the ensuing content descriptions covering six content areas—number, algebra, measurement, 
space, statistics, and probability—the term CT is not used explicitly. The content descriptions 
illustrate the affordances of CT for mathematics learning and mathematical practices (Gadanidis,
2017; Weintrop et al., 2016). These are evidenced by the employment of terms such as digital 
tools (mentioned 46 times), algorithms (mentioned 16 times), and software (mentioned 10 times)
in specific content descriptions. The following examples illustrate such content descriptions:

 In Year 3 (ages 8–9) in statistics, students: create and compare different graphical 
representations of data sets including using software where appropriate; interpret the data 
in terms of the context.

 In Year 5 (ages 10–11) in number, students: create and use algorithms involving a 
sequence of steps and decisions and digital tools to experiment with factors, multiples 
and divisibility; identify, interpret and describe emerging patterns.

 In Year 7 (ages 12–13) in probability, students: conduct repeated chance experiments and
run simulations with a large number of trials using digital tools; compare 
predictions about outcomes with observed results, explaining the differences.

 In Year 9 (ages 14–15) in space, students: design, test and refine algorithms involving a 
sequence of steps and decisions based on geometric constructions and theorems; discuss 
and evaluate refinements.

 In Year 10 (ages 15–16) in algebra, students: experiment with functions and relations 
using digital tools, making and testing conjectures and generalizing emerging patterns.

These content descriptions are intended to express sequences of learning in Mathematics that 
complements the Digital Technologies curriculum (Kindergarten to Year 10), showing how the 
two curricular areas work together to develop students’ digital literacy and CT skills. Explicit 



links to CS are not the focus of the curriculum in the compulsory years of schooling. These 
connections emerge more clearly in senior high school (Years 11 and 12) in courses such as 
Algorithmics, Computer Science, and Applied Computing.

2.2.3. The case of France 

In 2009, in France, “algorithmics”5 became part of the core of the Mathematics curriculum in 
high school (Grades 10–12, ages 15–18), with the expectation of being taught as transversally 
applicable across mathematical themes (analysis, algebra, geometry, statistics). Some specific 
algorithms or algorithmic activities, in connection with specific mathematics topics, were 
mentioned in the curriculum; for example, the bisection method for finding a root of an equation 
(in Grade 10), generating simulations for random experiments (in Grades 10–12), or finding 
thresholds for converging sequences (in Grade 12). This introduction of algorithmics was linked 
to the general idea of making solutions that can be carried out effectively by a machine through 
the use of a programming language (e.g., CT in the sense of Wing, 2010). In 2012, a CS option 
was also added to the scientific paths of high school (in Grade 12).

In the 2016 reform (Ministère de l’Éducation Nationale, de l’Enseignement Supérieur et de la 
Recherche [MEN], 2015), the curriculum for elementary and middle school was rebuilt on a 
common core of five domains (Gueudet et al., 2017), to which each discipline (including 
Mathematics) is expected to contribute. For example, in Cycle 4 (Grades 7–9; ages 12–15), one 
of the skills to be developed in the first domain (languages for thinking and communicating) is 
“understanding and expressing using mathematical, scientific, and informatics languages” 
(MEN, 2015, p. 220, our translation); in the second domain (methods and tools for learning), 
“the teaching of CS, given in the courses of mathematics and technology, permits to deepen the 
use of digital tools and learn to progress by trial-and-error” (MEN, 2015, p. 221). 

In the revised curricula for Cycle 4 (Grades 7–9; ages 12–15) and the last year of Cycle 3 (Grade
6; age 12), content related to CS can be found in both Mathematics and Technology6, the 
teaching of which may involve teachers of both subjects. The accompanying curriculum 
documents for teachers (MEN, 2016) highlight the importance of developing students’ 
“understanding that computer languages are used for programming digital tools and for 
automatic treatments of data” and “knowledge of the basic principles of algorithmics and 
software design” (MEN, 2016, p. 1, our translation).

In the Mathematics curriculum for Cycle 4 (MEN, 2015, pp. 366–380), one of the five themes is 
“algorithmics and programming,” which has a general end-of-cycle goal of enabling students to 
write, elaborate, and execute a simple program. The “knowledge and skills” associated with this 
goal include:

 decomposing a problem into sub-problems in order to structure a program, recognizing 
patterns;

 writing, elaborating (testing, correcting), and executing a program as an answer to a given
problem; and

 notions of algorithm and program, variable (in CS), event, sequences of instructions, 
loops, and conditional instructions.

5 In this chapter, we mean by algorithmics (in French “algorithmique,” as used in curricula) the use, creation, and 
study of algorithms.
6 In France, Technology is a school subject centred on the study, understanding, and design of technical objects. 



The two first points, centred on problem solving using computer programs, can be linked with 
Wing’s (2006, 2010) view on CT, or with the Computational Problem-Solving Practices 
characterized by Weintrop et al. (2016), making explicit some CS notions to be taught (in the 
third point).

The official resources cited above state that the programming language must be a block language
(like Scratch), and there is a strong orientation towards programming. Although accompanying 
documents for teachers indicate that unplugged activities could be a first step for introducing 
students to the notion of algorithmics, such activities are presented mostly as a steppingstone to 
the usage of software.

A new high school curricular reform started in 2019, changing completely the structure of the 
general paths, introducing a choice of “specialties” by students which include Mathematics and a
newly created subject, NSI (Numérique et Sciences Informatiques, Digital technology and 
Computer Sciences). The Mathematics curriculum still contains algorithmics, now presented 
both as a specific theme (“algorithmics and programming”) and with specific examples of 
algorithms across other themes. Under the theme “algorithmics and programming”, it is 
explicitly indicated that the “algorithmic approach is, since its origins, an essential component of 
mathematical activity” (MEN, 2019, p. 15, our translation). The main thrust of this part of the 
curriculum is still to introduce mathematics that can be carried out by a machine through 
designing algorithms and programming; however, there is no explicit mention of CT. The NSI 
curriculum is based on four concepts, considered as the pillars of CS (“informatique”): data, 
algorithms, languages, and machines.

3. Exploring Computer Science and Mathematics: perspectives on CT and content

In this section, to carry on our exploration about how CT and digital tools transform contents, we
examine mathematical thinking (MT) and CT from the point of view of the disciplines 
Mathematics and CS with respect to their links, differences, and mutual contributions (Modeste, 
2012b). In the previous section, we have shown that despite questions and debates about the 
nature of CT and its place and role in mathematics, there is an international curricular movement 
to integrate CT, explicitly or implicitly—particularly in mathematics education. The three 
examples we developed, and the existence of international recommendations (e.g., by the 
OECD), reveal common elements to this integration, such as the introduction of programming 
for solving problems across mathematical domains and the development of specific skills related 
to CT as conceptualized in the literature. This said, the way that CT has been introduced in 
mathematics curricula can also differ greatly from one country to the other (e.g., through the 
development and application of “coding skills” in Ontario, “CT components” in Australia, or 
“algorithmics and programming” in France). At the same time, we observe the development of 
CT in some countries through a specific and distinct curriculum topic (e.g., Computing, Digital 
Technologies, or CS), or through a collection of CS concepts, methods, and tools that cannot be 
reduced to CT.  

Lodi and Martini (2021) recently demonstrated the importance of considering CT as the thinking 
of CS, in a way that respects both Wing’s and Papert’s views on CT and, moreover, that shows 
the complementarity and coherence of their contributions: 

CT is not a discipline per se. CT must be understood in its proper context, which is that 
of CS. As it is the case for all sciences, CT is also transversal to other disciplines, but 
cannot be reduced to this role. (pp. 884885) 



 In this way, just as MT is considered as the thinking developed in mathematics, we will consider
CT as the thinking developed in CS. In this sense, we follow Donald Knuth (1985), pioneer of 
CS, who discussed the links between MT and “Algorithmic Thinking,” which he considered as 
the thinking of CS (which he believed should be named “Algorithmics”, a name focusing more 
on the role of algorithms and less on the machines processing them).

CS as an academic discipline and school subject has grown in the last decades. Some countries 
have had CS in their secondary school curriculum since the 1980s; others attempted to introduce 
it in the 1980s, abandoned it for the teaching of digital tools and the use of technologies in other 
disciplines, and eventually brought it back in the curriculum in the 2010s. The revival of CS 
aligns with the growth of literature on CS education, including discussions on the relevance of a 
mandatory CS education for all (e.g., Passey, 2017), reports on the state of CS in school 
education across countries (e.g., Hubwieser et al., 2015), and curricular frameworks that seek to 
increase opportunities to learn CS in schools (e.g., K12 Computer Science Framework, 2016, 
developed in the USA). Such growth of CS in school curricula warrants questioning its links to 
other (traditional) school topics, and particularly the very closely related topic of mathematics 
(Modeste, 2015).

There are interesting examples of curricula that encourage cross-curricular links between CS and
mathematics. As one such example, we described the theme of “algorithmics and programming” 
in France, which was recently (2019) integrated in both the Mathematics and Technologies or CS
curricula for Grades 7 to 12, with an explicit encouragement of co-teaching and cross-curricular 
connections. Another example is the recently (2016–2018) revised technologies and mathematics
curricula in British Columbia (Canada), which have placed optional Grade 11 and 12 CS courses 
in the curricular area of Mathematics, explicitly emphasizing the connections between the two 
domains (British Columbia, n.d.). There are also countries whose distinct CS curricula are 
intended to be integrated in cross-curricular manners. For instance, New Zealand’s 2020 Digital 
Technologies curriculum for Grades 1 to 13, which includes the development of CS concepts and
skills, also indicates that these should be developed in other subject areas (including 
Mathematics), at least in primary school (New Zealand Ministry of Education, 2022). Such 
examples further encourage questioning the links between CS and mathematics.

To explore the content transformations that can be brought by digital technologies and CS in 
mathematics, and to widen our view on the related opportunities or necessities for mathematics 
education, we examine the links between mathematics and CS, and MT and CT, building on 
what was addressed in Section 2.1: in what ways does CS generate (new) needs and questions in 
mathematics, and how does it bring new points of view in mathematics? In brief, we further 
explore different links between thinking like a computer scientist and thinking like a 
mathematician. 

3.1. Contents at the interface of mathematics and CS

The proximity between mathematics and CS has led to the growth of fields at the interface of the 
two disciplines, which share points of view from the two disciplines and involve both MT and 
CT. As examples of such fields, we can mention:

 Cryptography, which involves algebra and arithmetic, but also algorithmics, data 
structures, information theory, complexity theory, and very important proof and 
verification issues.



 Operations research, which for industrial problems involves discrete mathematics, 
optimization of functions, algorithmics, complexity theory, and theoretical CS.

 Image processing and 3D-vizualization, which involves geometry, analysis, statistics, 
data processing, algorithmics, computer graphics, and compression of data.

 Artificial intelligence, which draws on the interplay of areas such as statistics, big data 
analysis, management and processing, continuous and discrete optimization, and logics 
and automatic reasoning.

Computational branches of many disciplines, incorporating both MT and CT, have also emerged,
including computational physics, computational biology, computational finance, computational 
genomics, or digital humanities, which rely heavily on modelling and simulation. 

Such contents tend to enter in curricula as good examples of STEM topics and to motivate 
mathematics with its connections to modern subjects. For instance, in France, as in many other 
countries, cryptography is mentioned at many grade levels as a potential topic for projects 
involving both mathematics and CS, starting with the implementation and study of Caesar cipher
in middle school. Artificial intelligence, big data analysis, and simulations through agent-based 
modelling were identified among the rich possibilities for CT integration in K12 STEM by a 
recent review of curricular strategies and research themes on the topic (Wiebe et al., 2020). 
Chapter XX (Biehler et al.) of this handbook also shows some examples of introduction of “big 
data” and AI methods as a subject in mathematics. These contents, originated in new fields 
appearing with the development of CS, do not directly stem from the use of digital tools in 
classic mathematics school contents, but clearly require attention in research on CT in 
mathematics. The framework of CT practices by Weintrop et al. (2016) (Figure 6, Section 2.1) 
was also inspired by the emergence of computational branches in the disciplines of science and 
mathematics; we point out the importance of taking into account CS itself too.   

A final significant point about the interface between CS and mathematics is that some theoretical
foundations and important concepts are shared, like variables, functions, and algorithms. Even if 
these concepts can be used differently in the two disciplines, they refer to similar concepts from 
theoretical and logical points of view, as part of the formal dimension common to mathematics 
and CS. Hence, taking into account CS and its epistemology can be helpful to understand how 
mathematics contents can be impacted and enriched.

3.2. Mathematical needs for CS as another type of content transformation

CS not only affords (or requires) changing the view on classical mathematics but also asks new 
questions to and about mathematics, and fosters the development of specific areas—for instance, 
discrete mathematics developed over the last decades mostly as an answer to mathematical needs
for CS (see Ouvrier-Buffet et al., 2018).

An important example is the study of algorithms, and in particular algorithmic complexity (i.e., 
the study of the number of steps needed to execute an algorithm as a function of the size of the 
input). This function can be studied exactly or asymptotically. The notion of complexity enables 
the comparison of different algorithms solving the same problem or the comparison of problems 
in terms of the complexity of the algorithms required to solve them. The study of algorithmic 
complexity asks new questions regarding the study of sequences and the analysis of their 
asymptotic behaviour, which concerns mathematical analysis and combinatorics. This kind of 
study is accessible to high school students (the related mathematics and CS contents are already 
present in the curricula in some countries). In fact, very basic algorithms existing in many high 



school curricula (e.g., sorting algorithms as the one in Example 2, or algorithms for processing 
texts) can raise very interesting mathematical questions in combinatorics and motivate the 
mathematical study of sequences. For example, the simple case of algorithms for searching in an 
ordered list generates questions regarding sequences, optimization, graphs and trees, and proving
properties of algorithms (Meyer & Modeste, 2018, 2020). The theory of algorithmic complexity 
has developed as a specific area of CS that uses a lot of mathematics and shares a lot with 
mathematical areas. Elements of algorithmic complexity are typically taught at the outset of 
university and serve to motivate mathematics taught to CS majors; algorithmic complexity also 
starts to appear in upper secondary school in some countries.

The notion of proof, already an important part of mathematics, is equally important in CS, which
necessitates proofs of particular types. For example, in algorithmics, the nature of the proofs 
involved are similar to mathematical proofs, but their type is often particular to the proofs made 
in discrete mathematics or combinatorics (namely, constructive proofs using induction or 
enumerations, or identifying invariants) due to the nature of the objects of CS. The example of 
the sorting algorithm activity described in Section 3.4 illustrates the nature of proving issues in 
algorithmics. For more details about these issues, see the examples in Durand-Guerrier et al. 
(2019), Meyer and Modeste (2018, 2020), and Modeste and Ouvrier-Buffet (2011).

This points out an important dimension to be integrated in the study of CT in mathematics 
education, the content transformations engendered by the need of mathematics in CS and for 
digital technologies, which is complementary to the more documented and studied 
transformation of contents produced by the use of digital technologies as tools in mathematics.

3.3. CS affording and necessitating a new point of view on common mathematics

Writing a computer program involving some mathematical concepts “provides a broad canvas on
which the learner can sketch half-understood ideas, and assemble on the screen a semi-concrete 
image of the mathematical structures he or she is building intellectually” (Noss & Hoyles, 1996, 
p. 55). It also may afford or necessitate an understanding of mathematical concepts and 
structures that is different from a more common one used in a paper-and-pencil environment—a 
computational transposition (Balacheff, 1993; Balacheff & Kaput, 1996).

As an illustration, let’s take the representation of numbers. In programming languages, integers 
typically are represented in base two, which encourages work on number bases—and on base 
two in particular—in mathematics courses. When it comes to the representation of real numbers 
on computers, more issues arise. The classical representation is as floating-point numbers, which 
are rational numbers that can be written as a product of an integer part of significant digits and an
exponent part (both coded with a finite number of bits)7. This is very different from the common 
decimal representation of numbers in mathematics (with a definite number of digits before and 
after the decimal point): The principal difference concerns the density of the sets of numbers, as 
the floating-point numbers are more dense the closer one gets to zero (and more sparse the 
farther one gets from zero), which produces issues related to rounding and the precision of 
computations. Another big difference comes from the use of a base two representation of these 
numbers. If we just consider the real numbers that can be written with a finite number of digits 
after the decimal point (i.e., a subset of decimal numbers), there are still many (e.g., 1/10) that 
cannot be represented as floating-point numbers in base two (just like 1/3 cannot be in base 10). 

7 For more details, see “Floating-Point Arithmetic” (2022).



The issues raised by coding and representing numbers in CS can generate very interesting 
problems and reflections for mathematics curricula in upper high school or university.

A similar discussion could be developed concerning other mathematical topics; for example, 
let’s consider Example 1 in Section 1 (the use of Scratch to explore shapes and patterns), which 
represents a well-known activity currently in mathematics education, grounded on the legacy of 
“Turtle Geometry” (Papert, 1980). A related classical problem given in Scratch, in elementary or
secondary school, is to draw a regular polygon for a given number of n sides. This problem can 
be used to introduce, for instance, the “repeat x times” loop, identifying that some similar 
instructions need to be repeated a variable number of n times, with some parameters depending 
on n. A solution to the problem is illustrated in the program shown in Figure 7, with the output of
its execution for n = 13.

Fig. 7 A Scratch program for drawing a regular polygon with n sides, 
and the effect of its execution for n = 13.

We see in this example that the length of the sides of the polygon is fixed, while the radius of the
polygon grows with n. Moreover, the point of view on regular polygons involved in the Scratch 
program is not exactly the point of view involved classically in mathematics. Classically, a 
regular polygon is defined in school as a polygon with equal sides and equal internal angles, 
which can be obtained by placing its vertices regularly on a circle (in this view, it is possible, 
though not obvious, to show that the internal angles of an n-sided polygon are 180 (n-2)/n 
degrees). In the Scratch program, the point of view is different, as the regular polygon is seen as 
a figure obtained by tracing a broken line composed of line segments of the same length and 
“turning” (clockwise or anticlockwise) an identical angle between each of them; the angle 
expressed here is not the internal angle of the polygon but rather its supplement (i.e., the angle 
between two consecutive sides oriented in the same way; for a n-sided polygon, 360/n degrees–
360 degrees is an invariant quantity for the full turn). 

This new point of view is principally linked with the way geometrical position, orientation, and 
movement are described in Scratch (formerly referred to as “Turtle Geometry”). The sprite (the 
character executing the program, in this case the beetle in Figure 7) has coordinates and a 
direction. When the programmer wants to make the sprite move, it can move to specified 
coordinates or be reoriented to a specified direction; it can also move a specified number of steps
following its direction or turn (left or right, staying at the same place) a specified angle. Hence, 



the new point of view on plane geometry afforded by Scratch changes the way geometrical 
figures and transformations are considered (for another example, see Crisci et al., 2022, about 
symmetry), leading to rich possibilities for MT and the question (perhaps need) of its 
incorporation in mathematics curricula.

Hence, the development of CT, generated using CS or digital technologies in classical school 
mathematics, may not only change the way we deal with mathematical concepts. By the fact it 
can change the way one thinks about them, it can transform the concepts themselves. In addition 
to investigate how the mathematical activity may be transformed by CT, this argues for further 
research on how some mathematical concepts may be transformed by CT.

3.4. An example of these various relations between  mathematics and CS

We return now to Example 2 presented in Section 1, in which middle school students (upper 
primary and junior secondary) can be invited to enact and reflect on the bubble sort algorithm8. 
Starting from the left, pairwise sorts are carried out with only one decision to be made. The 
larger number in each pairwise sort moves to the right and the next pair is sorted. When all 
pairwise sorts are completed, passing along the line, the process starts again at the beginning. At 
each pass, the number arrived at the rightmost position won’t move anymore and is no longer 
included in the next passes. The process stops when no further passes are needed (i.e., when no 
number has moved during a pass), which implies all numbers are correctly sorted. In the 
classroom, this activity raises some interesting questions to investigate at the interface of CS and 
mathematics: Does the algorithm always work (for any initial placement of the numbers in the 
line)? Does it work for more than 10 numbers? For any number of numbers? If yes, why? How 
many comparisons do we need to sort 11 (or 12 or 100) numbers? Can we generalize to any 
number of numbers? In this subsection, we further reflect on the bubble sort activity as an 
example concerning CS and mathematics, and how it can contribute to CT and MT.

Order is a classical concept of mathematics, and sorting is a classical issue in CS, and sorting 
algorithms are traditionally taught at the beginning of CS studies (see, for instance, Cormen et 
al.’s (2009) classical handbook for the introduction of algorithms). In the activity described 
above, the algorithm being followed (the bubble sort), which is unambiguous, can be generalized
for any list of numbers, and can be made into a computer program. Enacting and studying this 
algorithm, for students, comes under CT but also involves elements that can be associated with 
MT. From an expert’s point of view, the questions above relate to the field of Algorithmics, and 
are classical in CS (and can be considered as typical of CT):

 proving the algorithm will end for any list of numbers (termination); and it will produce a
sorted list of the initial integers (correction),

 studying its complexity (i.e., estimating the number of steps needed to execute the 
algorithm for a given size of list).

After observing several enactments of the algorithm, as mentioned in Section 1, a question can 
be posed to students asking how many passes will be needed to ascertain that any 10 numbers 
will be sorted successfully. This kind of question can trigger MT with a view to developing 
argumentation, as a preparation for proving. It is distinct, although not without links, from 
questions about how to write an algorithm that will give clear instructions for a bubble sort to be 
executed. 

8 This activity can be considered as “CS Unplugged,” as developed by Bell et al. (1998), and presented later.



Below are excerpts of three sample solutions, adapted with minor editing, from students in two 
classes where the bubble sort activity had been carried out.

 Solution 1 (Year 6 student, age 11–12): Starting with a smaller set of numbers
I made it into a simple problem to start with. If there were just two numbers, they might 
be in order already or they might need to shift. Therefore, one student would be sure to 
“sort out” any two numbers into the correct order. If there were three numbers in a line, 
two students would be enough to be sure that the numbers ended up in the correct order. 
So, my answer for 10 students in the line is that nine students would be sufficient to 
completely sort the 10 numbers. 

 Solution 2 (Year 8 student, age 13–14): A worst-case scenario, for 10 numbers
We can represent the worst possible case by having the numbers 1 to 10 lined up with 10 
on the left and 1 on the far right. Student 1 comes out and shifts the 10 to the top, after 
doing swaps at every step. Student 2 does the same for 9. Student 3 for 8. Then Student 4 
for 7; Student 5 for 6; Student 6 for 5; Student 7 for 4; Student 8 for 3; and Student 9 for 
2. That’s all.

 A comment (Year 6 student): 
If you were very lucky and all the numbers were in the correct order to start with, we 
would still need one student to carry out that check. We might be able to see this by 
looking, but the “sorting students” don’t know this.

These solutions exhibit different strategies discussed by Pólya (1970) for proving and justifying. 
The first solution starts by looking at a simpler problem and reaches a conclusion using inductive
reasoning (although some arguments are missing, we can notice that it is possible to prove the 
statement via mathematical induction). The second solution creates a worst-case scenario where 
all the numbers are ordered in reverse to start with (the students do not completely justify that it 
is the worst case). These two justifications are concerned with generalizing. The final comment 
by a Year 6 student shows how clearly the concept of worst- and best-case situation has been 
understood in this context.

These solutions and comment use justifying, convincing, and generalizing as key features of MT 
(see Jeffcoat et al., 2004). Engaging in CT activities, like the bubble sort activity, can provide 
contexts in which young students can be invited to justify their thinking and to become familiar, 
as Coles (2005) suggests, with the process of creating convincing mathematical arguments.

3.5. Synthesis

To conclude this section, we propose a diagram (Figure 8) that synthesizes relationships between
mathematics, CS, MT, and CT. It widens the view on how mathematical content is transformed 
by CS and digital technologies. We position in this diagram the discussions from sections 2 and 
3. Finally, this also raises the question of how mathematical contents (objects, notions, 
techniques, skills, mathematical fields...) can support the development and mutual enrichment of 
MT and CT.



Fig. 8 A model of mathematics (M), CS, MT, and CT, highlighting mutual contributions as
discussed in sections 2.1, 3.1, 3.2, and 3.3.

4. Implementation of prescribed curricula and diffusion of transformed content 

In the previous sections, we explored how the integration of CT in mathematics education can 
transform content and outlined international curricular revision movements that may serve to 
support this process. In this section, we shift our focus to issues related to the actual 
implementation of curricula by teachers in order to understand what the obstacles and difficulties
are for the diffusion of identified mathematics content transformations in teaching and learning. 

A systematic review of literature published between 2006 and 2017 investigating relationships 
between mathematics and CT demonstrated through didactic activities (Barcelos et al., 2018) 
revealed that most of studies focused on learning opportunities for students. Only three of 42 
reviewed papers targeted teacher education from the perspective of the diffusion of CT in 
mathematics education. Research in the past 5 years, however, has considered the teacher’s role 
in embedding CT in mathematics lessons. This could be explained partially by the history of CT 
outlined in Section 2. In particular, the initial focus on opportunities aligns with the nascent 
phase of the CT movement led by Wing (2006) during which time there was an interest in 
developing curricular revisions, making work on teacher education more essential. Moreover, 
research has observed significant differences between the design of curricular materials 
integrating CT and mathematics and their implementation in practice (e.g., Benton et al., 2017; 
Crisci, 2020; Israel & Lash, 2020; Nijimbere, 2015). In this section, we examine research related 
to the actual implementation of CT9 in mathematics classrooms that, in its turn, determines the 
way the mathematical content proposed to students is actually transformed by teachers, 
highlighting factors that shape teachers’ practices, as well as perspectives for the design of 
supports for teachers (e.g., teacher resources and development programs). Given the themes of 
the handbook, we focus specifically on the design and implementation of (digital) resources.  

9 As illustrated in Section 2, the chosen definition of CT can vary across the research cited in this section. We 
describe this in more detail when relevant; otherwise, we speak about general issues and perspectives that we expect 
could apply across definitions. 



4.1. Factors influencing the implementation of CT and actual content transformation in 
mathematics classrooms

Existing studies have identified several factors that can influence mathematics teachers’ 
implementation of CT and thus actual content transformations that may happen in the 
mathematics class, such as different kinds of teachers’ knowledge (e.g., Benton et al., 2017; 
Duncan et al., 2017; Rich et al., 2019), teachers’ attitudes towards teaching mathematics (e.g., 
Crisci, 2020) and CT (e.g., Yadav et al., 2014), and teachers’ (mis)conceptions related to CT 
(e.g., Cabrera, 2019; Geraniou & Hodgen, 2022; Rich et al., 2019; Sands et al., 2018).   
 
Much of the above research documents teachers’ difficulties integrating mathematical content 
and CS/CT ideas, including those relating to the teaching practice in general and to teaching CT 
and mathematics specifically. In Benton et al. (2017), for instance, examples of the first type of 
difficulties include fitting new interventions into an already crowded timetable; a lack of explicit 
links between proposed learning activities and existing curricula; and managing differences 
among students in terms of their technological skills, support needs, and confidence. Israel and 
Lash (2020) also pointed out that the pressure on teachers to cover the mathematics content to 
prepare students for district and state assessments may impede teachers’ ability to integrate CT in
their classes.  

Difficulties of the second type, in comparison, include making and explaining links between an 
algorithm and certain mathematical concepts, finding errors in students’ scripts and strategies for
solving problems involving CT and MT, and effectively anticipating and dealing with different 
types of students’ responses and misconceptions related to CT. According to Benton et al. 
(2017), the situation can vary depending on teachers’ capacities to articulate computational and 
mathematical learning goals, their confidence in using technologies, their experience, and their 
ability to managing students with different levels of attainments. We suggest that the integration 
of CT in mathematics classrooms depends in particular on teachers’ knowledge about CT and 
MT content, as well as their corresponding pedagogical content knowledge (Shulman, 1986).

Several studies exhibit cases in which existing teaching knowledge can constrain integration of 
CT in mathematics education. Rich et al. (2020) found that elementary teachers reflecting on the 
meaning of six CT practices (abstraction, algorithmic thinking, automation, debugging, 
decomposition, and generalization) tended to refer to their knowledge of terminology used in 
mathematics teaching instruction and curricular standards. For instance, when speaking about 
“decomposition,” teachers provided an example of decomposition of numbers without 
considering the decomposition of a problem, and they associated the term “automation” with the 
memorization of basic mathematics facts and students’ automatic reproduction of answers. 
Similar observations were made by Duncan et al. (2017), who mentioned, for example, teachers’ 
difficulties in using the term “sorting”, which in primary school typically refers to categorizing 
rather than “ordering” items. 

Other factors that impact implementation include teachers’ perceptions, beliefs, and attitudes 
about CT. Research shows that teachers hold a variety of conceptions of CT (e.g., CT as doing 
mathematics, CT as using technologies, CT as programming, or CT as problem solving), which 
can differ from CT definitions described in the academic literature (Corradini et al., 2017; Garvin
et al., 2019; Sands et al., 2018). Varying conceptions of CT also have been observed among 
mathematics teacher educators, which could further influence teachers’ conceptions. Geraniou 
and Hodgen (2022) claim that teacher educators’ understanding of CT can vary depending on 



how they see the links between CT and MT, and the role of the application (or non-application) 
of digital technology in CT. The authors contrast two views of CT: one referring to the use of 
digital technology for outsourcing some (possibly tedious) parts of mathematical work, and 
another that focuses on the processes of analyzing, generalizing, and abstracting involved in CT 
(not mandatorily related to the usage of technologies).

Other obstacles to the integration of CT in mathematical teaching can be related to the scarcity of
infrastructure in schools and teachers’ resistance to introduce something new and unknown 
(Reichert et al., 2020). These aspects seem to persist in the context of integration of CT tools in 
mathematics classes despite school’s increasing level of informatization. 

The emerging body of research outlined above is very important from the point of view of 
possible applications such as the design of resources and teacher development programs that 
could support mathematics teachers’ integration of CT and enacting content transformations in 
their classrooms. For instance, research findings can inform curricula developers about the use of
specific terms, relevant definitions, and examples to avoid ambiguity and possible tensions 
between “new” terminology and that already used by teachers. Design of professional 
development programs and resources should integrate (research-based) epistemological elements
related to the compatibility and complementarity between CT and mathematics. Furthermore, 
relationships between digital technologies and CT should be clarified to avoid the possible 
misconception that associates any usage of technologies with CT practices. 

We note that the above discussion relates primarily to the school context (Grades 1-12) and may 
not necessarily apply in the same way at the university level, where there is a deeper 
understanding of CT and its links to mathematics (Buteau et al., 2019). Nevertheless, university 
mathematics professors may still face certain institutional constraints if attempting to integrate 
CT in existing mathematics courses (e.g., limited time, already crowded curricula, students’ 
prerequisites, lack of human resources; Broley, 2015). 

4.2. Supports for the diffusion and appropriation of content transformations by teachers

4.2.1. Resources  as  a  tool  for  the  diffusion  of  content  transformations  in  mathematics
teaching and learning

Developing resources that inform teachers’ implementation of CT is one way to support the 
diffusion of content transformations, involving CT activities and experiences in mathematics 
education, across a wide population of teachers working in different contexts. However, research
on resource design (e.g., Aldon et al., 2017; Perrin-Glorian, 2011; Tempier, 2016) has shown 
that teachers interacting with the same resource can interpret it in different ways than intended 
by the task designers.  Chapter XXX (Mariotti et al.) of this handbook also reports issues of 
resources’ adaptations by a teacher that prevents achieving the goals. In case of resources aimed 
at integration of CT in a mathematical class, the question of possible adaptations of resources by 
teachers and the corresponding consequences on students’ learning becomes especially 
important. Teachers’ lack of expertise and experience with CT can impact their interactions with 
resources and, as a result, the design end implementation of the lessons developed on their base. 
  
Rafalska (2019) studied the elements a resource aimed at integrating CT in mathematics 
classrooms should contain to support the intended learning during its implementation in different
contexts. The author designed and investigated a resource for primary school teachers involving 



a sequence of unplugged games where students “re-invent” sorting algorithms (Rafalska, 2022). 
The proposed task, as the earlier Example 2, shows how mathematical content and students’ 
mathematical activities can be enriched by the introduction of and reflection on the concepts 
related to CS. However, findings confirm that a resource in the form of a lesson plan alone, even 
when designed in collaboration by researchers and teachers in a particular context, is not robust 
enough to prevent adaptations made by teachers (working in other contexts) that lead to 
replacement of the initial task by another, the goals of which are not consistent with those that 
task designers expected. Students’ activities that emerged in certain classes after the adaptations 
of the resource by the teachers focused on learning goals that differed from the ones intended by 
the resource, especially concerning the goals related to CT and mathematics (that were in core of
the proposed tasks). Moreover, the activities proposed by one of the teachers on the base of the 
resource did not achieve expected learning goals either in CT or in mathematics. This research be
resource’s CT and mathematics goals, the resource should include more than a lesson plan—for 
instance, an a priori didactic analysis of the situations supported by the resource, descriptions of 
the knowledge at stake, theoretical and epistemological aspects of CT, and links to existing 
mathematics curricula.

Results of design-based studies addressing the gap between the design and implementation of 
resources can also inform resource design through the identification and/or implementation of 
effective teaching strategies for integrating CT in mathematics classrooms. For example, Crisci 
(2020) analyzed cases where implementations were aligned with the expectations of researchers 
and authors of resources, highlighting the important role of teachers verbalizing (using oral 
registers to make the link between different ostensive registers) and de-contextualizing (passing 
from extra-mathematical context vocabulary to mathematical vocabulary) in supporting the 
usage of resources in coherence with learning goals intended by their authors. In their design of 
resources, Benton et al. (2017) discussed the importance of off-computer (“unplugged”) 
activities, as well as the use of different representations simultaneously, for students’ 
engagement and deep learning. 

More generally, research has identified many effective teaching approaches that could help 
integrate CT or CS in mathematics education, which can both inform the design of resources and
serve as useful resources themselves. For instance, Curzon et al. (2018) discuss and exemplify 
diverse constructivist approaches for inventing or discovering CS concepts, such as teaching 
through analogy and storytelling, embedding concepts in contexts, and utilizing unplugged 
computing activities. Other teaching strategies include scaffolding techniques such as the Use-
Modify-Create or Predict-Run-Investigate-Modify-Make learning models, whereby students 
move back-and-forth between users and developers (Caspersen, 2018; Waite & Grover, 2020). 
Such strategies can be found in emerging resources for integrating CT in mathematics education 
(see, for example, Gadanidis, 2020). Coming from a more constructivist tradition, Resnick 
(2014) used a “Projects, Peers, Passion, and Play” approach to engage students in meaningful 
projects with the aim of developing the skills needed to use CT to creatively solve problems. 
Broley et al. (2022b) explore and document the effectiveness of a project-based approach in 
university mathematics, where the projects integrate the affordances of CT for mathematical 
practices (as described in Section 2.1). Key features of teaching to support such a project-based 
approach have also been discussed (e.g., by Broley et al., 2022a; Buteau et al., 2022). 



4.2.2. Professional development programs to support appropriation of content 
transformations by teachers  

Research on teacher education to support the integration of CT in school classrooms is growing. 
Several case studies have emerged that present and discuss examples of how to support 
mathematics teachers. For pre-service teachers, this includes case studies of courses that focus 
specifically on integrating CT in mathematics education (e.g., Cendros Araujo et al., 2019; 
Gadanidis et al., 2017), or of existing methods courses (e.g., Bouck et al., 2021) and/or 
practicum placements (e.g., Suters, 2021) to which pedagogical issues related to CT and 
mathematics have been added. There are also case studies of introducing CT in in-service 
training for mathematics teachers, including continuing education courses (e.g., Reichert et al., 
2020), summer professional and curricular development programs (e.g., Kelter et al., 2021), and 
professional development (PD) sessions coupled with continuous instructional coaching on 
lesson planning (e.g., Israel & Lash, 2020).  

These studies emphasize the importance of providing content-specific education to teachers (in 
our case, teaching CT that is specific to mathematics). The emerging body of research in this 
domain focused mostly on how to improve teachers’ confidence with CT, understandings of CT 
and its value in mathematics, and practices for productively integrating CT into mathematics 
classrooms. 

For instance, several studies present different pedagogical approaches used in teacher education 
programs focusing on what CT is and how it can be integrated in mathematics classes. Kelter et 
al. (2021) claim that a “constructionist co-design” between teachers and researchers helps to 
support curriculum and teacher PD. They reported about the positive effects of the course on 
high school science teachers’ understanding of the ways CT can support students’ experience 
and deepen science learning as well as on teachers’ confidence with CT. However, the 
researchers pointed out the tensions that can arise in trying to accomplish both goals (to develop 
teachers CT skills and engage them in design of instructional units) simultaneously in limited 
time. In particular, the teachers with less computational experience tended to leave the 
development of computational tools to their partners; as a result, this limited their opportunities 
to improve their own CT skills. Besides, a co-design style used by teachers in such type of PD 
programs seems to affect teachers’ implementation of lessons that articulate computational and 
mathematical goals. In particular, teachers with limited skills in programming tend to avoid 
explanations concerning debugging programs or, as was observed in Reichert et al.’s (2020) 
study, tend to call on CS assistance. 

Several studies emphasize the importance of building teachers’ confidence in and knowledge of 
CT for mathematics before inviting them to apply that knowledge for teaching. For instance, 
Cendros Araujo et al. (2019) recommend that training should start with action, “allowing 
[teachers] to tinker, play, and experiment with programmable technology to develop their 
confidence” (p. 225) and then introduce them to features of the technology before inviting them 
to apply it to the subject of teaching mathematics. Teaching approaches such as “Action – Learn 
and teach – Extend, apply and consolidate – Reflect” have positive effects on secondary school 
pre-service teachers’ understanding of CT and its integration in the context of mathematics. 

Studies on the effects of teacher education programs are mostly represented by case studies 
based on the qualitative analysis of data collected by researchers who usually serve as 
tutors/providers of such programs. These studies are characterized by use of data sources very 



often collected during education programs, usually with a small sample size and represented by 
teachers’ written or oral discourses (e.g., essays, written reflection assignments, online 
discussions, interviews) about their understanding of CT and its integration in the curriculum. 
Thus, it is not surprising that teachers’ words reflect the content proposed in the PD programs 
(definitions, examples of implementation, etc.). More research is needed to examine the extent to
which these approaches influence teachers’ knowledge and practice beyond the PD course as 
well as the effects of such teaching on students’ learning and actual content transformation.  

5. Conclusions and perspectives

The use of transformative digital tools has taken different forms, for example, by introducing 
coding, programming or algorithmics, initially in stand-alone computer science curricula, but 
increasingly within mathematics curricula, and through trans-disciplinary approaches. This 
chapter has examined how these differing digital tools play a role in advancing the teaching and 
learning of mathematics and developing students' mathematical agency and identity. This chapter
has also explored the links between mathematics and CS, and MT and CT, showing that CS 
generates new needs and questions in mathematics, and how CS brings new points of view in 
mathematics.

The growing use of digital tools has drawn attention to the relationship between mathematical 
thinking and computational thinking. As this chapter has shown, the use of digital technologies 
cuts across content, teaching practices and student learning. Digital technologies allow new areas
of content to be considered, such as algorithmisation, experimentations, approximation, 
conjecture testing, visualisation and modelling. We also note that these content areas also 
transform aspects of mathematical thinking for both teachers and students. Using digital 
resources, students can become creators of and partners in new ways of conceptualising and 
solving problems. And in these contexts, teachers of mathematics must adapt to new ways of 
thinking like computer scientists, giving rise to new challenges for teacher education and teacher 
professional learning.

This chapter has pointed to an emerging international conversation about CT among various 
stakeholders which is now being increasingly integrated in school classrooms and curricula 
worldwide. In our view, this chapter illustrates that it is not simply a trend; we argue that it 
constitutes a change that is likely to continue in the long term. 

In the senior secondary years, many countries already have elective courses for Computer 
Science (CS), programming, applied computing, and algorithmics to provide a transition to 
university courses in mathematics, CS, and related disciplines where computational practices are 
already incorporated. However, including CT in basic education for all students is a relatively 
new aspect of many countries’ national curricula. A key decision for policy makers is where to 
make the split between compulsory education and later years of schooling where greater 
opportunities for choice and specialization can be provided.

At this point in time, there is no clear consensus on how to integrate CT in compulsory curricula.
For instance, CT is now included, explicitly or implicitly, in the subject area of mathematics in 
many jurisdictions, such as Australia, Ontario (Canada), and France. But even in these countries, 
we can see that CT is present in different ways. This, as well as the variety of definitions 
considered in educational research, suggest that discussions about the nature of CT and its 
contributions to mathematics (and vice versa) are still needed. We expect that a multiplicity of 



understandings of CT will nevertheless remain, with different purposes in both research and 
practice. It is therefore important that researchers and policy makers be clear about which 
definition and scope of CT they use and how this impacts the way they present results or ideas to
researchers or teachers. There are other critical tasks in integrating CT in mathematics curricula, 
such as the development of sequences of learning that are coherent with the mathematical 
contents and with what students are learning in other subject areas (e.g., digital technologies, CS,
or other areas where CT has been integrated). It also will be necessary to think about what 
(additional) mathematics is needed for learning CS and to contribute to a deeper study of digital 
technologies.

Even if CT is integrated in prescribed curricula and there are corresponding resources with 
“good” tasks, enacted curricula, and implementation of resources by teachers can differ greatly 
from what policy makers and task designers expect. High-quality resources are needed, that 
consider teachers’ existing practices and previous education, to support the regular inclusion of 
CT in mathematics teaching. Research on the design of resources and CT-related PD programs 
and their impact on teachers’ understandings and practice is also needed. 

We finish the chapter by proposing three future challenges for mathematics education. First is 
the continued challenge of showing how CT can complement and enhance the teaching and 
learning of mathematics for all students, and how this can be integrated in mathematics curricula 
and classrooms at all levels of education. As school curricula related to the study of CS are under
development, a second challenge appears: identifying opportunities for CS to interact with 
mathematics and balancing the teaching of the two disciplines, which must take into account the 
respective contributions of one to the other and their synergy. Finally, there is the challenge of 
developing research-informed PD programs and resources for mathematics teachers to integrate 
CT in their teaching, without which we cannot expect meaningful integration on a broad scale.
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	Abstract: This chapter deals with the recent development of Computational Thinking (CT) in the curricula of many countries, principally in mathematics. It aims at discussing, broadly, how CT changes the mathematical activity and impacts mathematical contents. More precisely, we study the relations between mathematics, computer science, mathematical thinking and computational thinking and discuss new content at the interface of computer science and mathematics as well as the transformation of mathematical content due to the integration of CT. We ground our discussions on examples of integration of CT and computer science in various countries, we further discuss the origins of CT in mathematics education, and offer an epistemological reflection on the disciplines of mathematics and computer science. Finally we discuss related issues for classroom implementation, teaching resources, and teacher development.
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