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Vérification et validation formelles pour l'Internet des objets

L'Internet des objets (IdO) a ouvert une nouvelle ère de dispositifs et de systèmes connectés, avec des applications allant des soins de santé au transport. Cependant, la fiabilité et la sécurité de ces systèmes sont des préoccupations critiques qui doivent être abordées pour garantir leur fonctionnement sûr et efficace. Ce document présente une enquête approfondie sur les techniques de vérification et de validation formelles (V&V) pour les systèmes IdO, en mettant l'accent sur les défis et les problèmes ouverts dans ce domaine. Dans cette étude, nous explorons en détail les méthodes formelles et les techniques de test utilisées pour garantir la qualité et la robustesse des systèmes IdO. Nous examinons comment ces techniques peuvent être appliquées pour vérifier la conformité des dispositifs IdO aux spécifications et aux exigences fonctionnelles. Nous nous penchons également sur les méthodes de validation qui permettent de s'assurer que les systèmes IdO fonctionnent de manière fiable, sécurisée et efficace dans des scénarios réels. Un défi majeur dans la vérification des systèmes IdO est celui de l'explosion d'état, où le nombre de configurations possibles devient rapidement ingérable pour une vérification exhaustive. Nous analysons les différentes approches et techniques proposées pour surmonter ce défi, telles que l'abstraction, la modélisation formelle et l'utilisation de méthodes de test avancées. Par ailleurs, nous explorons comment l'intelligence artificielle (IA) peut être utilisée dans le domaine de la vérification et de la validation des systèmes IdO. Nous examinons les méthodes d'apprentissage automatique et d'apprentissage profond qui peuvent être appliquées pour améliorer l'efficacité et l'efficience des techniques de test et de vérification. Nous présentons des exemples d'outils et de frameworks qui intègrent l'IA dans le processus de V&V des systèmes IdO. Enfin, nous identifions et discutons des défis et des problèmes en suspens dans le domaine de la V&V pour l'IdO. Nous proposons des orientations futures possibles pour la recherche, notamment en ce qui concerne la modélisation formelle, les techniques de test avancées et l'intégration de l'IA dans les processus de V&V. L'objectif de cette enquête est de fournir une compréhension approfondie des techniques de V&V formelles pour les systèmes IdO, tout en soulignant les zones nécessitant des recherches et des développements supplémentaires. En consolidant les connaissances actuelles et en proposant des perspectives d'avenir, 1. SMT = Satisfiability Modulo Theory. 2. MILP = Mixed Integer Linear Programming.

cette étude vise à promouvoir des avancées significatives dans le domaine de la vérification et de la validation des systèmes IdO, contribuant ainsi à la création de systèmes IdO fiables, sécurisés et efficaces.

Introduction

L'Internet des objets (IdO) est devenu une partie indispensable de la vie moderne, connectant des milliards d'appareils à Internet et permettant une connectivité transparente, une automatisation et une surveillance en temps réel (79; 3; 40; 46). L'IdO a transformé diverses industries, notamment les soins de santé, les transports, les maisons intelligentes et l'automatisation industrielle, entraînant des améliorations significatives en termes d'efficacité, de productivité et de commodité (10; 13; 4; 93). Cependant, les faiblesses des systèmes IdO, telles que les ressources limitées, les appareils hétérogènes et le manque de normalisation, les rendent vulnérables aux pannes et aux attaques dangereuses (2; 85; 56; 102; 12; 50).

Ces vulnérabilités ont entraîné d'importantes pertes et dommages par le passé. Par exemple, en 2016, l'attaque du botnet Mirai a exploité les faiblesses de sécurité des appareils IdO pour lancer une attaque massive de déni de service distribué (DDoS), perturbant Internet dans le monde entier. L'attaque a causé une perte estimée à 323 000 dollars par heure pour les entreprises touchées, totalisant plus de 100 millions de dollars de dommages [START_REF] Antonakakis | Understanding the mirai botnet[END_REF]. Un autre exemple est le ver Stuxnet, qui visait les systèmes de contrôle industriel et a causé des dommages physiques aux centrifugeuses nucléaires en Iran. L'attaque aurait retardé le programme nucléaire iranien de deux ans et causé plus d'un milliard de dollars de dommages [START_REF] Bakić | 10 years since stuxnet : What have we learned from this mysterious computer software worm ?[END_REF].

Pour garantir la fiabilité, la sécurité et la sûreté des systèmes IdO, il est crucial d'appliquer des techniques de vérification et de validation formelles (FV&V). Les méthodes formelles utilisent des techniques mathématiques pour modéliser et analyser les systèmes de manière rigoureuse (118; 36; 35; 47; 64; 48). Elles permettent aux concepteurs de systèmes de spécifier le comportement et les propriétés du système à l'aide de notations mathématiques précises, telles que des formules logiques et des machines d'état. Les méthodes formelles peuvent ensuite utiliser des outils automatisés pour analyser le comportement et les propriétés du système, tels que la vérification de la cohérence, de l'exhaustivité et de la correction [START_REF] Hofer | Towards formal methods of iot application layer protocols[END_REF]. Elles peuvent également identifier les erreurs, les vulnérabilités et les attaques potentielles en explorant le comportement du système dans différents scénarios [START_REF] Souri | A state-of-the-art survey on formal verification of the internet of things applications[END_REF]. Les méthodes formelles peuvent aider à détecter les erreurs de conception tôt dans le processus de développement et garantir que le système satisfait aux exigences et aux normes spécifiées.

Les tests sont une étape essentielle du processus de vérification et de validation, et diverses techniques ont été proposées pour tester efficacement les systèmes IdO (109; 51; 94). Par exemple, les techniques de test basées sur les modèles (MBT) génèrent automatiquement des cas de test à partir d'un modèle formel du système, ce qui peut aider à obtenir une meilleure couverture de test et réduire les efforts de test (33; 7; 73). Les techniques de test fuzz génèrent des données d'entrée aléatoires pour mettre le système à l'épreuve et identifier les vulnérabilités et les cas limites (100; 31). De plus, les techniques de test en boucle matériel-logiciel peuvent tester l'interaction entre le logiciel et les composants matériels des systèmes IdO, ce qui peut aider à détecter les problèmes d'intégration et les problèmes de compatibilité (96; 119).

Le besoin de vérification par des méthodes formelles découle de l'importance de garantir la fiabilité et la sécurité des systèmes IdO, qui sont souvent déployés dans des domaines critiques tels que les soins de santé, les transports et le contrôle industriel. Les techniques de FV&V fournissent une approche systématique pour vérifier la correction de ces systèmes en modélisant mathématiquement leur comportement et en vérifiant rigoureusement qu'ils respectent leurs spécifications. Bien que les techniques de FV&V puissent prendre du temps, elles peuvent également réduire le coût global de développement en identifiant et en éliminant les problèmes potentiels dès le processus de conception. De plus, l'utilisation d'outils et de techniques automatisés peut aider à réduire l'effort manuel nécessaire pour la FV&V, la rendant ainsi plus applicable pour respecter les contraintes de délai de mise sur le marché.

L'application de mises à jour et de correctifs aux systèmes IdO peut potentiellement introduire de nouvelles vulnérabilités ou modifier le comportement du système. Pour remédier à cela, les techniques de FV&V peuvent être utilisées pour vérifier la correction des mises à jour et des correctifs avant qu'ils ne soient appliqués au système. Cela peut contribuer à garantir que le système reste fiable et sécurisé même après l'application des mises à jour et des correctifs. De plus, les techniques de FV&V peuvent être utilisées pour vérifier la correction des mises à jour et des correctifs eux-mêmes, réduisant ainsi le risque d'introduction de nouvelles vulnérabilités ou erreurs.

Le développement d'une méthodologie générique pour valider tous les types de dispositifs IdO en utilisant des techniques de FV&V est un domaine de recherche actif. Bien que les techniques de FV&V soient applicables à une large gamme de systèmes IdO, les techniques et les outils spécifiques utilisés peuvent varier en fonction des caractéristiques du système à vérifier. Les chercheurs ont développé des méthodologies pour des types spécifiques de dispositifs IdO, tels que les capteurs, les actionneurs et les protocoles de réseau. Cependant, développer une méthodologie générique qui peut être appliquée à tous les types de dispositifs IdO reste un défi.

La motivation d'utiliser les techniques de FV&V dans les systèmes IdO réside dans l'importance de garantir leur fiabilité et leur sécurité. Bien que d'autres techniques telles que les tests et la simulation puissent également être utilisées pour vérifier la correction des systèmes IdO, elles peuvent ne pas être suffisantes pour garantir leur fiabilité et leur sécurité dans tous les cas. Les techniques de FV&V fournissent une approche formelle et rigoureuse pour vérifier la correction des systèmes IdO et peuvent identifier les problèmes potentiels qui ne peuvent pas être détectés par d'autres moyens. De plus, les techniques de FV&V peuvent être utilisées pour vérifier la correction du système tout au long de son cycle de développement, de la conception au déploiement en passant par les mises à jour et les correctifs.

L'objectif de cet article est de fournir une étude complète des techniques de vérification formelle (FV), de validation et de test pour les systèmes IdO. Nous passerons en revue les méthodes et les outils de pointe pour la modélisation, la spécification, la vérification et le test des systèmes IdO. Nous discuterons également de leurs forces et de leurs limites, et identifierons les défis ouverts et les orientations de recherche futures dans ce domaine. En offrant une vision globale du paysage de la vérification formelle, de la validation et du test pour les systèmes IdO, cet article vise à aider les chercheurs et les praticiens à développer des systèmes IdO plus sûrs, fiables et dignes de confiance.

Les principales contributions de cet article sont résumées ci-dessous :

-Présentation des techniques de FV&V pour les systèmes IdO.

-Discussion des défis et des problèmes ouverts dans la FV&V pour les systèmes IdO. -Examen des méthodes formelles et des techniques de test pour les systèmes IdO.

-Exploration de l'utilisation de l'IA dans le test logiciel pour les systèmes IdO.

-Identification des domaines de recherche et de développement futurs dans la FV&V pour les systèmes IdO. Le reste de l'article est structuré comme suit. La section 2 présente un aperçu des travaux connexes. Dans la section 3, nous discutons des notions préliminaires liées à l'IdO, y compris la définition de l'IdO, ses caractéristiques et les défis qu'il présente. La section 4 donne un aperçu des méthodes formelles pour l'IdO. Dans la section 5, nous explorons les techniques de test pour l'IdO, y compris l'importance du test, les différents types de test et les défis du test dans l'IdO. La section 6 examine l'utilisation de l'IA dans le test logiciel pour les systèmes IdO, y compris ses avantages et des exemples d'outils. Dans la section 7, nous discutons des défis et des problèmes ouverts dans la FV&V pour les systèmes IdO et présentons les orientations futures possibles pour la recherche. Enfin, nous concluons l'article dans la section 8, en résumant les principales contributions et leur importance, et en mettant en évidence les domaines de travail futurs.

Travaux connexes

Dans cette section, nous passons en revue plusieurs approches de vérification formelle proposées pour les protocoles IdO ces dernières années, notamment IdO Conflict Checker, la gestion des services basée sur la confiance, BiAgents* et les modèles formels des protocoles de messagerie populaires (66; 74; 61; 104; 68; 49). Nous discutons également des approches formelles pour définir la sémantique de modélisation des applications IdO et garantir la sécurité de la couche physique. Enfin, nous examinons VerificationTalk, un mécanisme de vérification des configurations des appareils et des réseaux pour éviter un déploiement incorrect des applications IdO.

L'article (43) a passé en revue les approches de vérification formelle pour de nombreux protocoles IdO. La vérification formelle est essentielle pour détecter les vulnérabilités dès le début, selon le rapport. Les auteurs détaillent les propriétés et les approches. Une étude approfondie de la littérature identifie quatre domaines d'application : (1) vérifications fonctionnelles, (2) vérifications de propriétés de sécurité, (3) idées pour de meilleurs schémas comprenant des vérifications de propriétés de sécurité a priori, et (4) vérifications de l'implémentation des protocoles. L'article couvre les propriétés de sécurité et les outils de protocole. Les auteurs décrivent également les vérifications de modèles typiques et discutent des difficultés et des limitations liées à l'IdO (71; 57; 72; 69; 83).

La contribution fondamentale de (? ) est l'invention d'une approche formelle, IdO Conflict Checker (IdOC2), pour assurer la sécurité du comportement des contrôleurs et des actionneurs dans l'Internet des objets face aux conflits. Le travail spécifie et met en oeuvre des politiques de sécurité pour les contrôleurs, les actions et les événements déclencheurs en Prolog pour démontrer la complétude logique et la cohérence (59; 77; 87; 82; 90). L'environnement Matlab Simulink avec ses blocs de vérification de modèle intégrés est utilisé pour implémenter les politiques de détection (84; 76; 86; 89). Les auteurs ont utilisé Simulink pour développer un environnement domotique intelligent et ont démontré comment les conflits affectent les actions et les fonctionnalités correspondantes (78; 80). L'évolutivité, l'efficacité et la précision de la méthode sont évaluées dans un environnement simulé, démontrant son utilité potentielle dans les applications IdO du monde réel.

Le travail [START_REF] Ibrahim | Formal analysis of trust and reputation for service composition in iot[END_REF] représente et vérifie les composants de gestion de services basés sur la confiance dans l'Internet des objets à l'aide d'une méthode formelle basée sur la logique d'ordre supérieur (HOL). L'étude examine les difficultés de la composition des services IdO et les alternatives basées sur la confiance, qui surpassent celles qui ne reposent pas sur la confiance. Les auteurs proposent un système de confiance et de réputation pour identifier les fournisseurs de services appropriés (SP) pour les plans de composition de services et utilisent HOL pour valider les comportements variés dans le système de confiance et les procédures de calcul de la valeur de confiance. Les noeuds malveillants peuvent fausser le calcul de la valeur de confiance, entraînant une sélection incorrecte du SP lors de la composition des services.

L'article [START_REF] Souad | Formal modeling iot systems on the basis of biagents* and maude[END_REF] propose un modèle BiAgents* (Agents Bigraphiques) pour formaliser la structure et le comportement des systèmes de l'Internet des objets. Selon l'article, bien qu'il y ait eu beaucoup de recherches sur les réseaux et les appareils IdO, la formalisation et l'évaluation des systèmes IdO en sont encore à leurs débuts. La spécification BiAgents* est encodée dans le langage Maude pour permettre aux systèmes IdO de se comporter de manière autonome. Un système intelligent d'évitement de collision illustre et évalue l'approche proposée. Il formalise et normalise les interactions complexes entre les appareils intelligents dans l'écosystème IdO, ce qui rend l'article important.

Le principal résultat du travail (18) est l'introduction d'un modèle formel basé sur l'algèbre des processus de passage de messages temporels pour le protocole MQTT (MQ Telemetry Transport) version 3.1. Cette étude prend des décisions de modélisation et met en évidence les incohérences dans la spécification originale du protocole. Après avoir effectué une analyse statique sur le modèle de protocole formel, les auteurs constatent que le protocole fournit une sémantique de livraison au plus une fois et au moins une fois aux abonnés, comme défini, pour les deux premiers modes de fonctionnement QoS. Cependant, les auteurs concluent que la sémantique du troisième mode de fonctionnement, le plus élevé, est inexacte à certains égards et au mieux peu claire dans d'autres. Enfin, les auteurs proposent d'améliorer la QoS du protocole à ce stade. Ce travail contribue de manière significative car il crée un modèle formel pour un protocole de messagerie populaire et met en évidence les moyens d'améliorer sa spécification.

L'article [START_REF] Fortas | Formal verification of iot applications using rewriting logic : An mde-based approach[END_REF] propose une approche formelle basée sur le MDE (Model-Driven Engineering) pour définir la sémantique formelle de ThingML, un langage de modélisation pour les applications de l'Internet des objets. La variabilité des composants IdO et des protocoles de communication rend leur conception et leur développement difficiles. ThingML, un profil UML prometteur pour faire face à ces difficultés, manque de sé-mantique stricte, ce qui le rend inapproprié pour la vérification formelle et l'analyse des architectures système [START_REF] Hagar | Defining software test architectures with the uml testing profile[END_REF]. La logique de réécriture et Maude sont utilisés pour construire la sémantique formelle de ThingML, en implémentant tous les concepts et comportements. Un programme développé par les auteurs convertit automatiquement les spécifications ThingML en Maude, permettant l'utilisation de méthodes analytiques avancées telles que la simulation et les tests de modèles. Ce travail propose une correspondance sémantique entre les idées de ThingML et les constructions de Maude, définit et met en oeuvre une sémantique opérationnelle pour le langage d'action de ThingML dans Maude, et fournit une étude de cas.

Le principal apport de l'étude [START_REF] Hussein Toman | Formal verification for security and attacks in iot physical layer[END_REF] est un modèle formel basé sur la preuve Event-B de la sécurité de la couche physique de l'Internet des objets et des menaces, de l'analyse des exigences au niveau des objectifs. L'article souligne la nécessité de la sécurité dans les dispositifs IdO, en particulier ceux qui génèrent, collectent ou traitent des données sensibles, et affirme que prévenir les vulnérabilités est préférable à les identifier. Les auteurs proposent une approche formelle en trois étapes : la construction de la couche physique de l'IdO, la recherche de faiblesses en matière de sécurité et la détection d'attaques au niveau de la couche physique telles que le brouillage et le détournement d'adresse MAC. Pour démontrer la généralisabilité, un système IdO d'électrocardiogramme (ECG) et un système d'alarme incendie sont utilisés comme études de cas. Les responsabilités de preuve de l'outil de vérification de modèles Rodin et l'animateur ProB valident l'approche des auteurs. L'approche formelle de la sécurité de la couche physique de l'IdO et de la détection des attaques de ce travail peut contribuer à prévenir les violations de sécurité et à sécuriser les données sensibles.

Le cadre proposé dans [START_REF] Eman K Elsayed | Formal verification of an efficient architecture to enhance the security in iot[END_REF] utilise la technique formelle Event-B pour développer une architecture sécurisée de l'Internet des objets et traiter les problèmes de sécurité et de confidentialité liés à l'IdO. Le rapport note que, bien que diverses conceptions novatrices d'IdO aient été présentées, elles sont encore confrontées à des problèmes de sécurité et de confidentialité, et la vérification formelle peut aider à identifier les failles dès le début. Les auteurs utilisent des propriétés d'Event-B telles que la vérification formelle, les vérifications fonctionnelles et les vérificateurs de modèles pour concevoir des attaques de spoofing formelles pour l'environnement IdO et obtenir une précision de l'architecture IdO en exécutant des simulations, des obligations de preuve et des vérifications d'invariants. La vérification formelle, les vérifications fonctionnelles et les vérificateurs de modèles ont été utilisés pour valider les modèles d'architecture IdO-EAA, qui ont automatiquement rempli 82,35% des responsabilités de preuve à l'aide des prouveurs Event-B. Enfin, l'étude recommande une infrastructure de sécurité IdO bien définie pour réduire les problèmes de sécurité de l'IdO. Cette étude est importante car elle offre une manière formelle de développer une architecture IdO sécurisée et de résoudre les problèmes de sécurité et de confidentialité de l'IdO. L'article (52) a passé en revue de nombreux défis de sécurité de l'Internet des objets et a proposé la vérification formelle comme une approche prometteuse pour détecter les failles et garantir la sécurité. En raison des limitations de batterie et de traitement, les dispositifs IdO rendent difficile la détection en ligne des cyberattaques. Les auteurs suggèrent de pré-déployer le dispositif avec des tests de sécurité plus stricts pour réduire la surface d'attaque. L'étude aborde les défis de sécurité de l'IdO tels que la validité fonctionnelle, les erreurs de code, l'analyse des canaux secondaires et les chevaux de Troie matériels. Les procédures de pointe utilisent des outils de vérification formelle pour détecter les vulnérabilités avant le déploiement du dispositif. Cet article est important car il passe en revue les vulnérabilités de sécurité des dispositifs IdO et présente la vérification formelle comme solution.

Le mécanisme de vérification VerificationTalk, qui vérifie les configurations des appareils et des réseaux pour prévenir le déploiement incorrect des applications de l'Internet des objets, est la principale contribution de [START_REF] Shieh | Verificationtalk : A verification and security mechanism for iot applications[END_REF]. L'étude montre que dans un contexte à deux domaines, les développeurs d'applications peuvent mettre en oeuvre des fonctions réseau inappropriées ou connecter des appareils IdO qui ne devraient jamais être liés, ce qui entraîne des activités de fonctions réseau incorrectes. BigraphTalk vérifie la configuration des appareils IdO et AFLtalk évalue les fonctions réseau. Les auteurs suggèrent une détection d'anomalies en ligne utilisant un moniteur d'exécution et hors ligne en utilisant American Fuzzy Lop (AFL). Le moniteur d'exécution peut intercepter les messages potentiellement dangereux ciblant les appareils IdO, et VerificationTalk offre des retours d'informations pour le débogage des problèmes. En trouvant des vulnérabilités de sécurité des applications réseau, VerificationTalk aide à concevoir des applications IdO sécurisées. Les auteurs montrent qu'en développant correctement le moteur d'exécution IdOtalk, la capacité de test d'AFLtalk est trois fois supérieure à celle des méthodes AFL typiques. Ce travail présente une technique pour éviter le déploiement inapproprié des applications IdO en validant les configurations dans les domaines de l'appareil et du réseau, ce qui permet le développement d'applications IdO sécurisées et fiables.

Ces approches de vérification formelle ont le potentiel de résoudre plusieurs défis auxquels sont confrontées les applications IdO et d'aider au développement de systèmes IdO sécurisés et fiables.

Préliminaires liés à l'IdO

L'Internet des objets a connu une évolution significative au cours des dernières décennies, passant de simples communications machine à machine (M2M) à un vaste réseau d'appareils et de systèmes interconnectés (5; 25; 103; 8; 99; 53). L'évolution de l'IdO a été stimulée par les avancées dans les technologies de communication, telles que les réseaux sans fil, les capteurs et l'informatique en nuage, ainsi que par la demande croissante d'automatisation et de surveillance en temps réel dans diverses industries (6; 92; 67; 55; 38).

L'une des principales caractéristiques de l'IdO est l'hétérogénéité, où des appareils de différents fabricants, avec des capacités et des ressources variables, doivent fonctionner ensemble de manière transparente. Cette hétérogénéité s'applique également aux données générées par ces appareils, qui peuvent avoir différents formats, structures et sémantiques. Par conséquent, les systèmes IdO doivent utiliser des protocoles et des formats normalisés pour garantir l'interopérabilité et la compatibilité entre les appareils et les réseaux. Une autre caractéristique de l'IdO est sa capacité de mise à l'échelle, où les systèmes IdO doivent être capables de gérer un grand nombre d'appareils et de données sans compromettre les performances et la fiabilité. Cette évolutivité peut être réalisée grâce à des architectures distribuées qui peuvent évoluer de manière horizontale ou verticale, en fonction des besoins de l'application. Cependant, la mise à l'échelle des systèmes IdO peut également accroître leur complexité et introduire de nouveaux défis liés à la gestion des données, à la sécurité et à la confidentialité. Les systèmes IdO doivent également être résilients aux pannes et aux attaques, en raison de la nature critique de nombreuses applications, telles que les soins de santé et l'automatisation industrielle. Cette résilience peut être obtenue grâce à la redondance, à la tolérance aux pannes et aux mécanismes de reprise après sinistre qui peuvent garantir la disponibilité et l'intégrité des données et des services fournis par les systèmes IdO. Cependant, garantir la résilience peut également augmenter les coûts et la complexité des systèmes IdO, nécessitant des compétences et des outils spécialisés. Enfin, les systèmes IdO doivent être capables de fonctionner dans des environnements dynamiques et imprévisibles, tels que les environnements extérieurs ou les véhicules en mouvement. Cela nécessite que les systèmes IdO puissent s'adapter aux conditions changeantes, telles que les changements de la topologie du réseau, les interférences ou la mobilité. De plus, les systèmes IdO doivent être en mesure de traiter les données en temps réel, ce qui nécessite des algorithmes efficaces de traitement et d'analyse des données. tion, de vérification et de test des systèmes IdO à l'aide de méthodes formelles. Une autre limitation est liée aux risques de sécurité et de confidentialité associés à l'IdO, en raison de la grande surface d'attaque et des vulnérabilités de certains appareils et réseaux. Les systèmes IdO peuvent être exposés à différents types d'attaques, telles que les attaques par déni de service, les violations de données et les attaques de logiciels malveillants, qui peuvent compromettre la confidentialité, l'intégrité et la disponibilité des données et des services fournis par les systèmes IdO. De plus, les systèmes IdO peuvent collecter des données sensibles, telles que des informations personnelles sur la santé, des informations financières et des données de localisation, qui peuvent être détournées si elles ne sont pas correctement protégées.

Les systèmes IdO sont également confrontés à des défis liés à la consommation d'énergie, car de nombreux appareils sont alimentés par batterie et doivent fonctionner pendant de longues périodes sans recharge. Cela nécessite que les systèmes IdO utilisent des techniques efficaces de gestion de l'énergie, telles que le duty cycling, les modes veille et la récupération d'énergie, qui peuvent prolonger la durée de vie de la batterie des appareils et réduire leur impact environnemental. Enfin, la complexité des systèmes IdO peut rendre leur développement, leur test et leur maintenance difficiles, nécessitant des compétences et des outils spécialisés. Les systèmes IdO peuvent impliquer plusieurs couches, appareils, protocoles et normes, ce qui peut augmenter les efforts de test et rendre difficile l'obtention d'une couverture de test complète. De plus, les systèmes IdO peuvent être soumis à des changements de besoins, de technologies et de réglementations, ce qui peut nécessiter des mises à jour et une maintenance fréquentes.

Méthodes formelles

Dans cette section, nous présenterons un aperçu concis des formes les plus répandues de techniques formelles actuellement disponibles pour la communauté de recherche (118; 36).

- Par exemple, la recherche heuristique est une méthode asymptotiquement complète car lorsque la taille de l'espace de recherche augmente, la probabilité de trouver une solution approche 1, même s'il n'y a aucune garantie de trouver une solution pour une instance de problème donnée. Les méthodes complètes fournissent une réponse définitive mais peuvent être computationnellement coûteuses et ne se prêtent pas toujours bien aux problèmes de grande taille. Les méthodes partielles peuvent gérer des problèmes complexes mais peuvent ne pas être en mesure de détecter toutes les erreurs ou de trouver toutes les solutions. Les méthodes asymptotiquement complètes peuvent gérer des problèmes très grands et trouver rapidement des solutions, mais elles ne garantissent pas toujours de trouver une solution et ne peuvent pas garantir la correction. Comprendre les points forts et les limites de ces différents types de méthodes formelles peut aider les développeurs à choisir la méthode la plus appropriée pour leur problème spécifique.

Les avantages les plus importants de l'utilisation des approches formelles sont les suivants :

-Abstraction : Les approches formelles permettent l'abstraction, ce qui signifie qu'elles peuvent fournir une vision plus globale du système logiciel. (32; 113). L'IA peut aider à automatiser diverses tâches liées aux tests de logiciels, telles que la génération de cas de test, l'exécution des tests et l'analyse des résultats. L'un des principaux avantages de l'utilisation de l'IA dans les tests de logiciels est la capacité à améliorer la couverture et la qualité des tests, car l'IA peut analyser de grandes quantités de données et identifier des motifs et des anomalies qui ne seraient peut-être pas apparents aux testeurs humains [START_REF] Gao | A survey on software testing techniques using artificial intelligence[END_REF]. Cela peut permettre une meilleure détection des défauts et des vulnérabilités, réduisant ainsi le risque de défaillances logicielles et de temps d'arrêt.

Un autre avantage de l'utilisation de l'IA dans les tests de logiciels est la capacité à réduire le temps et les efforts nécessaires pour les tests [START_REF] Tian | A survey on software testing with machine learning[END_REF]. L'IA peut automatiser les tâches répétitives et chronophages, telles que les tests de régression, permettant aux testeurs de se concentrer sur des tâches plus complexes et créatives, telles que les tests exploratoires. Cela peut entraîner des cycles de publication plus rapides et un temps de mise sur le marché réduit, ce qui est crucial dans l'industrie du développement de logiciels d'aujourd'hui, où tout va très vite.

De plus, l'IA peut également contribuer à améliorer l'efficacité et l'efficacité des équipes de test, car elle peut fournir des informations et des recommandations basées sur l'analyse des données et des algorithmes d'apprentissage automatique [START_REF] Gao | A survey on software testing techniques using artificial intelligence[END_REF]. Cela peut aider les testeurs à hiérarchiser leurs efforts de test et à se concentrer sur les domaines les plus critiques et les plus susceptibles de présenter des défauts. De plus, l'IA peut également contribuer à réduire les coûts des tests, car elle peut identifier les défauts et les vulnérabilités dès les premières phases du cycle de développement, réduisant ainsi la nécessité de travaux de correction et de maintenance coûteux.

Avantages

L'utilisation de l'IA dans les tests de logiciels offre de nombreux avantages qui peuvent contribuer à améliorer l'efficacité, l'efficacité et la qualité du développement de logiciels. Dans cette section, nous discuterons de certains des principaux avantages qui peuvent être obtenus grâce à l'utilisation de stratégies d'IA pour les tests de logiciels.

-Écriture automatique de cas de test : L'écriture automatique de cas de test est l'un des avantages les plus importants de l'utilisation de l'IA dans les tests de logiciels. L'IA peut analyser le code et identifier les zones potentielles de faiblesse, ce qui lui permet de générer des cas de test qui peuvent tester en profondeur le logiciel. Cela peut permettre de gagner un temps considérable et des efforts qui seraient sinon consacrés à l'écriture manuelle des cas de test. De plus, les cas de test générés par l'IA peuvent souvent couvrir plus de scénarios et de cas particuliers que les cas de test rédigés par des humains, ce qui permet d'effectuer des tests plus approfondis et d'obtenir une meilleure qualité de logiciel. -Mise sur le marché rapide : L'utilisation de l'IA dans les tests de logiciels peut contribuer à réduire le délai de mise sur le marché des produits logiciels. En automatisant des tâches répétitives et chronophages telles que les tests de régression, l'IA peut accélérer le processus de test. Cela peut aider les entreprises de logiciels à commercialiser leurs produits plus rapidement, ce qui leur confère un avantage concurrentiel. De plus, une mise sur le marché plus rapide peut entraîner une augmentation des revenus et une meilleure satisfaction des clients, car les clients ont tendance à choisir des produits qui sont lancés rapidement et régulièrement mis à jour avec de nouvelles fonctionnalités. -Réponse/retour d'information précoce : Un autre avantage de l'utilisation de l'IA dans les tests de logiciels est la capacité à fournir des commentaires précoces sur la qualité du logiciel. L'IA peut détecter les défauts et les vulnérabilités dès les premières phases du cycle de développement, ce qui permet aux développeurs de les traiter avant qu'ils ne deviennent des problèmes majeurs. Cela peut contribuer à améliorer la qualité et la fiabilité du logiciel, ce qui se traduit par une meilleure satisfaction des clients. De plus, une détection précoce des problèmes peut contribuer à réduire les coûts et les efforts nécessaires pour les corriger ultérieurement dans le processus de développement. -Analyse prédictive : L'analyse prédictive est un autre avantage de l'utilisation de l'IA dans les tests de logiciels. L'IA peut analyser des données historiques et en temps réel pour prédire le comportement futur d'un système logiciel. Cela peut aider à identifier les problèmes potentiels avant qu'ils ne se produisent, ce qui permet aux développeurs de prendre des mesures préventives pour éviter les temps d'arrêt ou les défaillances du système. De plus, l'analyse prédictive peut contribuer à optimiser les performances et l'efficacité des systèmes logiciels, ce qui se traduit par de meilleures expériences utilisateur et une meilleure satisfaction des clients. -Plateforme intégrée : L'utilisation de l'IA dans les tests de 

Exemples d'outils

Il existe de nombreux outils de test basés sur l'IA disponibles sur le marché qui peuvent aider à améliorer l'efficacité et l'efficacité des tests logiciels. Ces outils utilisent l'IA pour automatiser diverses tâches de test, telles que la génération de cas de test, l'exécution des tests et la détection des défauts. Voici quelques exemples :

- Un autre défi dans les techniques de V&V pour l'IdO est le problème de l'explosion de l'état. Les systèmes IdO peuvent impliquer un grand nombre d'appareils et d'états, ce qui rend difficile leur analyse exhaustive. Ce problème peut être résolu en utilisant des techniques d'abstraction, de modularisation et de détection de symétrie. L'abstraction consiste à simplifier le modèle du système en supprimant les fonctionnalités superflues, tandis que la modularisation consiste à diviser la vérification de systèmes complexes en sous-problèmes plus petits. La détection de symétrie consiste à réduire l'espace d'états en identifiant les symétries qui se produisent pendant l'exécution du système et en créant une correspondance entre les états et les représentants des classes d'équivalence. Ces techniques ont été utilisées dans des recherches précédentes pour résoudre le problème de l'explosion de l'état dans la V&V des systèmes IdO. Cependant, il est encore nécessaire de développer des techniques plus efficaces et plus efficaces qui puissent gérer la nature dynamique et hétérogène des systèmes IdO.

Applitools
Un autre défi dans la V&V des systèmes IdO est la nécessité de garantir qu'ils répondent aux exigences de performance tout en maintenant la sécurité et la fiabilité. De nombreux systèmes IdO sont utilisés dans des applications critiques en termes de sécurité, telles que les soins de santé et les transports, où la fiabilité et la sécurité revêtent une importance primordiale. De plus, les systèmes IdO impliquent souvent des contraintes temps réel, ce qui peut rendre difficile la garantie qu'ils répondent aux exigences de performance. Cela peut être résolu en utilisant des modèles formels tels que les automates temporisés et d'autres modèles qui capturent le comportement temporel des systèmes IdO. Cependant, il est encore nécessaire de développer des modèles et des techniques plus sophistiqués qui puissent gérer les interactions et les dépendances complexes qui existent dans les systèmes IdO. De plus, il est nécessaire de s'assurer que les techniques de V&V sont intégrées dans le processus de développement logiciel des systèmes IdO, plutôt que d'être considérées comme une réflexion tardive. Cela nécessite un changement culturel vers une approche plus formalisée du développement logiciel, ainsi que le développement d'outils et de frameworks qui facilitent l'application des techniques de V&V.

Ainsi, les techniques de V&V offrent une approche prometteuse pour garantir la fiabilité et la sécurité des systèmes IdO. Cependant

Conclusion et travaux futurs

En conclusion, les techniques de FV&V ont le potentiel de relever les défis de la fiabilité et de la sécurité dans les systèmes IdO. Cependant, la nature dynamique et hétérogène de ces systèmes présente plusieurs défis pour l'application de ces techniques. Les chercheurs ont développé différentes techniques, telles que l'abstraction, la modularisation, la détection de symétrie et l'AT, pour relever ces défis. Cependant, il est nécessaire de développer des techniques plus efficaces et plus performantes capables de gérer les interactions complexes et les dépendances qui existent dans les systèmes IdO. De plus, il est nécessaire d'adopter une approche plus formalisée du développement logiciel, où les techniques de FV&V sont intégrées au processus de développement.

Une direction possible pour les futures recherches est le développement de modèles formels et de techniques de vérification plus sophistiqués capables de gérer la nature dynamique et hétérogène des systèmes IdO. Par exemple, les chercheurs pourraient développer des modèles qui capturent les interactions et les dépendances entre les appareils et les réseaux, ainsi que le contexte et l'environnement dans lesquels le système opère. Ils pourraient également développer des techniques de vérification capables de gérer le grand nombre d'états et d'événements qui se produisent dans les systèmes IdO, tout en maintenant les performances et la scalabilité. Une autre direction possible est le développement d'outils et de frameworks facilitant l'application des techniques de FV&V dans le processus de développement. Ces outils pourraient automatiser le processus de génération et de vérification des modèles, réduisant ainsi l'effort manuel requis et améliorant l'exactitude et la fiabilité des modèles.

De plus, il est nécessaire de développer des normes plus complètes pour les appareils et les réseaux IdO afin d'améliorer l'exactitude et la fiabilité des modèles formels. La normalisation peut également permettre l'interopérabilité entre les appareils et les réseaux, améliorant ainsi la scalabilité et la flexibilité des systèmes IdO. Enfin, il est nécessaire d'étudier l'utilisation de techniques d'apprentissage automatique et d'intelligence artificielle en conjonction avec les techniques de FV&V (45; 17; 24; 120). Ces techniques peuvent aider à identifier les motifs et les anomalies dans les systèmes IdO, améliorant ainsi leur fiabilité et leur sécurité.

En plus des orientations futures discutées ci-dessus, il y a deux autres orientations qui méritent d'être approfondies dans le contexte de la FV&V pour les systèmes IdO. Tout d'abord, l'intégration de nouvelles techniques d'IA dans les systèmes IdO dynamiques et hétérogènes est un domaine d'intérêt majeur. Des algorithmes d'IA spécifiques, tels que l'apprentissage fédéré et le 0NKP, ont montré des résultats prometteurs pour améliorer la sécurité des systèmes IdO. Les chercheurs pourraient explorer l'in-tégration de ces techniques dans les modèles formels et les techniques de vérification pour détecter les vulnérabilités et garantir la sûreté et la sécurité des systèmes IdO.

Deuxièmement, il est nécessaire de fournir plus de détails sur la sécurité postquantique [START_REF] Teodoras | Quantum technology's role in cybersecurity[END_REF]. Avec l'impact potentiel de l'informatique quantique sur la sécurité des systèmes IdO, il est crucial d'étudier les mécanismes et les protocoles de sécurité post-quantique. Les chercheurs pourraient explorer l'utilisation de méthodes formelles en conjonction avec ces techniques pour garantir la sûreté et la sécurité des systèmes IdO face aux menaces émergentes.

En gardant ces orientations futures à l'esprit, la poursuite de la recherche et du développement des techniques de FV&V pour les systèmes IdO nécessitera une collaboration entre chercheurs, développeurs et acteurs de l'industrie. En abordant les défiset les problèmes ouverts discutés dans cet article, les techniques de FV&V peuvent contribuer à assurer le fonctionnement fiable et sécurisé des systèmes IdO, permettant ainsi de réaliser pleinement leur potentiel.

En résumé, les techniques de FV&V offrent une approche prometteuse pour garantir la fiabilité et la sécurité des systèmes IdO. Pour relever les défis et les problèmes ouverts discutés dans cet article, il faudra un effort concerté de la part des chercheurs, des développeurs et des acteurs de l'industrie. Grâce à la poursuite de la recherche et du développement, les techniques de FV&V peuvent contribuer à réaliser pleinement le potentiel des systèmes IdO de manière sûre et sécurisée.

Interprétation abstraite (26) :

  L'analyse statique sémantique est une méthode formelle utilisée pour analyser le comportement des programmes informatiques en examinant leur code source. L'objectif de l'analyse statique sémantique est de détecter les erreurs et les problèmes potentiels dans un programme avant son exécution. L'analyse statique sémantique fonctionne en analysant la syntaxe et la structure d'un programme pour en déduire sa signification. Cela se fait en construisant un modèle mathématique du comportement du programme, qui peut ensuite être utilisé pour raisonner sur ses propriétés. Un des avantages de l'analyse statique sémantique est qu'elle peut être appliquée tôt dans le processus de développement, ce qui permet de gagner du temps et des ressources. En détectant les erreurs avant l'exécution d'un programme, l'analyse statique sémantique peut contribuer à garantir que le produit final est correct et fiable. Cependant, l'analyse statique sémantique peut être difficile car elle repose sur la capacité à raisonner sur des modèles mathématiques complexes de comportement de programme. Cela nécessite des connaissances spécialisées et une expertise en méthodes formelles et en analyse mathématique. De plus,

	exé-
	cuter réellement. Un des principaux avantages de l'interprétation abstraite est
	qu'elle peut être utilisée pour analyser des programmes trop complexes pour être
	analysés avec d'autres méthodes. Cela est possible car l'interprétation abstraite
	peut raisonner sur le comportement d'un programme à un niveau d'abstraction
	supérieur, ce qui permet de traiter un espace d'états beaucoup plus grand.

L'interprétation abstraite est une méthode formelle utilisée pour analyser et vérifier le comportement des programmes informatiques. Il s'agit d'une technique qui consiste à approximer le comportement d'un programme en abstrayant certains de ses détails. L'objectif de l'interprétation abstraite est de prouver qu'un programme satisfait certaines propriétés, telles que la sécurité, la vivacité ou la terminaison. L'interprétation abstraite fonctionne en définissant un ensemble de valeurs abstraites qui représentent les états possibles d'un programme. Ces valeurs abstraites sont définies de manière à surestimer l'ensemble des valeurs concrètes possibles. Cela permet à l'interprétation abstraite de raisonner sur le comportement d'un programme sans l'-Analyse statique sémantique (37) : la précision de l'analyse statique sémantique dépend de la qualité du modèle utilisé, ce qui peut être difficile à construire pour des programmes complexes (106; 1). -Vérification de modèles (101) : La vérification de modèles est une méthode formelle utilisée pour vérifier la correction d'un système en explorant exhaustivement ses comportements possibles. Elle fonctionne en construisant un modèle du système et en spécifiant les propriétés souhaitées que le système doit satisfaire. Le vérificateur de modèles explore alors systématiquement tous les états possibles du système pour déterminer si ces propriétés sont satisfaites pour tous les comportements possibles. La vérification de modèles est particulièrement utile pour vérifier des systèmes complexes, tels que des systèmes concurrents et distribués, où les méthodes traditionnelles de test peuvent ne pas suffire. Elle peut également être utilisée pour vérifier des conceptions matérielles et des protocoles. L'un des principaux avantages de la vérification de modèles est qu'elle peut fournir une couverture complète de tous les comportements possibles, ce qui en fait un outil puissant pour garantir la correction de systèmes critiques. -Assistance

à la preuve (34) : Les

  assistants à la preuve sont des outils logiciels qui aident les utilisateurs à construire et à vérifier des preuves mathématiques. Ils fournissent un langage formel pour exprimer des énoncés mathématiques et un ensemble de règles pour manipuler ces énoncés afin de construire des preuves. Les assistants à la preuve sont utiles pour formaliser des théories mathématiques et vérifier leur correction. Ils peuvent également être utilisés pour vérifier la correction de logiciels et de conceptions matérielles. L'un des principaux avantages des assistants à la preuve est qu'ils fournissent un niveau élevé d'assurance que la preuve est correcte, car la preuve est construite à l'aide de règles formelles et le logiciel vérifie la correction de la preuve.-Vérification déductive (105) : La vérification déductive est une méthode formelle utilisée pour vérifier la correction d'un logiciel en construisant une preuve formelle que le logiciel satisfait ses spécifications. Elle fonctionne en commen-çant par les spécifications du logiciel, puis en construisant systématiquement une preuve que la mise en oeuvre du logiciel satisfait ces spécifications. La vérification déductive est particulièrement utile pour garantir la correction des systèmes critiques en matière de sécurité, tels que ceux utilisés dans l'aviation et les dispositifs médicaux. L'un des principaux avantages de la vérification déductive est qu'elle peut fournir un niveau élevé d'assurance que le logiciel est correct, car la preuve est construite à l'aide de règles formelles et la preuve peut être vérifiée par un ordinateur. -

Conception par raffinement (23; 21) :

  La conception par raffinement est une méthode formelle utilisée pour développer des logiciels corrects en affinant de manière itérative une spécification abstraite du logiciel jusqu'à obtenir une implémentation détaillée. Elle fonctionne en commençant par une spécification de haut niveau du logiciel, puis en affinant cette spécification étape par étape jusqu'à obtenir une implémentation détaillée. La conception par raffinement peut aider à garantir que le logiciel satisfait ses spécifications et est exempt d'erreurs. Elle peut également aider à garantir que le logiciel est maintenable et peut être facilement modifié lorsque les exigences changent. L'un des principaux avantages de la conception par raffinement est qu'elle offre une approche systématique du développement de logiciels qui peut contribuer à garantir que le produit final est correct et satisfait ses spécifications. -

Tests basés sur les modèles (MBT) (60; 58; 88; 70)

  Partielles et Asymptotiquement Complètes. Dans cette classification, les méthodes complètes sont garanties de fournir une réponse définitive à un problème donné, tandis que les méthodes partielles peuvent ne pas fournir une réponse définitive mais peuvent fournir des informations utiles. Les méthodes asymptotiquement complètes ne sont pas garanties de trouver une solution, mais lorsque la taille du problème augmente, la probabilité de trouver une solution approche 1. Voici quelques détails supplémentaires concernant ces trois classes :-Méthodes Complètes (27) : Les méthodes complètes sont des méthodes formelles garanties de fournir une réponse définitive à un problème donné. Cela signifie que si un problème a une solution, une méthode complète la trouvera. Par exemple, la vérification de modèles est une méthode complète car elle peut explorer systématiquement tous les comportements possibles d'un système pour déterminer si une propriété donnée est vérifiée ou non. Différents types de mé-thodes complètes existent, à savoir : les méthodes basées sur la SMT 1 (20), les méthodes basées sur le MILP 2 (117), les méthodes basées sur l'optimisation, etc. -Méthodes Partielles (28) : Les méthodes partielles sont des méthodes formelles qui peuvent ne pas fournir une réponse définitive à un problème donné. Cela signifie qu'une méthode partielle peut ne pas être en mesure de déterminer si un problème a une solution ou non. Par exemple, l'interprétation abstraite est une méthode partielle car elle peut fournir une surestimation du comportement d'un programme, mais elle peut ne pas être en mesure de déterminer si le programme satisfait une propriété donnée ou non. -Méthodes Asymptotiquement Complètes : Les méthodes asymptotiquement complètes sont des méthodes formelles qui ne garantissent pas de fournir une réponse définitive à un problème, mais lorsque la taille du problème augmente, la probabilité de trouver une solution approche 1. Cela signifie que pour des problèmes très grands, une méthode asymptotiquement complète trouvera presque toujours une solution.

: Le MBT est une méthode formelle utilisée pour tester des logiciels en générant des cas de test à partir d'un modèle du logiciel. Elle fonctionne en construisant un modèle du logiciel, puis en utilisant ce modèle pour générer automatiquement des cas de test qui explorent différentes parties du logiciel. Le MBT peut aider à garantir que le logiciel satisfait ses spécifications et est exempt d'erreurs. Il peut également contribuer à réduire le temps et les efforts nécessaires pour tester le logiciel. L'un des principaux avantages du MBT est qu'il offre une approche systématique des tests qui peut contribuer à garantir que le produit final est correct et satisfait ses spécifications. De plus, les méthodes formelles peuvent être classées en trois catégories : Complètes,

d'acceptation (116) : Les

  Les méthodes formelles peuvent améliorer la fiabilité des systèmes logiciels en réduisant le risque d'erreurs et de défauts. Cela peut contribuer à garantir que le logiciel se comporte comme prévu et qu'il est robuste et résistant aux entrées ou aux conditions inattendues. La fiabilité est particulièrement importante pour les systèmes qui doivent fonctionner en continu ou qui ne peuvent pas être facilement réparés ou remplacés.Le test (Testing) est une partie essentielle du processus de développement de logiciels, car il contribue à garantir que les systèmes logiciels sont fiables, performants et répondent aux besoins de leurs utilisateurs. Il existe de nombreuses approches différentes pour tester les logiciels, chacune ayant ses propres objectifs et procédures spécifiques :-Tests unitaires (54) : Les tests unitaires sont une méthode de test qui se concentre sur les unités individuelles ou les composants d'un système logiciel. L'objectif des tests unitaires est de garantir que chaque composant du système fonctionne comme prévu et respecte ses normes. Les tests unitaires sont généralement réalisés en créant et en exécutant des cas de test pour chaque unité. Les tests unitaires ont l'avantage principal de détecter les erreurs et les défauts tôt dans le processus de développement, ce qui les rend plus faciles et moins coûteux à corriger. Le plus grand inconvénient des tests unitaires est qu'ils peuvent ne pas révéler les défauts ou les erreurs qui se produisent lorsque les unités sont fusionnées. tests d'acceptation sont une méthode permettant de déterminer si un système logiciel répond à ses exigences et spécifications. L'objectif des tests d'acceptation est de garantir que le système est acceptable pour ses parties prenantes et qu'il répond à leurs exigences. Les tests d'acceptation sont souvent réalisés en soumettant le système à une utilisation réelle et en vérifiant s'il répond aux exigences et aux spécifications. Les tests d'acceptation ont l'avantage principal de garantir que le système répond aux besoins de ses parties prenantes. Le principal inconvénient des tests d'acceptation est qu'ils peuvent ne pas révéler les erreurs ou les problèmes qui se produisent lorsque le système est soumis à un stress ou à une charge élevée. -Tests fonctionnels (115) : Les tests fonctionnels sont une approche de test qui se concentre sur la fonctionnalité d'un système logiciel. L'objectif des tests fonctionnels est de garantir que le système fonctionne correctement et qu'il répond à ses exigences et spécifications. Les tests fonctionnels sont généralement réalisés en testant le système par rapport à un ensemble de cas de test prédéfinis qui couvrent tous les aspects de sa fonctionnalité. Le principal avantage des tests fonctionnels est qu'ils peuvent garantir que le système fonctionne correctement et qu'il répond à ses exigences et spécifications. -Tests de convivialité (41) : Les tests de convivialité sont une approche de test qui se concentre sur la facilité d'utilisation d'un système logiciel. L'objectif des tests de convivialité est de garantir que le système est utilisable et qu'il répond aux besoins de ses utilisateurs. Les tests de convivialité sont généralement réalisés en testant le système avec un groupe d'utilisateurs représentatifs et en observant leur interaction avec le système. Le principal avantage des tests de convivialité est qu'ils peuvent garantir que le système est facile à utiliser et qu'il répond aux besoins de ses utilisateurs. -

	-Détection précoce des défauts : Les méthodes formelles peuvent être ap-Cela peut accroître la confiance dans le système logiciel et réduire le risque de
	pliquées tôt dans le processus de développement logiciel, ce qui peut aider à conséquences négatives, telles que des défaillances du système ou des risques
	identifier les défauts et les erreurs avant qu'ils ne deviennent plus difficiles et pour la sécurité.
	coûteux à corriger. La détection précoce des défauts peut également contribuer
	à améliorer la qualité globale du logiciel et à réduire le risque de défauts pouvant entraîner des défaillances du système ou des risques pour la sécurité. 5 Techniques de test
	-Garanties de correction : Les méthodes formelles peuvent fournir des garan-
	ties de correction, ce qui signifie qu'elles peuvent prouver que le logiciel respecte
	ses spécifications et se comporte correctement. Cela peut offrir un niveau élevé
	d'assurance quant à la correction et à la fiabilité du logiciel. Les garanties de cor-
	rection sont particulièrement importantes pour les systèmes critiques en termes
	de sécurité, où des erreurs ou des défauts pourraient avoir des conséquences
	graves.
	Cela -Fiabilité : -Réutilisabilité : Les méthodes formelles peuvent améliorer la réutilisabilité peut aider à gérer la complexité en masquant les détails non pertinents et en des composants logiciels en fournissant une spécification claire et précise de leur se concentrant sur les caractéristiques essentielles du système. L'abstraction fa-comportement. Cela signifie que les composants logiciels peuvent être réutilisés cilite également la réflexion sur le comportement du système et l'identification dans différents contextes sans introduire d'erreurs ou de défauts. Les méthodes d'éventuelles erreurs et défauts. formelles peuvent également contribuer à garantir que les composants réutilisés -Analyse rigoureuse : Les méthodes formelles fournissent une approche rigou-se comportent correctement dans tous les contextes. reuse et systématique pour analyser les systèmes logiciels. Cela signifie qu'elles -Standardisation : Les méthodes formelles peuvent fournir une approche stan-utilisent des modèles mathématiques et des techniques bien définis pour analyser dardisée du développement et de la vérification des logiciels. Cela signifie que le logiciel, ce qui peut contribuer à garantir que l'analyse est précise et complète. les systèmes logiciels peuvent être développés et vérifiés à l'aide d'un ensemble L'analyse rigoureuse peut identifier des défauts et des erreurs qui pourraient être commun de techniques et d'outils, ce qui peut améliorer l'interopérabilité et négligés par d'autres méthodes, telles que les tests ou les revues informelles. réduire le risque d'erreurs ou de problèmes de compatibilité.
	-Confiance : Les méthodes formelles peuvent donner aux développeurs et aux
	parties prenantes confiance dans la correction et la fiabilité du système logiciel.

-Scénarios de test efficaces : Les méthodes formelles peuvent aider à identifier les scénarios de test les plus efficaces pour un système logiciel. Cela peut réduire le temps et les efforts nécessaires pour tester le logiciel, tout en garantissant que le logiciel respecte ses spécifications et se comporte correctement. Les scénarios de test efficaces peuvent également contribuer à améliorer la qualité globale du logiciel et à réduire le risque de défauts pouvant entraîner des défaillances du système ou des risques pour la sécurité. -Maintenabilité : Les méthodes formelles peuvent améliorer la maintenabilité des systèmes logiciels en fournissant une spécification claire et précise du comportement du système. Cela peut faciliter la modification ou la refonte du logiciel sans introduire d'erreurs ou de défauts. Les méthodes formelles peuvent également contribuer à garantir que les modifications ne violentpas les spécifications ou les exigences du système. -Tests d'intégration (107) : Les tests d'intégration sont une méthode de test qui se concentre sur les interactions de plusieurs unités ou composants d'un système logiciel. L'objectif des tests d'intégration est de garantir que le système dans son ensemble fonctionne comme prévu et que les unités fonctionnent correctement lorsqu'elles sont combinées. Les tests d'intégration sont souvent réalisés en testant différentes combinaisons d'unités et en vérifiant qu'elles fonctionnent comme prévu. Le principal avantage des tests d'intégration est qu'ils peuvent révéler les défauts ou les erreurs qui se produisent lorsque les unités sont fusionnées, ce qui les rend plus faciles et moins coûteux à corriger. Le plus grand inconvénient des tests d'intégration est qu'ils peuvent ne pas détecter les défauts ou les problèmes qui se produisent lorsque le système est soumis à un stress ou à une charge élevée. -Tests

Tests de stress (91) :

  Les tests de stress sont une approche de test qui se concentre sur la manière dont un système logiciel se comporte sous stress ou charge élevée. L'objectif des tests de stress est de garantir que le système peut gérer de grands volumes de trafic ou de demandes sans planter ou échouer. Les tests de stress sont généralement réalisés en soumettant le système à un volume élevé de trafic ou de demandes et en observant son comportement. Le principal avantage des tests de stress est qu'ils peuvent garantir que le système est fiable et peut gérer de grands volumes de trafic ou de demandes.

-Tests de performance (11) : Les tests de performance sont une méthode permettant de déterminer le bon fonctionnement d'un système logiciel dans des conditions d'utilisation normales. L'objectif des tests de performance est de garantir que le système est réactif et répond aux besoins de ses utilisateurs. Les tests de performance sont généralement réalisés en soumettant le système à une charge représentative et en évaluant son fonctionnement. Le principal avantage des tests de performance est qu'ils garantissent que le système est réactif et fonctionne correctement pour ses utilisateurs. Le principal inconvénient des tests de performance est qu'ils peuvent ne pas détecter les erreurs ou les problèmes qui se produisent lorsque le système est soumis à un stress ou à une charge élevée. -

Tests de régression (81) : Les

  tests de régression sont une méthode de test qui vise à déterminer si les modifications apportées à un système logiciel ont introduit de nouvelles erreurs ou défauts. L'objectif des tests de régression est de garantir que le système continue de fonctionner correctement après les modifications qui lui ont été apportées. Les tests de régression sont souvent réalisés en retestant le système par rapport à un ensemble de cas de test spécifiés après les modifications. Le principal avantage des tests de régression est qu'ils garantissent que le système continue de fonctionner correctement après les modifications. Le principal inconvénient des tests de régression est qu'ils peuvent ne pas révéler les erreurs ou les problèmes qui se produisent lorsque le système est soumis à un stress ou à une pression.

	6 Utilisation de l'IA dans les tests de logiciels
	L'utilisation de l'intelligence artificielle (IA) (44; 63; 15; 75; 97; 62; 95; 65; 98; 14; 22)
	dans les tests de logiciels gagne en popularité ces dernières années

Réduction des tests basés sur l'interface utilisateur : L

  logiciels peut contribuer à intégrer différents outils et plates-formes de test. L'IA peut contribuer à unifier différentes méthodes de test, telles que les tests unitaires, les tests d'intégration et les tests système. Cela peut aider les entreprises de logiciels à gagner du temps et à réduire les coûts en utilisant une plateforme de test unique et intégrée. De plus, une plateforme de test intégrée peut fournir une vue d'ensemble de la qualité du logiciel, ce qui permet aux développeurs d'identifier et de résoudre les problèmes de manière plus efficace. -'IA peut aider à réduire la nécessité des tests basés sur l'interface utilisateur, qui sont souvent longs et coûteux. En automatisant les tests en arrière-plan, l'IA peut aider à identifier les problèmes sans avoir besoin de tests basés sur l'interface utilisateur, ce qui réduit l'effort global de test requis. De plus, la réduction des tests basés sur l'interface utilisateur peut améliorer l'efficacité des équipes de test, leur permettant de se concentrer sur des tâches de test plus complexes et critiques. En automatisant les tâches de test, l'IA peut contribuer à améliorer la fiabilité des produits logiciels. Les tests automatisés peuvent détecter des défauts et des vulnérabilités qui pourraient être manqués lors de tests manuels, ce qui conduit à des produits logiciels plus fiables et stables. De plus, une amélioration de la fiabilité peut contribuer à réduire les coûts et les efforts nécessaires pour la maintenance et le support, ce qui améliore l'efficacité et l'efficacité globales des équipes de développement de logiciels. -Amélioration de la qualité : L'utilisation de l'IA dans les tests de logiciels peut contribuer à améliorer la qualité globale des produits logiciels. En détectant les défauts et les vulnérabilités tôt dans le cycle de développement, l'IA peut contribuer à garantir que les produits logiciels sont de haute qualité et répondent aux attentes des clients. De plus, une amélioration de la qualité peut entraîner une meilleure satisfaction des clients, une augmentation des revenus et un avantage concurrentiel sur le marché. -Tests automatisés de validation visuelle : L'IA peut également être utilisée pour des tests automatisés de validation visuelle, qui consistent à comparer la sortie visuelle d'un système logiciel avec les résultats attendus. Cela peut contribuer à identifier les défauts visuels et les incohérences, améliorant ainsi la qualité globale et l'expérience utilisateur du logiciel. De plus, les tests automatisés de validation visuelle peuvent contribuer à réduire l'effort requis pour les tests visuels manuels, permettant aux équipes de test de se concentrer sur des tâches de test plus complexes et critiques. En résumé, l'utilisation de l'IA dans les tests de logiciels offre de nombreux avantages, notamment une mise sur le marché plus rapide, une meilleure fiabilité et qualité, ainsi qu'une réduction des efforts et des coûts de test. À mesure que la technologie de l'IA continue d'évoluer, il est probable que d'autres avantages deviendront apparents, ce qui en fera un outil de plus en plus précieux pour le développement et les tests de logiciels.

	sateur globale et la satisfaction des clients.
	-Amélioration de la fiabilité :
	-Meilleure couverture du code : L'IA peut contribuer à améliorer la couver-
	ture du code en identifiant les parties du logiciel qui ne sont pas suffisamment
	couvertes par les cas de test existants. Cela peut contribuer à garantir que toutes
	les parties du logiciel sont rigoureusement testées, réduisant ainsi les risques de
	problèmes et de vulnérabilités. De plus, une meilleure couverture du code peut
	améliorer la qualité et la fiabilité du logiciel, ce qui améliore l'expérience utili-

  est un outil de test visuel qui utilise l'IA pour détecter automatiquement les défauts visuels et les incohérences dans les applications web et mobiles. En utilisant des algorithmes de vision par ordinateur, Applitools peut comparer des captures d'écran d'une application sur différents appareils, navigateurs et résolutions pour identifier les différences qui peuvent indiquer un défaut. L'outil peut s'intégrer à des frameworks de test populaires tels que Selenium et Appium pour incorporer facilement les tests visuels dans les processus existants. Applitools fournit également un tableau de bord qui met en évidence les problèmes visuels et facilite le suivi et la gestion des défauts. Les testeurs peuvent utiliser Applitools pour améliorer la couverture et la précision de leurs tests visuels, ce qui conduit à de meilleurs produits logiciels et une satisfaction accrue des clients.-Appvance IQ est un outil de test basé sur l'IA qui utilise des algorithmes d'apprentissage automatique pour générer et exécuter automatiquement des cas de test sur plusieurs plateformes et environnements. L'outil peut analyser le comportement des utilisateurs pour générer des cas de test couvrant les cas d'utilisation les plus critiques et les plus courants. Appvance IQ peut également détecter les défauts et les vulnérabilités et fournir des recommandations pour améliorer la qualité logicielle. L'outil fournit un tableau de bord qui facilite le suivi et la gestion des défauts, ainsi que des rapports détaillés et des analyses sur les activités de test. Les testeurs peuvent optimiser leur couverture et leur précision de test tout en économisant du temps et des efforts sur la création et la maintenance des cas de test en utilisant Appvance IQ. -Functionize est un outil de test basé sur l'IA qui permet aux testeurs de générer et d'exécuter de manière autonome des cas de test et de détecter et de hiérarchiser les défauts. En utilisant des algorithmes avancés d'apprentissage automatique, Functionize peut analyser le comportement des utilisateurs pour générer des cas de test couvrant les cas d'utilisation critiques et courants et hiérarchiser automatiquement les défauts en fonction de leur gravité. Functionize fournit un tableau de bord qui facilite le suivi et la gestion des défauts, ainsi que des rapports détaillés et des analyses sur les activités de test. -Mabl est un outil de test basé sur l'IA qui permet aux testeurs d'identifier et de hiérarchiser automatiquement les problèmes et de générer et de maintenir des cas de test. L'outil utilise des algorithmes avancés d'apprentissage automatique pour analyser le comportement des utilisateurs et générer des cas de test couvrant les cas d'utilisation critiques et courants. Mabl peut également détecter les problèmes et les vulnérabilités et les hiérarchiser en fonction de leur gravité, réduisant ainsi les efforts nécessaires pour le triage manuel des défauts. L'outil fournit un tableau de bord qui facilite le suivi et la gestion des défauts, ainsi que des rapports détaillés et des analyses sur les activités de test. -ReTest est une solution de test basée sur l'intelligence artificielle qui permet aux testeurs d'évaluer les exigences logicielles et de produire des cas de test couvrant toutes les combinaisons potentielles de paramètres d'entrée. Le programme analyse les exigences et génère des cas de test couvrant toutes les combinaisons concevables de paramètres d'entrée, garantissant une couverture de test complète. ReTest peut également trouver automatiquement des défauts en exécutant les cas de test générés et fournir des informations détaillées sur les problèmes détectés. L'outil permet aux testeurs d'optimiser leur processus de test en générant automatiquement des cas de test complets et en identifiant rapidement les problèmes, ce qui permet de gagner du temps et des ressources.Ces exemples d'outils de test basés sur l'IA ne sont qu'une petite sélection parmi de nombreuses autres solutions disponibles sur le marché. Chaque outil a ses propres fonctionnalités et avantages, il est donc important d'évaluer attentivement les besoins spécifiques de votre projet et de choisir l'outil qui convient le mieux à votre contexte. 'Internet des objets présente un ensemble unique de défis pour les techniques de vérification et de validation (V&V). L'un des principaux défis est la complexité et l'hétérogénéité des systèmes IdO. Les systèmes IdO peuvent impliquer de nombreux appareils et réseaux, chacun ayant un matériel, un logiciel et des protocoles de communication différents. Cela rend difficile le développement d'un cadre V&V unifié qui puisse être appliqué à tous les appareils. De plus, le manque de normalisation dans les appareils et les réseaux IdO rend difficile le développement de modèles formels qui capturent avec précision le comportement de ces systèmes. Par exemple, différents appareils peuvent avoir des protocoles de communication différents ou utiliser différents formats de données, ce qui rend difficile le développement d'un modèle formel unifié qui puisse être appliqué à tous les appareils. Un autre défi est la nature dynamique des systèmes IdO. Les appareils peuvent rejoindre ou quitter le système à tout moment, et le comportement du système peut changer en fonction du contexte et de l'environnement. Cela rend difficile le développement d'un modèle formel statique qui puisse capturer avec précision le comportement du système. Pour relever ces défis, les chercheurs ont développé des modèles formels spécifiques aux appareils et des techniques de vérification qui peuvent être adaptés aux caractéristiques spécifiques de chaque appareil. De plus, ils ont développé des interfaces et des protocoles standardisés qui permettent l'interopérabilité entre les appareils et les réseaux, améliorant ainsi la précision et la fiabilité des modèles formels.

	7 Défis et problèmes ouverts

L

L'architecture de l'IdO se compose généralement de quatre couches : la couche de perception, la couche réseau, la couche intergiciel et la couche d'application. La couche de perception comprend les capteurs et les actionneurs qui collectent et manipulent les données du monde physique. Ces capteurs peuvent être de différents types, tels que des capteurs de température, de pression, de lumière et de mouvement, et peuvent être connectés au réseau à l'aide de différents protocoles de communication, tels que Zigbee, Wi-Fi et Bluetooth. La couche réseau comprend les protocoles de communication et les réseaux qui permettent aux appareils de se connecter et de communiquer entre eux. Cette couche peut inclure différents types de réseaux, tels que les réseaux cellulaires, les réseaux satellitaires et les réseaux ad hoc, en fonction des besoins de l'application. La couche intergiciel fournit les logiciels et les services nécessaires pour gérer les appareils et les données, tels que le stockage des données, le traitement et la sécurité. Cette couche peut inclure divers composants, tels que des courtiers de données, des files d'attente de messages et des outils d'analyse des données, qui peuvent faciliter l'intégration et l'analyse de données provenant de différentes sources. Enfin, la couche d'application comprend les logiciels et les services qui utilisent les données et les appareils pour fournir des services à valeur ajoutée, tels que les maisons intelligentes, la surveillance médicale et l'automatisation industrielle. Cette couche peut inclure différents types d'applications, tels que des applications web, des applications mobiles et des applications intégrées, en fonction de la plateforme cible et des exigences de l'utilisateur.Malgré les nombreux avantages de l'IdO, il existe également plusieurs limitations qui doivent être prises en compte. L'une des principales limitations est le manque de normalisation, qui peut entraver l'interopérabilité et la compatibilité des différents systèmes IdO. L'absence d'un langage et d'une notation communs pour décrire les systèmes IdO peut également entraver l'adoption et l'intégration des méthodes formelles dans le processus de développement. Par conséquent, il est nécessaire de mener des efforts de normalisation pour établir un cadre commun de modélisation, de spécifica-