Julian Aron Prenner 
email: prenner@inf.unibz.it
  
Romain Robbes 
email: romain.robbes@u-bordeaux.fr
  
RUNBUGRUN AN EXECUTABLE DATASET FOR AUTOMATED PROGRAM REPAIR

Keywords: Labels control_flow, break, add Failed Tests Input Expected Output

Recently, we can notice a transition to data-driven techniques in Automated Program Repair (APR), in particular towards deep neural networks. This entails training on hundreds of thousands or even millions of non-executable code fragments. We would like to bring more attention to an aspect of code often neglected in Neural Program Repair (NPR), namely its execution. Code execution has several significant advantages. It allows for test-based evaluation of candidate fixes and can provide valuable information to aid repair. In this work we present a fully executable dataset of 450,000 small buggy/fixed program pairs originally submitted to programming competition websites written in eight different programming languages. Along with the dataset we provide infrastructure to compile, safely execute and test programs as well as fine-grained bug-type labels. To give a point of reference, we provide basic evaluation results for two baselines, one based on a generate-andvalidate approach and one on deep learning. With this dataset we follow several goals: we want to lift Neural Program Repair beyond fully static code representations, foster the use of executionbased features and, by including several different languages, counterbalance the predominance of Java in the current landscape of APR datasets and benchmarks.
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Introduction

Not only do software bugs cause costs in the billions [START_REF] Britton | Reversible Debugging Software "Quantify the Time and Cost Saved Using Reversible Debuggers[END_REF][START_REF] Krasner | The Cost of Poor Software Quality in the US: A 2020 Report[END_REF] in the US alone, they also require considerable developer effort [START_REF] Latoza | Maintaining Mental Models: A Study of Developer Work Habits[END_REF] and often have turn-around times of several months [START_REF] Kim | How Long Did It Take to Fix Bugs?[END_REF]. It is thus not surprising that there is great interest in automatically finding and correcting bugs. This is the goal of Automatic Program Repair (APR).

Beginning with GenProg [START_REF] Forrest | A Genetic Programming Approach to Automated Software Repair[END_REF][START_REF] Goues | GenProg: A Generic Method for Automatic Software Repair[END_REF], so-called generated-and-validate (G&V) approaches dominated APR research over the last decade. Most G&V-based systems rely on spectrum-based fault localization to first determine a set of suspicious (i.e., likely buggy) code locations upon which the APR tool concentrates its repair efforts. Spectrum-based fault localization inherently relies on test execution (and consequently also program execution) to determine possible bug locations. In a similar manner, test and program execution is used for evaluation: passing all test cases is a necessary (but not always sufficient) condition for patch correctness. Thus, in G&V, execution is a central part of fault localization and correctness evaluation. Sometimes, program execution is even exploited for the actual repairing process. For instance, DynaMoth [START_REF] Durieux | DynaMoth: Dynamic Code Synthesis for Automatic Program Repair[END_REF] collects and integrates runtime information into its repairing strategy. Following these lines, prominent APR benchmarks are collections of executable code together with comprehensive test suites (see Section 2 and Table 1). 

Error Messages

None

Figure 1: Example of a bug instance from the presented dataset, along with metadata. Each bug comes with a) the programming language used, b) the split (i.e., train, valid or test), c) one or more hierarchical bug labels, d) a list of failed and passed test cases and e) one or more error messages in case a runtime error or exception occurred.See Figures 12 and13 for more examples.

With this dataset we want to combine characteristics of traditional APR benchmarks (executability, test cases) with those of NPR datasets (large size, training data). We motivate our work with: 1) the need for executable code at scale, 2) the need for multi-lingualism, and 3) the need for better curation and insights on performance in large-scale datasets (see Section 3). We summarize these motivations here:

The need for execution at scale. For NPR datasets, buggy code is usually "torn" out of context and added to the training set as a mere fragment with a few dozen lines above and below the bug location. As is usual in machine learning, available data is then divided into three (or more) splits or sets. Usually, a) a training set, b) a validation set for model parameter tuning and c) a test set for final performance validation. All sets should follow the same data distribution. As the original data is usually comprised of non-executable code fragments, so are validation and test sets. Evaluation must therefore resort to static metrics, that is, the model's result is compared to the ground-truth on a lexical level (e.g. exact match or BLEU). However, such static or lexical metrics are problematic because program semantics can be expressed in many different lexical forms (see Figure 2) leading to false negatives. Execution, on the other hand, allows us to run test suites on fix candidates and thus capture correctness on a semantic level.

Many NPR systems are, in addition to the in-distribution test set, also evaluated on established test-based APR benchmarks such as Defects4J [START_REF] Just | Defects4J: A Database of Existing Faults to Enable Controlled Testing Studies for Java Programs[END_REF] or Bugs.jar [START_REF] Saha | Bugs.Jar: A Large-Scale, Diverse Dataset of Real-World Java Bugs[END_REF] allowing for a direct comparison with G&V systems. However, these benchmarks are not without issues. For one, they are comprised of large Java projects that take long to compile, slowing down evaluation. Because the bugs in such benchmark must often be manually curated (e.g., by adding test cases [START_REF] Liu | A Critical Review on the Evaluation of Automated Program Repair Systems[END_REF]) these datasets are relatively small in size, especially in comparison to the large training sets used in NPR.

The problem of size is further exacerbated by the fact that many NPR systems are often evaluated only on subsets of said benchmarks (e.g., because they are limited to single-statement, single-line or single hunk bugs) [START_REF] Zhong | StandUp4NPR: Standardizing SetUp for Empirically Comparing Neural Program Repair Systems[END_REF]. Small benchmarks might also be more susceptible to the problem of benchmark overfitting, a problem reported in previous work [START_REF] Noda | Experience Report: How Effective Is Automated Program Repair for Industrial Software?[END_REF][START_REF] Liu | A Critical Review on the Evaluation of Automated Program Repair Systems[END_REF].

"simple" bugs, while under-performing on more difficult bugs? Is a given model performing very well on one category of bugs, but not on others?

RunBugRun. In this work, we introduce RunBugRun, a new dataset and benchmark (we consider the dataset's test set a benchmark) for APR, that proposes solutions to the problems pointed out above:

• First, RunBugRun allows execution at scale: as we describe in more detail in Section 4, 450,000 bugs were collected from short algorithmic programs submitted to competitive programming contests. All of the code is fully compilable and executable. Most importantly, we provide test cases for each bug, along with a Defects4J-like infrastructure to compile, safely execute (inside a sandbox) and test programs. We have also collected a large number of exception stack traces and error messages that, as recent work showed, can help localize and fix bugs [START_REF] Ye | SelfAPR: Self-supervised Program Repair with Test Execution Diagnostics[END_REF].

• Second, RunBugRun includes programs written in eight different popular programming languages (C, C++, Java, Python, JavaScript, Ruby, Go, PHP) hopefully making this dataset a contribution towards a more polyglot future in APR. Four of the languages are statically typed (C, C++, Java, Go), while the four others (Python, JavaScript, Ruby, PHP) are dynamically typed. Furthermore, the difference in the size of the datasets for each language opens up opportunities to investigate Transfer Learning approaches.

• Third, RunBugRun's 450,000 bugs were obtained from a significantly larger but carefully curated dataset. We ensure that the bugs included are really bugs (with failing test cases) with adequates fixes (where test pass). We also ensure that the bugs are of adequate type (semantic, rather than syntactic bugs) and have an adequate distribution in terms of difficulty. We also address issues such as duplication and flakyness. Moreover, we have labeled most of the bugs into fine-grained categories, allowing to diagnose "weak spots" in an APR system.

In section 4 we explain how we built RunBugRun. The bugs were extracted from Project CodeNet [START_REF] Puri | CodeNet: A Large-Scale AI for Code Dataset for Learning a Diversity of Coding Tasks[END_REF], a large dataset of code submissions to programming contest websites. In this section we describe in detail the extensive filtering, pre-processing, execution and labeling steps we undertook.

Section 5 presents characteristics of the final dataset including statistical information on programming languages, fix size, bug labels, exceptions and errors as well as data splits. We also present initial result from two APR baselines.

One is Cardumen, a Generate-and-Validate approach [START_REF] Martinez | Ultra-Large Repair Search Space with Automatically Mined Templates: The Cardumen Mode of Astor[END_REF]. The second is an NPR baseline, based on a fine-tuned pretrained language model, CodeT5 [START_REF] Wang | CodeT5: Identifier-aware Unified Pre-trained Encoder-Decoder Models for Code Understanding and Generation[END_REF]. Beyond the raw performance comparison, we also discuss additional findings of our baseline evaluation. We show that there is a strong correlation between repair performance and the number of fixing changes, we highlight strong and weak spot for both baselines, and provide initial evidence that NPR models are able to learn and apply fixes across language boundaries (knowledge transfer).

From these results, we conclude that there is ample room for improvement for both G&V and NPR approaches. We discuss some of the way forwards and the challenges ahead in Section 6.

Most programs in RunBugRun are short implementations of algorithms to solve specific problems and thus very different from large software projects. We discuss this and other biases and limitations in Section 7. Finally, we conclude our paper in Section 8.

Related Work

We first cover existing APR benchmarks and NPR datasets, finding a dichotomy between on the one hand small-scale, and executable APR benchmarks, and on the other, large-scale training NPR datasets, that are not executable. Table 1 provides an overview of these datasets and benchmarks, contrasting with ours. We then expand on datasets that were extracted from constest submissions, as they are most similar to our work, and compare them to RunBugRun.

APR Benchmarks

In the following we briefly discuss APR benchmarks presented in the recent literature. These benchmarks do not provide any training data and are usually only used for evaluation. All of these benchmarks are executable and come with test cases.

Defects4J [START_REF] Just | Defects4J: A Database of Existing Faults to Enable Controlled Testing Studies for Java Programs[END_REF] can be considered the most successful APR benchmark and has found widespread usage in the APR literature. It contains 365 (in version 1) and 835 (in version 2) bugs collected from large and prominent Java projects (e.g., Apache Commons libraries) with extensive test suites. Defects4J provides infrastructure to checkout projects in their buggy or fixed state and to run tests. Bugs.jar [START_REF] Saha | Bugs.Jar: A Large-Scale, Diverse Dataset of Real-World Java Bugs[END_REF] and Bears [START_REF] Madeiral | Bears: An Extensible Java Bug Benchmark for Automatic Program Repair Studies[END_REF] are two more APR benchmarks of real-world Java bugs. Like Defects4J, Bugs.jar is derived from larger Java projects. The bugs in Bears were found through analyzing failing CI builds of open-source projects on GitHub.

QuixBugs [START_REF] Lin | QuixBugs: A Multi-Lingual Program Repair Benchmark Set Based on the Quixey Challenge[END_REF] is a collection of 40 algorithm implementations (each with a buggy and a fixed version) in Python and Java. Each problem comes with several test cases that can be run with the provided infrastructure. The bugs in QuixBugs are relatively simple, mostly single line and single token bugs. With only 40 bugs it is one of the smallest benchmarks; however it has been used extensively in the APR literature.

With BugsInPy [START_REF] Widyasari | BugsInPy: A Database of Existing Bugs in Python Programs to Enable Controlled Testing and Debugging Studies[END_REF] and Bugs.js [START_REF] Gyimesi | BugsJS: A Benchmark of JavaScript Bugs[END_REF] there exist two APR benchmarks in Python and JavaScript, respectively. Like Defects4J, both of them consist of bugs in real-world projects and provide testing infrastructure. Similarly, Defexts [START_REF] Benton | Defexts: A Curated Dataset of Reproducible Real-World Bugs for Modern JVM Languages[END_REF] is an APR benchmark for Kotlin and Groovy.

BugSwarm [START_REF] Tomassi | BugSwarm: Mining and Continuously Growing a Dataset of Reproducible Failures and Fixes[END_REF] is a collection of pairs of failing and passing CI containers taken from CI-pipelines of open-source Java and Python projects (similar to Bears). It provides infrastructure to download and run containers.

All of the above are mainly evaluation benchmarks. As such, they do not provide training data. The dataset in this work contains, next to a large training set, a test split that can be used as a benchmark. This test split is considerably larger than existing benchmarks (see Table 1).

NPR Datasets Unlike benchmarks, the following bug datasets do not contain test cases. Bugs are usually given in the form of non-executable code fragments, that is, either the buggy code line together with a few surrounding lines of code or the method containing the bug. The datasets mentioned are primarily used for training and evaluating NPR models.

ManySStuBs4J is a collection of over 150,000 "stupid" (e.g., swapped arguments, wrong binary operator) bugs from over 1,000 Java projects. Each bug is classified according to a defect taxonomy. For their CodeRep machine-learning competition, Chen and Monperrus [START_REF] Chen | The CodRep Machine Learning on Source Code Competition[END_REF] collect 58,069 single line bugs from open-source projects. Tufano et al. [START_REF] Tufano | An Empirical Study on Learning Bug-Fixing Patches in the Wild via Neural Machine Translation[END_REF] build a large dataset of buggy/fixed pairs of Java methods, mined from GitHub and used to train a neural network. Similarly, Lutellier et al. [START_REF] Lutellier | CoCoNuT: Combining Context-Aware Neural Translation Models Using Ensemble for Program Repair[END_REF] mine over three million buggy/fixed code fragment pairs in four different programming languages and use them to train their NPR model. Monperrus et al. [START_REF] Monperrus | Megadiff: A Dataset of 600k Java Source Code Changes Categorized by Diff Size[END_REF] release MegaDiff, a dataset of over 600,000 Java patches whose number of changed lines ranges from 1 to 40. Csuvik and Vidács [START_REF] Csuvik | FixJS: A Dataset of Bug-fixing JavaScript Commits[END_REF] present FixJS, a dataset of 300,000 pairs of buggy/fixed JavaScript functions from GitHub. Finally, Richter and Wehrheim [START_REF] Richter | TSSB-3M: Mining Single Statement Bugs at Massive Scale[END_REF] release TSSB, a large dataset of 9 million Python single-statement fixed/buggy Python code fragment pairs. Notably, TSSB-3 is a subset of 3 million pairs where all bugs can be fixed with a single statement change.

Works based on contest submissions Most related to this paper is work by Majd et al. [START_REF] Majd | Code4Bench: A Multidimensional Benchmark of Codeforces Data for Different Program Analysis Techniques[END_REF] who collected a large APR dataset by mining submissions to Codeforces. Our dataset builds on Project CodeNet [START_REF] Puri | CodeNet: A Large-Scale AI for Code Dataset for Learning a Diversity of Coding Tasks[END_REF], which, contains submissions from AIZU and AtCoder. There are similarities in particular with regard to data collection. However, we seem to use a much more sophisticated filtering and post-processing regimen. For instance, we ran all submission on all test cases to filter out supposedly correct submissions that fail tests. In their work, only a small subset of submissions is executed. Further, we check all submissions for syntax errors as we are only interested in semantic errors. Thus, all submissions (even buggy ones) in our dataset are compilable. For Python we further convert all Python 2 code to Python 3 code. In some rare cases we even took care of deprecations between minor Python versions (e.g., the gcd function was moved from the fractions package to the math package in Python 3.9). We use a trigram-based metric to make sure there are no cross-set duplicates while they seem to use extact matching. Their dataset seems to provide only a very coarse-grained classification of bugs (i.e., either addition, deletion or modification) we provide fine-grained hierarchical labels for each bug. We further provide performance baselines for a simple NPR and a G&V system. Finally, and most importantly, we provide Defects4J-like infrastructure to compile, test and execute all bugs.

Haque et al. [START_REF] Mahim | FixEval: Execution-based Evaluation of Program Fixes for Programming Problems[END_REF] compare execution-based and match-based evaluation metrics for NPR. For their study, they collect a dataset of buggy/fixed program pairs from Project CodeNet, which was also used in this work. Again, we find many commonalities in how data was collected. While we are only interested in logical bugs, they also collect submissions with syntax errors. Unlike our dataset, which contains eight languages, the authors only collect submissions in Python and Java. The primary emphasis of Haque et al.'s work seems to be on comparing different evaluation metrics and not on building a dataset or benchmark. Thus, no general infrastructure nor a bug classification seems to be provided. 

Motivation

In this section we explain in detail why we see the need for a new dataset for APR. This is based on three main motivations: 1) the need for a large-scale execution dataset and its implications (Section 3.1), 2) the need for a multilingual APR dataset (Section 3.2), and 3) the need for curation and labelling (Section 3.3).

3.1 APR needs a large-scale and executable dataset APR is comprised of two sub-communities, that different data requirements have been pushing apart. On the one hand, classical G&V approaches rely on executable datasets; these executable datasets are hard to scale, due to manual evaluations and long execution times, and are at risk of benchmark overfitting. On the other hand, NPR approaches use large-scale datasets for training. These are non-executable, preventing the model to learn valuable information from program execution, and forcing it to rely on lexical information for evaluation (with the exception of executable benchmarks); moreover, the large scale and the lack of execution causes some data quality issues.

Thus, we argue that a dataset that is made of a large number of small, executable, and well-tested programs is a good middle ground. Such a dataset can scale, as the run-time evaluations are not too costly. Scale allows for more diversity in the types of bugs, reduces the risk of benchmark overfitting, and offers an alternative to manual evaluation. Finally, the availability of execution data at training time offers some potential for NPR to learn from new sources of information. We detail each of these points in the following paragraphs.

Moving NPR and G&V closer As previously mentioned, most established APR benchmark have been created at a time when G&V approaches were at the center of research interest. Consequently, these benchmarks fulfilled the needs G&V systems: they are fully executable, in order to allow spectrum-based fault localization as well as running tests for evaluation. Collecting and curating large number of high-quality bugs is very tedious. It is thus not surprising that these benchmarks are rather small by today's standards.

Increasingly popular neural-based methods (NPR), on the other hand, are trained on large amounts of data. As is customary in machine learning, a certain proportion of the data (usually between 5-15%) is set aside and used for validating (e.g., tuning hyper-parameters) and evaluating the model. NPR borrows many techniques from neural natural language processing (NLP), frequently relying on the same model architectures and tokenization algorithms. In many cases, NPR also follows NLP evaluation practices by employing static metrics such as BLEU, ROUGE or ngram similarity. However, unlike natural language, code is executable. By providing a relatively large fully executable dataset, NPR and traditional APR methods can share a common evaluation regimen, facilitating direct performance comparisons.

Benchmark overfitting issues Because existing APR benchmarks come with no training data, bugs in the benchmark might be used for tuning and optimizing APR systems (e.g., by focusing on bug patterns appearing in these benchmarks). This may cause biases towards specific benchmarks. Previous work found significant performance gaps between different benchmarks as well as between real-world bugs and bugs in benchmarks (benchmark overfitting). For instance, Noda et al. [START_REF] Noda | Experience Report: How Effective Is Automated Program Repair for Industrial Software?[END_REF] found Elixir [START_REF] Ripon | Elixir: Effective object-oriented program repair[END_REF] to underperform in an industrial setting, relative to its performance on common benchmarks. Similarly, Liu et al. [START_REF] Liu | A Critical Review on the Evaluation of Automated Program Repair Systems[END_REF] raised concerns about evaluating an APR tool's performance "in-thelab" versus "in-the-wild". Finally, Durieux et al. [START_REF] Durieux | Empirical review of Java program repair tools: A large-scale experiment on 2,141 bugs and 23,551 repair attempts[END_REF] in an extensive review found that many APR tools overfit to the Defects4J benchmark. Providing fully executable train and validation sets allows G&V approaches to follow a more strict data separation regimen (as is customary in NPR), possibly mitigating benchmark overfitting and other biases.

A second issue with overfitting is that, when using a small evaluation dataset (with dozens to hundreds of defects), too much importance might be given to the performance of a few datapoints, which might affect the reliability of conclusions. Of note, this also affects NPR systems when they are evaluated on standard APR benchmarks. A larger evaluation dataset would be more robust to this, if the dataset can allow for evaluation at scale, which is the focus of the next points.

Test-based evaluation improves over textual evaluations As explained previously, NPR is largely following neural NLP techniques, including evaluation practices. However, unlike natural language, code can be executed. In traditional APR, execution is used for fault localization and test-based evaluation. To see why tests are useful for patch correctness evaluation, consider the case where, in order to fix a bug, the expression x must be transformed into the expression x/2. However, an APR tool transforms the buggy expression x into the logically but not lexically equivalent expression x * 0.5. As both solutions lead to the same program output, a test case will treat both solutions equally. However, lexical metrics such as exact match cannot easily capture such semantic equivalences and x * 0.5 would be considered an incorrect fix. Figure 2 shows another case, where a lexical comparison cannot correctly determine [START_REF] Wang | CodeT5: Identifier-aware Unified Pre-trained Encoder-Decoder Models for Code Understanding and Generation[END_REF] or PLBART [START_REF] Wasi Uddin | Unified Pre-training for Program Understanding and Generation[END_REF] model fine-tuned on the repair task, despite this baseline never outputting any correct fix (by design). On the other hand, execution-based metrics clearly reveal the bad performance of the copy baseline. Our dataset contains executable programs and test cases, allowing the use of execution-based metrics.

Test-based evaluation should be made more efficient The overhead of running large test suites is one of the major drawbacks of test-based evaluation. For instance, Chen, Pei, and Furia [START_REF] Chen | Contract-Based Program Repair without the Contracts[END_REF] report that patch validation takes up 92.8% of their APR tool's running time. While some other APR tools try to cut down validation time (e.g., by skipping irrelevant test cases [START_REF] Yuan | ARJA: Automated Repair of Java Programs via Multi-Objective Genetic Programming[END_REF] or compiling multiple patch candidates in one go [START_REF] Hua | SketchFix: A Tool for Automated Program Repair Approach Using Lazy Candidate Generation[END_REF]), this involves a substantial engineering effort that must be repeated for every APR tool. Moreover, many of the current datasets containing tests are comprised of bugs in large projects. In order to run the tests, the entire project codebase must be compiled and possibly a large number of project dependencies must be installed. This further slows down test execution besides consuming a lot of hard disk space. One solution to this problem is the use of small programs with no or few external library dependencies. A quicker compile-run-test cycle allows up to hundred program execution per second (on machines with multiple CPUs) which in turn makes it possible to evaluate a much larger number of bugs. RunBugRun provides infrastructure to safely (in a sandbox) execute and evaluate the programs in the dataset. Because programs are relatively small and multiple of them can be compiled and executed in parallel, evaluation is several magnitudes faster than is the case with Defects4J, where heavy test suites and build systems slow down compilation, execution and testing.

Scaling issues with manual evaluations Passing all test cases is no guarantee for a patch to be fully correct [START_REF] Smith | Is the cure worse than the disease? overfitting in automated program repair[END_REF][START_REF] Qi | An analysis of patch plausibility and correctness for generate-and-validate patch generation systems[END_REF]. Unfortunately, this means that developers need to manually inspect each patch generated by their APR tool and assess it for correctness. This is a painstaking task that requires considerable time and effort. Moreover, since manual evaluations are often subjective and subject to errors [START_REF] Ye | Automated patch assessment for program repair at scale[END_REF][START_REF] Le | On reliability of patch correctness assessment[END_REF], it is common practice to need multiple annotators to estimates disagreements, which multiplies the effort. With larger test sets and benchmarks, this manual task becomes infeasible.

We argue that large-scale executable datasets with strong test suites constitute a reasonable trade-off. A strong test suite with a high coverage makes it unlikely that incorrectly patched programs pass all tests. While this is not a perfect solution, manual evaluations can contain errors as well. Given that the programs included in RunBugRun are relatively small, having stronger test suites that run in a reasonable time is possible. It is also possible to strengthen test suites by exploiting the fact that problems have multiple solutions: we can generate additional test cases with relatively little effort by running multiple (correct) programs solving the same problem on random input. If they all output the same result, it can be assumed with very high confidence to be the correct answer and used as a test case (see Section 4).

Finally, switching to an automated evaluation would not only lift the burden of manual assessment off developer's shoulders but also allow evaluating APR systems on a much larger number of bugs. This increase in scale would thus lead to more reliable performance metrics by reducing the issues of overfitting and excessive reliance on individual data points.

Real-world vs. artificial bugs An alternative to scale program repair dataset is to seed artificial bugs (e.g., by generating mutants). While it is relatively easy to generate large numbers of such artificial bugs, collecting real-world bugs usually involves a substantial mining, filtering and pre-processing effort (as described below). However, real-world bugs are more varied than artificial ones, since the artificial bugs usually come from a set of hand-crafted mutations. Indeed, existing work indicates that artificial bugs are not a full-fledged replacement for real-world bugs [START_REF] Richter | Can We Learn from Developer Mistakes? Learning to Localize and Repair Real Bugs from Real Bug Fixes[END_REF][START_REF] Allamanis | Self-Supervised Bug Detection and Repair[END_REF][START_REF] He | On Distribution Shift in Learning-based Bug Detectors[END_REF], which is why RunBugRun focuses on real-world bugs.

That said, RunBugRun might serve as a foundation for further research in this direction, by, say, extending the training set with seeded bugs or comparing performance on the test set with and without additional bug seeding.

Potential of executable code Last but certainly not least, we believe that integrating execution-based features into NPR models has great potential. Previous work already reported promising results. For instance, early work by Ye et al. [START_REF] Ye | SelfAPR: Self-supervised Program Repair with Test Execution Diagnostics[END_REF] shows that error messages and stack traces obtained through execution are a valuable information source that can improve repair accuracy. Similarly, Drain et al. [START_REF] Drain | DeepDebug: Fixing Python Bugs Using Stack Traces, Backtranslation, and Code Skeletons[END_REF] report a performance boost when including Python stack traces as training data into their NPR system. Of course, such information can only be obtained through code execution.

Recent work by Ye, Martinez, and Monperrus [START_REF] Ye | Neural Program Repair with Execution-Based Backpropagation[END_REF] shows that integrating feedback from test execution during training can improve repair performance. They combine a NMT-based NPR model with a discriminator component that, for a small number of executable bugs with tests, compiles patch candidates and runs them against a test suite; whether the candidate is compilable and how many tests it passes is then fed back into the overall model and used a learning signal. Using execution feedback, the authors were able to increase overall performance by 7%. However, because executable bugs are hard to come by, such feedback could only be obtained for 123 bugs. By providing several hundred thousand of such executable bugs, our dataset opens up new opportunities for this line of research. Leveraging execution feedback also showed promising results in the field of program synthesis [START_REF] Le | CodeRL: Mastering Code Generation through Pretrained Models and Deep Reinforcement Learning[END_REF].

Execution is a rich source of useful information. For instance, execution traces can give insight into program state changes. We envision a new generation of APR tools that can exploit runtime information for better bug localization and repair. Finally, executable ground-truth programs can be used to generate an arbitrary amount of artificial test cases.

APR needs a multilingual dataset to overcome language bias

In recent years, we have seen a breakthrough in natural language processing (NLP) and understanding (NLU), largely owed to deep learning. However, researchers have repeatedly indicated that there exists a strong bias towards the English language, not only in dataset but also benchmarks (e.g., GLUE) [START_REF] Bender | On the Dangers of Stochastic Parrots: Can Language Models Be Too Big?[END_REF].

Does such a bias exist in APR? Of the 16 most important datasets published in recent years, 11 include Java, five Python and three JavaScript, while other less popular but still very common languages like Ruby, PHP or Go do not appear at all (Table 1). We would like to open the field to a larger number of programming languages, overcome its current Java centricity and foster the development of more polyglot or even language-agnostic APR systems. This would greatly raise the applicability of APR because large amounts of code is written in languages other than, say, Java, Python or C. With software development becoming increasingly diverse in terms of programming languages, bugs might involve several different programming languages [START_REF] Zhong | An empirical study on real bug fixes[END_REF]. In fact, a recent study found this to be surprisingly common [START_REF] Campos | Discovering Common Bug-Fix Patterns: A Large-Scale Observational Study[END_REF]. By putting more emphasis on polyglot repair, future APR systems might be more successful at fixing such multi-language bugs.

In NLP, data availability is distributed very unevenly over different languages [START_REF] Joshi | The State and Fate of Linguistic Diversity and Inclusion in the NLP World[END_REF]. Neglect of languages with low data availability, in particular of minority languages, can be a threat to their survival and decrease linguistic diversity [START_REF] Ruder | Why You Should Do NLP Beyond English[END_REF].

A similar pattern can also be observed for code, where there is more code written in older (e.g., C++) or more popular languages (e.g., Python) than in niche languages such as Ruby. Focusing technological progress on only one or a few languages may cause developers to select programming languages based on the quality and availability of tooling and not because of the language's fitness for a particular task. This might cement and reinforce the use of established programming languages and stymie the adoption of new or more suitable ones. With eight different programming languages we hope that our dataset serves as a basis for a future APR research that crosses language boundaries. [START_REF] Richter | TSSB-3M: Mining Single Statement Bugs at Massive Scale[END_REF], with three million instances, currently one of the largest APR datasets available. The dataset contains non-executable code fragments. Although this dataset instance is marked with "likely bug", the change (updating of the copyright year) is unlikely to resolve a functional bug.

Mining patches from commits Bugs and corresponding human-written patches are often mined from code repositories. Unfortunately, repository commits are often entangled [START_REF] Herzig | The Impact of Tangled Code Changes[END_REF], meaning that a single commit addresses multiple concerns and thus may contain changes not related to the actual bug fix. While simple techniques using keywordmatching on commit messages have shown high precision for extracting bug-fixing commits, such methods also exhibit very low recall [START_REF] Babii | Mining Software Repositories with a Collaborative Heuristic Repository[END_REF], making it harder to gather large amounts of high-quality patches for today's data-hungry models. When mining large numbers of commits, false positives are hardly avoidable. This means that most commitmined APR datasets contain a (small) portion of instances that are actually not bugs or bug-fixes. Such a case is shown in Figure 3, taken from TSSB-3M [START_REF] Richter | TSSB-3M: Mining Single Statement Bugs at Massive Scale[END_REF], where updating the copyright year was mistakenly identified as bug-fixing change. Lutellier et al. [START_REF] Lutellier | CoCoNuT: Combining Context-Aware Neural Translation Models Using Ensemble for Program Repair[END_REF] found, by manually inspecting a small sample of their commit-mined APR dataset, that 7% of dataset instances in the sample were not actual bug fixes. A similar check was done by Tufano et al. [START_REF] Tufano | An Empirical Study on Learning Bug-Fixing Patches in the Wild via Neural Machine Translation[END_REF] who found only 2.4% of false positives in a sample of 384 instances.

Having a dataset that is both large-scale and executable helps in this regard: through execution we can warrant that the change actually fixes a bug: the buggy version should have failing test cases, while the fixed one only passing test cases. We note that this only a starting point, as additional steps toward curation are necessary.

One such step is the need for labelling data: a very large collection of buggy/fixed program pairs, by itself, is of limited usefulness if we do not know what are the types of bugs that are in it. If the bugs are overly simple or are not diverse enough, the performance of a model on such a dataset might be misleading. To ensure a minimum amount of variety in terms of bug type and visibility, this type of information needs to be inferred somehow. Moreover, having access to fine-grained performance on multiple types of bugs can provide some insight on model performance and how to improve it down the lines (e.g., a model that perform less well on bugs involving operators might be improved in a different way than one that underperforms on fixing function calls). Some of the possible ways to label the data include the size of the bug fix, the type of repair that was made, or, if execution data is available, the type of error that was triggered by the faulty program.

Methodology

Our dataset is based on Project CodeNet [START_REF] Puri | CodeNet: A Large-Scale AI for Code Dataset for Learning a Diversity of Coding Tasks[END_REF], a large, multi-lingual data dump of programming contest submissions. However, this data is rather "raw". For this reason, it had to be heavily pre-processed and filtered, with two major objectives: 1) ensuring that all the programs in the datasets can be (safely) executed, and that they have adequate test coverage, 2) ensuring that the data is properly curated and labelled to constitute a dataset of sufficient quality and diversity in a set of metrics of interest, and 3) providing a benchmark with an adequate difficulty (not too easy, but also not too difficult), and initial baselines. We present all the steps we took in chronological order, rather than grouped by objectives, as this seems to be the most natural order.

Project CodeNet Our dataset is derived from Project CodeNet [START_REF] Puri | CodeNet: A Large-Scale AI for Code Dataset for Learning a Diversity of Coding Tasks[END_REF], a large collection of programming contest submissions mined from two online judge websites (AIZU and AtCoder). These websites publish a list of coding problems comprised of a problem description and example input and output. Users can then submit their solution programs for a particular problem. Submitted programs are automatically evaluated by the website's judging system using a non-public set of test cases. Project CodeNet contains over 13 million submitted programs for over 4,000 problems. Each submission is, among other information, associated with an anonymized user id, a timestamp and a judgement (i.e., whether the submission correctly and completely solves the problem or not). If the submission passes all tests it is accepted, otherwise it is rejected.

Filtering for Language (curation) As a first step, we remove all submissions written in a programming language that is not one of C, C++, Java, Python, Ruby, Go or PHP. Our selection of programming languages follows Code-SearchNet [START_REF] Husain | CodeSearchNet challenge: Evaluating the state of semantic code search[END_REF], a popular machine learning dataset for code that contains code in Java, Python, Ruby, PHP and Go. We also add C and C++ because a large number of submissions are written in these languages.

Selecting likely buggy/fixed program pairs (curation) To extract bugs from Project CodeNet we first group the remaining submissions by problem and user id. Then, for each possible pair of (s 1 , s 2 ) of a rejected submission s 1 and an accepted submission s 2 belonging to the same group (i.e., s 1 and s 2 belong to the same problem and user) we calculate the number of different tokens between them. This difference is calculated by first tokenizing both submissions into a sequence of tokens. Then we use a LCS-based diffing algorithm to compute the token-level difference. If the difference is less than six tokens we consider s 1 a buggy submission and s 2 a corresponding fixed submission and add them to our dataset. A similar approach was used in previous work [START_REF] Mahim | FixEval: Execution-based Evaluation of Program Fixes for Programming Problems[END_REF][START_REF] Majd | Code4Bench: A multidimensional benchmark of Codeforces data for different program analysis techniques[END_REF]. We use a relatively low threshold for the maximum token difference such that our mining process yields bugs that can be fixed with few changes. This choice reflects the fact that current state-of-the-art APR system still struggle with bugs that require multiple change actions [START_REF] Yang | Where Were the Repair Ingredients for Defects4j Bugs?[END_REF][START_REF] Bennett | Some automatically generated patches are more likely to be correct than others: an analysis of Defects4J patch features[END_REF]. Once APR systems are able to correctly fix, say, more than 90% of bugs this threshold could be raised to create a more difficult dataset.

Mining test cases (ensuring executability) All code submissions read an input string from standard input and output the answer to standard output. A test case is thus a string pair (i, o), where i is the input and o the expected output. A test asserts that, for a given program p, p(i) == o. Unfortunately, Project CodeNet does not contain the test cases used by the online judge websites to accept or reject submissions. However, each problem description (written in HTML) contains 1-6 exemplary input/output pairs. Project CodeNet comes with a script to extract the first example pair from a problem's description file. To extract all example input/output pairs we implement our own extraction scripts with the help of which we extract 9,082 example pairs which we use as test cases. Unfortunately, this number is fairly low (roughly two test cases per problem). To further increase the number of tests we add additional test cases found in CodeContests1 , the dataset used to train AlphaCode [START_REF] Li | Competition-Level Code Generation with AlphaCode[END_REF]. CodeContests stores data as compressed protocol buffers. Once decompressed and decoded, they could be easily extracted as CodeContests and Project CodeNet use the same problem ids. This adds 331,834 more test cases. Finally, for problems with low test count we use a semi-automatic process to generate further test cases (see below). Figure 9 in the appendix shows the distribution of the number of test cases.

Filtering out submissions with syntax error (curation) As we are targeting semantic program repair, our goal is to compile a dataset of semantic (or logical) bugs that are syntactically valid. Therefore, we filter out all pairs (s 1 , s 2 ) that contain syntax errors (in either s1 or s2). For languages that require a compilation step (C, C++, Java, Go) we compile each submission and remove (s 1 , s 2 ) if compilation fails. Scripting languages are checked for syntax errors using special "syntax-check only" modes supported by all interpreters in question. We would like to note that a similar approach (i.e., only keep submissions with syntax errors) could be applied to obtain a dataset of syntactic bugs. This is, however, not within the scope of this work.

Pre-processing (ensuring executability) Most submissions do not require pre-processing. However, we found that a large number of Python submissions where written for Python 2. We use the 2to3 utility to automatically convert all Python 2 submissions to Python 3 compatible code (e.g., replacing raw_input() with input()). In order to ensure compatibility with recent versions of Python we take account of a change introduced in Python version 3.9 in which the gcd function was moved from the fractions to the math module.

Execution (ensuring executability)

We execute all remaining submission on all test cases belonging to the corresponding problem. We record the result of the execution, in particular, the program's output and error messages in case of error. All executions are done within a sandbox that protects the host system from possible malicious code. Our sandbox is based on bwrap 2 which is also used by Flatpak, a package distribution and management system for Linux. We configure bwrap in such a way that submissions cannot a) connect to a network or the Internet, b) write or read files from a user's home directory and c) read only a number of pre-defined system files that are required for program execution (e.g., compiler and interpreter executables, standard libraries etc.) . The following versions of compilers and interpreters are used: a) GCC 11 for C and C++, b) CPython 3.9 for Python, c) CRuby 3.0 for Ruby, d) OpenJDK 17 for Java, e) PHP 8.1.2, f) Go 1.18.1 and g) NodeJS 12.22 . If submission execution does not complete within 3 seconds it is aborted and marked as "timed out". We also restrict the amount of available memory to 512 megabytes by either limiting a process' virtual memory through the operating system or by setting an appropriate VM/interpreter parameter (JVM, NodeJS). In total, we recorded over 130 million executions; this took several weeks. Submission and test case filtering after execution (curation) Executions serve as basis for further filtering. We remove any pair (s 1 , s 2 ) if a) s 1 passes all test cases or times out on any test case or b) s 2 fails any test case or times out on any test case. Moreover, we filter out test cases that a) have an overall pass rate below 45% or b) have a timeout rate above 12% (i.e., more than 12% of submissions time out if fed the test case's input). When choosing these thresholds we tried to find a good balance between keeping as many tests as possible and filtering out tests with low pass or high timeout rates. We found 45% and 12% to provide good trade-offs. The distributions of the pass and timeout rates (Figure 8 in the appendix) may further elucidate the choice of these thresholds.

Generating test cases using execution (ensuring executability) Even after adding all test cases from the description files and from AlphaCode's CodeContests some problems remain with no or very few test cases. For these problems we generate additional test cases in a semi-automatic way. For each problem, we write a script that generates random inputs (adhering to the problem specification). We than sample 10-15 (depending on the problem) random correct (according to the online judge) submissions to which we feed the generated input. If all sampled and correct submissions yield the same output we consider the output to be correct and add it, together with the generated input, to our list of test cases. This way, we generate over 600 additional test cases for 111 problems.

Labeling (curation)

We automatically label filtered bugs, that is buggy/fixed submission pairs (s 1 , s 2 ), with one or more labels. Our labeling system is rule based. We parse both s 1 and s 2 using the TreeSitter parsing library 3(which supports all languages in our dataset). We then find all nodes in the parse trees affected by changes between s 1 and s 2 (i.e., a specific node was added, removed or replaced). This is done by first tokenizing both s 1 and s 2 and then calculating a LCS-based token-level diff. For each changed, inserted or deleted token we then lookup the corresponding node in the parse tree. Next, the changed nodes are matched against a set of manually written rules. Each rule, if matched, marks the bug with a corresponding label. For instance, say, a break statements was added to a loop in s 2 to fix the bug in s 1 . The set of changed nodes will be a singleton set containing only a node of type statement_break. A matching rule is found: it matches because a) a node was added and b) the node is of type statement_break. Consequently, the bug is labeled with control_flow.break.add. Labels are hierarchical, that is, are grouped with common prefixes. For example, all control flow related labels (e.g., breaking out of a loop, skipping an iteration, adding or removing a if-else branch) share a common prefix (see Figure 14 in the appendix for a diagrammatic overview of the label hierarchy). Since parse trees can differ between languages, the same rule must often be implemented for different languages. Our "change taxonomy" contains 136 different leaf labels and 16 stem labels (i.e., prefixes). In some cases, changes are of "singular kind" and not matched by any rule. This is the case for roughly 9% of submissions. On average, each bug is labeled with 2.3 labels; 25% of data instances have one label, 26.8% two.

Excluding flaky submissions (curation) Previous work has found flaky tests to negatively affect bug localization and to lower repair success [START_REF] Qin | On the Impact of Flaky Tests in Automated Program Repair[END_REF]. We check all submissions in the test and validation sets for flakiness, that is, whether they randomly change output upon repeated execution. To this end, we run all fixed submissions belonging to these sets several times (at least five times). If any run fails to pass all test cases it is considered flaky and consequently removed from the dataset. We find that the main source of flakiness are memory errors in C and C++ (e.g., double free or invalid memory access). In a single Python submission, flakiness came from improper use of pseudo random numbers (without seeding).

Data splitting (benchmarking) In order to allow an apples-to-apples comparisons we split the data into pre-defined train, test and validation sets that future users of the dataset ought to use. Most submissions are written in C++ and Python. However, to counter balance the overweight of these languages we make sure that in the test set the language distribution is more balanced. In the test set, the ratio between the most and least dominant languages (C++ and Python versus Go, JavaScript and PHP) is roughly 10x, while this ratio is over 100x in the overall data. As mentioned previously, each submission is associated with an anonymized user id. We split the data in such a way that multiple dataset instances belonging to the same problem and user are never split across different sets.

We decide to split across the problem dimension. That is to say, submissions solving a given problem are divided among the three sets. Because these submissions solve the same problem they might bear a certain similarity (below the deduplication threshold). We chose this setting as one of the central ideas of APR is to "transplant" correct code into buggy code. In a way, we test an APR system's ability to learn and pick up fix patterns from the training set and apply them to the test set. This is to some extent analogous to the plastic surgery hypothesis [START_REF] Earl | The Plastic Surgery Hypothesis[END_REF] in that the fix ingredients can be learned from programs in the training set.

An alternative that we considered would be to emphasize generalization further, by having only unseen problems in the test set. However we thought this setting would have been too challenging for the current state of APR/NPR. We plan to realise a follow-up dataset using this alternative format in the future, on performance on RunBugRun starts to saturate.

Deduplication (curation) While we have submission to the same problems in the training and test sets, we still want to avoid data leakage. To do so, we take the following deduplication measures: a) we remove all exact duplicates (ignoring whitespace) from the entire dataset and b) we remove cross-set near duplicates between the training and the test set as well as between the training and the validation set. We use trigram similarity to efficiently find near duplicates on hundred of thousands of submissions in eight different programming languages.

Baselines (benchmarking)

In order to give future users of the dataset a reference point in terms of expected performance we provide two simple baselines: a NPR system based on CodeT5 [START_REF] Wang | CodeT5: Identifier-aware Unified Pre-trained Encoder-Decoder Models for Code Understanding and Generation[END_REF] as well as a G&V baseline. As G&V baseline we choose Cardumen [START_REF] Martinez | Ultra-Large Repair Search Space with Automatically Mined Templates: The Cardumen Mode of Astor[END_REF] because it is one of the most successful G&V systems on QuixBugs [START_REF] Ye | A comprehensive study of automatic program repair on the QuixBugs benchmark[END_REF], a benchmark that is similar to our dataset in terms of code type and bugs (i.e., simple bugs in algorithm implementations). Please refer to Section 5.2.1 on methodological details of our evaluation.

Results & Discussion

Our dataset contains over 450,000 bugs, that is buggy/fixed program pairs derived from submissions to programming contest websites. Each bug is associated with i) a unique bug identifier ii) a language identifier (e.g., java), iii) one or more optional labels (9% of bugs do not not fall into an existing label), iv) a set of test cases in the form of input/output pairs, v) zero or more error messages raised by the buggy program (see Figures 1,12 and 13).

We investigate the main research questions: RQ1. Dataset Statistics: Here we want to find out what the most important key figures of the dataset are. To put it bluntly, we want to know "what's inside". In particular, we try to answer the following: RQ1.1. How are languages distributed? RQ1.2. What is the distribution of the number of changes? RQ1.3. What are the most common bug labels? RQ1.4. What are the most common errors and exceptions that occurred during test executions. RQ2. Baselines: The second research question is concerned with baseline performance. The goal is to provide future users of our dataset with a yardstick by which their tools' performance can be measured. Finally, for our NPR baseline, we want to find out if fixes can be learned in one language and applied to another (i.e., transferred). This is particularly important in view of the uneven language distribution where there are large amounts of data for some languages (e.g., C++ or Python) and very small amounts for others (e.g., PHP or Go). In more detail, we ask: RQ2.1. How well do the selected baselines perform on the dataset? How does the performance vary across languages and number of changes/hunks? RQ2.2. How does performance vary across labels and what are the strengths and weaknesses of the NPR and G&V baseline, respectively? RQ2.3. How well do bugs transfer from one language to another, i.e., how well can we learn bugs in one language and fix them in another one? RQ2.4. How does the number of generated candidates affect performance? Our dataset contains eight different languages (C++, C, Python, Java, Ruby, PHP, JavaScript, Go). Unfortunately, there is a disproportionate number of submissions written in C/C++ and Python and very few submissions for PHP, JavaScript and Go. To counteract this imbalance, the test set contains, relatively speaking, a larger percentage of underrepresented languages (at least 1,000 instances). As we show in a later section, modern NPR models are able to learn fix patterns in one language and apply them to other languages (RQ2). Thus, despite this imbalance, we think that our dataset is an important contribution to future polyglot APR systems. Figure 4 shows the language distribution in the training, test and validation sets. C++ and Python are the most common languages, with over 100,000 instances in the training set, followed by C with over 23,000. In terms of size, Java and Ruby are in the mid-range with over 8,000 and 13,000 instances in the training set, respectively. PHP and JavaScript both have training sets of slightly below 1,000 instances, Go slightly above.

Answer to RQ1.1

The language distribution is heavily skewed towards C/C++ and Python. JavaScript, Go and PHP are the least frequent languages. We compensate this imbalance by increasing the proportion of low-frequency languages in the test set such that the ratio between the most and least frequent language is roughly 10x (this ratio is approximately 125 is the overall data).

Number of Changes (RQ1.2)

As previously said, the number of changed language tokens between the buggy and the fixed version of a dataset instance ranges between 1 and 6. The number of instances with a specific change count decreases as the number of changes increases. While in almost one third of cases there is a difference of a single token we see changes with six tokens in only 8.6% of the data. The median number of changes is 2 for all languages except JavaScript and Python for which the median is 3. Figure 5 shows how the number of changed tokens distributes in the data. We observe a similar distribution for line hunks, that is the number of consecutive blocks of lines with changes. Roughly 75% of bugs are single-hunk bugs. 20% of changes include two hunks, only 5% more than two hunks (i.e., 3-6 hunks).

Answer to RQ1.2

Almost 30% of bugs in the dataset require only a single token change to fix. The higher the number of changes, the lower the proportion of data with that number of changes. Only 25% of bugs require multi-hunk changes.

Bug Labels (RQ1.3)

As described earlier, we use a rule-based method to automatically label all bugs. A bug can have multiple labels and labels are hierarchical. For instance, if, to fix a bug, it is necessary to change an if-condition, the label control_- 14).

Most frequent labels Table 2 provides an overview of the most frequent labels grouped by language. There is relatively little variation across languages. In six out of the eight languages, bugs that require changing function or method call arguments are at the top (call.arguments.change). In the other two languages (C++ and Go), changes to if-conditions are most frequent. Overall, this type of bug is very common and is among the top-four most frequent change types for all languages. These results are consistent with previous studies. In particular, Pan, Kim, and Whitehead [START_REF] Pan | Toward an Understanding of Bug Fix Patterns[END_REF], after analyzing bug fix patterns in seven large Java open-source projects found fix patterns relating to method calls and if-conditions to be the most common ("method call with different actual parameter values" and "change in if conditional").

The label io.output.change is among the six most frequent labels for all but one language (Ruby). This label is assigned if changes are made that alter a programs output (e.g., changing a print format string or adding or removing a print()/printf()/puts() call). Changes to literals (integers or strings) are also common, appearing in the top six list for five languages. Finally, we observe that the most frequently modified operators are comparison operators (expression.operator.compare.change). For an overview of all labels please see Figure 14 in the appendix.

Answer to RQ1.3

Changes to method and function call arguments and if-conditions are the dominating bug types in all languages. This is in line with previous work. Also frequent are changes to literals as well as output-altering changes (e.g., print calls or format string changes). The most commonly changed operators are comparison operators (e.g., <,>=, !=).

Errors & Exceptions (RQ1.4)

What is an error? As stated earlier, we run all dataset programs on all test inputs. A program might either a) output the correct answer, b) output a wrong answer, c) timeout or d) produce a runtime error. It is not always clear-cut whether an error occurred during program execution. We resort to a simple heuristic and declare an execution to have produced an error if either a) the execution terminates because of an operating system-level signal (e.g., SIGSEV or SIGABORT) or b) the program outputs to standard error (i.e., stderr) and indicates failure by returning a non-zero exit status. Programs may produce an error and still output the correct answer to standard output. In this case the correct output is ignored. For languages that consistently handle errors with exceptions we are able to extract the exception name and to calculate exact frequencies of occurrence. Such languages include Python, Ruby and Java.

For C++ and JavaScript, errors might not always contain an exception type. We report all exceptions found in error messages. The PHP interpreter outputs warnings and errors to standard output instead of standard error. This makes determining errors difficult and unreliable. Our analysis of PHP errors is thus limited to matching program output against common patterns of error messages. Determining errors is more reliable for C/C++ and Go. However, because these languages do not have an exception system (or in the case of C++ often fail without throwing an exception) we likewise resort to matching error messages against a set of common message patterns. Figure 6 shows a Python bug in our dataset that raises a TypeError. Table 3 lists the most common exceptions that were thrown during execution, along with relative frequencies. Dynamic languages For Python, Ruby and JavaScript, the most frequent exception types are related to the dynamic nature of these languages. Such errors include a) referencing undefined variables, methods, functions or attributes (NameError, ReferenceError, NoMethodError, AttributeError) and b) type errors (TypeError). In Python, similar to Java, index and key errors caused by out-of-bounds access of arrays or maps/dictionary lookups with invalid keys are relatively frequent (roughly 17%), while they occur less often in Ruby and JavaScript (less than 1%). The probable reason for this difference is likely that Python raises an exception for out-of-bounds accesses and lookups while Ruby and JavaScript return a null value (nil in Ruby, undefined in JavaScript). For PHP we identify a similar pattern: the most frequent error message is "Use of undefined constant" caused, for instance, by referencing undefined variables. Argument errors are another frequent group of errors in PHP programs (caused by, e.g., passing the wrong number or the wrong type of arguments to function calls). Unfortunately, due to above mentioned limitations, we cannot reliably quantify error frequencies for PHP.

Static languages C/C++, Go and Java are all static languages. Name errors are caught during compilation and thus cannot occur at runtime. For Java, C++ and Go we find errors related to out-of-bounds access to be the dominating type. In Java, the top three exception types are all related to invalid bounds and account for over 50% of all thrown exceptions. Similarly, for C++ std::out_of_range is the most frequently thrown exception. Since array access in C/C++ is very often unchecked (in which case the program crashes without throwing an exception) the number of bounds-related bugs might actually be higher. Finally, error messages for Go paint a similar picture. Here, 71% of error messages matched the pattern index out of range and 6% slice bounds out of range.

With only 2.59%, the frequency of NullPointerExceptions occurring during execution of Java programs is surprisingly low; previous work found that in Android applications up to 27.7% of crashes are related to this type of error [START_REF] Coelho | Exception handling bug hazards in Android[END_REF].

Memory errors C and C++ are unsafe languages with manual memory management. As expected, we see a large number of memory related issues during execution of programs written in these languages. For C++, we find keywords such as malloc, free(), double free, invalid pointer or stack smashing in over 30% of cases. This is even higher for C, where over 90% of error messages contain one of the above keywords. However, since C does not have an exception system and memory issues are among the few errors that are reported to standard error, these numbers are to be taken with a grain of salt. Since memory access is usually not checked in C (and not always in C++) memory errors can have various causes, among others, also invalid bounds.

Answer to RQ1.4

The types of errors and exceptions strongly depend on whether a language uses static or dynamic typing. For dynamic languages (Python, JavaScript, Ruby, PHP) variable or method name resolution errors are most frequent. For static languages (C/C++, Java, Go) the majority of errors are related to invalid bounds. Memory errors are common for C++ and especially C. As far as dynamic languages are concerned, we notice that the line between syntactic and semantic program repair is rather blurry as many static-language errors (i.e., compiler errors) handled by syntactic repair here occur at runtime (e.g., use of an undefined variable, method or function). 

Baselines (RQ2)

As previously stated, we evaluate the dataset on a NPR and a G&V baseline. The neural baseline is based on CodeT5 [START_REF] Wang | CodeT5: Identifier-aware Unified Pre-trained Encoder-Decoder Models for Code Understanding and Generation[END_REF]. For the G&V baseline we rely on Cardumen [START_REF] Martinez | Ultra-Large Repair Search Space with Automatically Mined Templates: The Cardumen Mode of Astor[END_REF]. The goal of this evaluation is to provide future users of this dataset with a point of reference with respect to the performance they can expect from their tools.

Evaluation

For the NPR baseline, we used HuggingFace's transformers library [START_REF] Wolf | HuggingFace's Transformers: State-of-the-art Natural Language Processing[END_REF] to fine-tune the publicly available codet5-small model checkpoint on the training set. We frame the repair process as a seq2seq translation problem (from buggy to fixed), that is, the model learns to jointly localize and repair defects. Consequently, we do not use bug location markers (like e.g., SequenceR [START_REF] Chen | SequenceR: Sequence-to-Sequence Learning for End-to-End Program Repair[END_REF]) nor assume perfect localization. We train for five epochs using a learning rate of 1e-4, two gradient accumulation steps and a batch size of 16 on a single NVIDIA RTX 3090 with 24GB of memory. For inference (i.e., test set evaluation), if not specified otherwise, we produce five outputs per instance (i.e., five candidates) employing beam search with six beams. Previous work suggest that for the task at hand beam search should be preferred over greedy decoding [START_REF] Mahim | FixEval: Execution-based Evaluation of Program Fixes for Programming Problems[END_REF]. To estimate the effect of the number of candidates on performance, for a single experiment we generate up to ten candidates per bug (Figure 7). During training and inference we prefix all submission with a special language identification token (e.g., <python>). This idea is taken from PLBART [START_REF] Wasi Uddin | Unified Pre-training for Program Understanding and Generation[END_REF], a successful multi-language code model.

Cardumen can only deal with bugs in Java code and requires JUnit test cases. We automatically translate all test cases into JUnit4 tests and only test on Java bugs in the test set. In order to be able to run Cardumen on thousands of programs we had to reduce the maximum running time to 10 minutes and the number of generations to 100 (maxtime 10 -maxgen 100). This is an unusually low time budget for a G&V tool where time budgets are often in the range of hours [START_REF] Martinez | Ultra-Large Repair Search Space with Automatically Mined Templates: The Cardumen Mode of Astor[END_REF]. The long running time of G&V systems has been raised as a issue in previous work [START_REF] Noda | Experience Report: How Effective Is Automated Program Repair for Industrial Software?[END_REF]. It not only limits the practicality of G&V approaches, but also makes it very difficult to evaluate these tools on a large number of bugs.

For fault localization we rely on ASTOR's 4 new Flacoco [START_REF] Silva | FLACOCO: Fault Localization for Java based on Industry-grade Coverage[END_REF] fault localization engine instead of GZoltar [START_REF] Campos | Gzoltar: an eclipse plug-in for testing and debugging[END_REF], as the latter is incompatible with recent Java versions.

Baseline Performance (RQ2.1)

G&V baseline Cardumen successfully (i.e., plausibly) fixed 157 of the roughly 3,300 Java bugs. This result is rather disappointing. However, as was stated previously, in order to handle such a large number of bugs, we had to cut the time budget to an unusually low value. Also note that G&V systems operate under the redundancy assumption, that is, the assumption that the correct ingredients for a fix can be found in the program under repair. Since here we are dealing with very small programs, there is little or no redundancy. This problem has been discussed in previous work [START_REF] Ye | A Comprehensive Study of Automatic Program Repair on the QuixBugs Benchmark[END_REF].

NPR baseline

The NPR model based on CodeT5 performed surprisingly well and plausibly repaired 59.8% of submissions (across all languages with five candidates per bug).

Performance & number of changes We calculate Pearson's r between the number of changes (changed tokens) and baseline performance (plausibility rate). As expected, we find a significant negative correlation for both baselines, that is, performance decreases with an increasing number of changes. With r = -0.996 this correlation is stronger for the neural baseline that for the G&V baseline where r = -0.6823. Performance of the neural baseline ranges from 68.7% for single change fixes to 42.8% for fixes that require six token changes (with five candidates per bug); for the G&V baseline these numbers are 2% and 0.09%, respectively (on Java bugs only).

Performance across languages Cardumen, our G&V baseline is a Java-only tool. We thus focus on our NPR baseline. First, with r = 0.33 we see a moderate correlation between the number of training samples and performance for a particular language. Performance (i.e., plausibility) with five candidates per bug is best for Python (69%), followed by C (64%) and Java (62%); the hardest languages were Ruby (47.6%) and Go (47.8%). Please refer to Table 5 for more details.

Answer to RQ2.1

With barely 5% of plausibly fixed bugs, Cardumen, the G&V baseline, fared rather poorly. In contrast, the NPR model based on CodeT5 performed surprisingly well and plausibly fixed close to 60% of bugs. As expected, performance is lower for more complex bugs (higher token change count). Performance is best (> 60%) for C, Python and Java while Ruby and Go bring up the rear (< 50%).

Performance across Labels -Strengths & Weaknesses (RQ2.2)

Bug labels allow us to perform a per-label analysis. We consider two types of analyses. First, we calculate per-label plausiblity rate. This shows the rate at which specific labels are fixed. Second, we provide a weak and strong point analysis. Here, we calculate the plausiblity of a specific label relative to its frequency in the dataset. We call this the r value of a label. The corresponding section below describes in more detail how r values were obtained.

Performance across Labels We start by looking at the overall performance of CodeT5 over each label with a support of 30 or more in the test set (specifically, the percentage of plausibly fixed bugs that have a given label), and aggregate it into categories. On fine-grained labels, the performance ranges from 90% or more (adding unary references, adding php tags), to less than 20-25% (adding continue keyword or changing some operators), showing ample variations between different types of bugs. If we aggregate into our labels into top-level categories (Tabel 4), we see that categories related to variables (identifiers, 52%; assignments, 48%; variable access, 40%) seem to be underperforming (with the exception of variable declarations, 66%). Function return values and preprocessor categories also underperform (34%). The control_flow category (58%) is slightly worse than the average over all bugs (60%), while function calls (63%), literals (66%), input/output (76%), and type conversion (81%), on the other hand, are overperforming. Of note, the bugs that are as yet unlabelled have a performance slightly lower than the average (53%), indicating that the "long tail" of unlabelled bug is more challenging overall.

Note that the performance is not very correlated to the amount of data (assuming the distribution on the train set is equivalent). It is only 0.09, indicating that others factors are at play, such as the inherent difficulty of individual labels (e.g. php_tag is the highest performing label, but is somewhat rare).

For Cardumen, we see that many labels have no plausibly fixed bug at all. These labels include adding function or method calls, adding missing newlines to strings or adding type conversions. The most successful labels were related to operators. Removing operators had the highest plausibilty rate at almost 12%, changing arithmetic operators 9%.

Next, we formalize the analysis to detect weak and strong spots, taking into account the size of the data. Strengths & Weaknesses We use the following approach to detect such weak and strong spots. Let f (L, l) be the relative frequency of label l relative to labels in the multiset L. Then, for each label l of a plausibly fixed bug (from the test set) we calculate the quotient r l = f (L plausible , l) f (L test , l) where L test is the multiset of all labels in the test set and L plausible is the multiset of all labels in the set of plausibly fixed bugs. We sort all labels in L plausible according to r l . We consider the top-k (we use k = 5 in our analysis) labels "strong spots", the bottom k labels as "weak spots". Generally, r 1 indicates a strong spot, while r 1 a weak spot. To get reasonably reliable numbers, we calculate and analyze r l only for labels with an absolute frequency in the test set of 30 or more.

Strong points For our NPR baseline the label with the highest r-scoreis expression.operation.unary. reference.add. This label is assigned if fixing the bug involved adding a reference operator in C, C++, Go, e.g., scanf("%d", &mnt[i]);. Other strong points are:

• changing the case of string labels (e.g. System.out.println(m + "X""x" + x + "=" + x * m), • adding missing PHP tags (<?php),

• replacing an assignment operator with a comparison operator (e.g., if (a[1] === 3)),

• adding a type conversion (e.g., cout << (int)money << endl;),

• changing variable declaration types (e.g., intlong long a, b;) and finally • changing an if-branch to an else-if-branch (elif y == base:).

For Cardumen, bug fixes involving an operator inversion where fixed most successfully,e.g., changing < to >, != to == etc., followed by bugs that require the removal, replacement or change of simple binary operations (e.g., long remainder = x % 11 * 2;, System.out.println(n * a1); and System.out.println(10 * b * + a + c);).

Weak Points

The largest weak spot of the NPR baseline is adding if-branches, (e.g., if j < m:), as well as adding missing continues in loops. While the label for changing string literals is among the 15 labels with the highest r, the model seems to struggle with integer literals, likely because such changes are often quite specific without general rules (e.g., #define N 20000002). Changes of integer literals often occur inside array dimension declarations or assignments (e.g., int P[1011];). Labels for these two changes, that is, adding, changing or removing assignments or changing array dimensions had similarly low r values.

Due to the relatively bad performance of Cardumen, many labels have no fix at all. We see, for instance, that Cardumen failed to fix any bug that requires adding a method or function call. Among the plausibly fixed bugs there were also none that involved the addition of a type conversion. It also showed bad performance fixing buggy for-loop initializers or conditions.

Answer to RQ2.2

The CodeT5 model is good at fixing specific operator bugs (missing reference operator or use of = instead of ==) as well as numeric type conversions and declarations of the wrong (numeric) type. The model seems to struggle with certain control flow bugs requiring the insertion of a continue keyword or a new if-branch. Most of the plausibly fixed bugs by Cardumen involve some form of simple expression modification, such as inverting comparison operators or swapping arithmetic operators. Outside this class of simple bugs, Cardumen has trouble with many types of bugs, for instance it fails to fix any bug requiring the addition of a function call or a type conversion.

Knowledge Transfer between Languages (RQ2.3)

Generally speaking, knowledge transfer occurs when a model is able to apply to a task knowledge it learned from another task. This strategy is particularly useful in cases where data is scarce for a particular task but not for a similar other task. For instance, in order to improve machine translation performance for languages with low dataavailability Zoph et al. [START_REF] Zoph | Transfer Learning for Low-Resource Neural Machine Translation[END_REF] first trained the model on a related "high-resource language" (i.e., a language with high data availability). Recent work suggests that a similar approach can be viable for low-resource programming languages in a variety of software engineering tasks (e.g., code summarization or function naming) [START_REF] Ahmed | Multilingual Training for Software Engineering[END_REF]. Here, we are interested in the question of whether bugs and their fixes can be transferred from one language to another. In particular, we want to find out if models for fixing bugs in languages with little data (e.g., PHP or Go) can benefit from training on other languages with copious data (e.g., C++ or Python). To estimate this knowledge transfer effect between languages we train 17 NPR models with a different training regimen. One model is trained on the entire training set (i.e., all languages). Then, for each of the eight languages l, we train two more models, one with no training instances of language l and one with only instances of languages l.

Results are shown in Table 5. The language column specifies the test language, the all column shows the result when trained with the entire training set (all languages), the no column when trained on all training instances not in the test language and the only column when trained only on training instances of the test language. E.g., when the test language is JavaScript, the no column shows performance when trained on all training data samples not in JavaScript while the only column shows performance when trained on JavaScript training samples only.

Across all languages, the plausibility rate is higher on the model trained on all languages, indicating that there is some form on knowledge transfer in all cases. We see that languages with small training sets benefit most from crosslanguage training (Go, PHP, JavaScript). Conversely, for languages with large training sets (C++, Python) this gain is much smaller (1-2%).

For Java, C, PHP and JavaScript training on all other languages yields higher results than training only on the language itself. For PHP and JavaScript this is likely attributable to their very small training sets. For Java and C we conjecture that this might be due to the languages' similarity to C++ (i.e., similar syntax and types). Using the example of Java, given this similarity, the model might learn more bugfix patterns from over 250,000 C/C++ bugs (plus other non-Java languages) than from 13,000 Java bugs, despite the language difference.

Answer to RQ2.3

We clearly see some knowledge transfer between different programming languages. This transfer effect is larger for languages with small training sets. This result provides preliminary evidence that languages with low dataavailability can benefit from training data in different languages.

Number of Candidates in NPR (RQ 2.4)

In our experiments with the NPR baseline we generated five candidates per bug. This number tries to balance the computational cost of code generation with a decent number of candidates. However, the question inevitably arises how performance would change if we generated less or more candidates. To answer this question, for the model trained on all languages, we generate and evaluate up to 10 candidates. Figure 7 shows performance (plausiblity rate) for 1 to 10 candidates per bug. With a single candidate, performance drops to 46.13%, while it raises to 64.33% with 10 candidates. However, doubling the computational cost from 5 to 10 candidates yields a relative performance improvement of only 7.5%. Our online supplement contains a graphical visualization of candidate evaluation results (see Table 6 in the appendix).

Answer to RQ2.4

When generating a single candidate per bug, the overall plausibility rate is only 46%. This number increases to over 64% with 10 candidates per bug. However, relative improvement diminishes as the candidate count is increased.

Discussion

Based on the results of the baselines, we can conclude that there is ample room for improvement, with different challenges to address for each kind of approaches.

Challenges for G&V approaches. The performance of our G&V baseline, Cardumen, is rather disappointing. However there are at least two factors to take into account: the time budget was rather constrained, and the search space for ingredients was very limited due to low redundancy in submissions. Relaxing both constraints would probably improve performance. The time constraint emphasizes an existing issue with G&V approaches: they can be very slow, which hampers their evaluation at scale. Taken together, these two factors point toward the need for more efficient search approaches in APR, if they are to be competitive with NPR approaches. The second challenge for G&V approaches is their language-specificity: we could only run Cardumen on the Java portion of our benchmark. This did alleviate the scaling issue as it reduced the size of the test set by an order of magnitude. However the lack of language independence is still a major limitation, compared to the straightforward support this has in NPR approaches.

Challenges for NPR approaches. We were pleasantly surprised by the performance of the NPR baseline. This showed both that the benchmark is at an accessible level of difficulty, but also that there is significant room for improvement: more than 40% (35% with 10 candidates) of the bugs can not be repaired by our straightforward baseline. More than that, we can expect that the 40% of remaining bugs will be more challenging. The performance of the NPR approach is very correlated with the size of the bug fix (much more so than the G&V approach), indicating that the NPR approach works well for the "simpler" bugs, but not so well for the more complex bugs. This is also reflected in the labels were the model was the most and least successful: the strongest points were simpler fixes to, e.g., operator usage, while the weakest points concerned issues relating to the program's control flow.

Leveraging transfer learning. We found very encouraging results from transfer learning. These results explain the lower than expected negative correlation between training set size and performance: a small training set is not as much of an issue when it is possible to learn from similar languages (or similar problems in other languages), and it opens up possibilities to apply NPR techniques to languages that are less popular. Thus, further research should be conducted in defining models that exploit data from other languages more efficiently than our baseline does. On the other hand, perhaps there is a limit to the effectiveness of transfer learning: it is possible that for bugs that are more complex, or that use more exotic language features (e.g., keyword arguments in Ruby), transfer learning will be less effective.

Leveraging execution data. So far, we have provided performance numbers for baselines that leverage static data only. We have not used at all the execution data that we have collected as a learning signal. We think that exploiting this signal would significantly improve model performance. Simply making available to the model the type of runtime error to fix (e.g., a NullPointerException) would be a very precious hint as it should scope down the problem. Similarly, knowing that the issue is not a runtime error but a different issue (e.g., a wrong calculation) would also help to scope down the problem. Further down the line, knowing more information about failing test cases could be very valuable to NPR models.

Towards hybrid approaches? Another avenue that would leverage execution data would be to provide feedback to the model about the repair attempts. Approaches such as RewardRepair [START_REF] Ye | Neural Program Repair with Execution-Based Backpropagation[END_REF] are first steps in this direction; however RewardRepair is limited by the amount of training data with actual execution information. One could imagine multiple variants of these approaches. These could constitute hybrids between classical G&V approaches and NPR approaches: an NPR approach could generates patches, which are executed to ensure they are plausible; if not,Wird nicht funktionieren. the NPR approach could be called multiple times until the test passes. ARJANMT [START_REF] Li | Improving Search-Based Automatic Program Repair With Neural Machine Translation[END_REF], a G&V-NPR hybrid, for instance, uses an NPR model as source for further ingredients. Allowing such systems to further exploit execution information could make them more efficient. NPR systems could also be extended in other ways, for example by feeding them data from previous executions, perhaps using mechanisms similar to "scratch pads" [START_REF] Nye | Show Your Work: Scratchpads for Intermediate Computation with Language Models[END_REF] or by allowing them to use tools, like the Toolformer [START_REF] Schick | Toolformer: Language Models Can Teach Themselves to Use Tools[END_REF].

Evolving the benchmark. Evolving RunBugRun is possible in the future. Should performance on the benchmark start to saturate (e.g. exceeding 95%), progress will become more difficult to measure. If this happens, we see several ways to make the task more challenging:

• RunBugRun features bug fixes ranging from 1 to 6 tokens in size. We expect more rapid progress on smaller changes. An updated version could feature larger bug sizes instead, or reduce the weight of the smallest bug fixes. • Similarly, we expect that some bug categories will be solved faster than others. An updated version of RunBugRun could filter out such categories, or increase the weights of the most challenging categories. • A third possibility is to augment the number of programming languages, adding less popular languages for which there will be less data to learn from, to further incentivize models that leverage transfer learning. Another option is to simply limit the number of bugs in the training to incentivize more sample-efficient models. • Finally, to place more emphasis on the ability of models to generalize to new problems, the way the benchmark is split could be changed, so that problems included in the test set are not included in the training set, or vice versa.

Limitations, Biases and Threats to Validity

Limited scope The dataset consists of short implementations of solutions to algorithmic problems. There is a significant difference between the program code in the dataset and the code of larger software projects which might contain complex class hierarchies, UI-related code, large numbers of methods, functions and code files, dependencies on software frameworks and libraries, build scripts and so on. While there is some discrepancy between these two types of code, according to our findings the distribution of bug types in our dataset is similar to the distribution of bugs in open-source projects, as studied in previous work [START_REF] Pan | Toward an Understanding of Bug Fix Patterns[END_REF]. Moreover, as we have pointed out earlier, simple programs allow for very efficient execution and facilitate a large range of experiments. Also, many bugs in large projects are too complex for current APR systems (especially bugs that require multiple changes or that span multiple methods and files). Thus, we believe that the presented dataset is an interesting testbed for important next steps on the path to being able to tackle bugs in complex software systems.

Lack of diversity

The test set contains programs solving 2,693 different problems. Because solution programs to the same problem inevitably bear a certain similarity the variety of code and consequently the variety of bugs is, to a certain degree, limited. We mitigate this issue by providing bug labels such that the different types of bugs and per-type performance can be better understood.

Tokenization We implemented tokenizers for all eight languages. We tried to correctly tokenize a large portion of the corresponding language specification. However, perfectly tokenizing all eight languages according to its specification would require a huge engineering effort way beyond the scope of this work.

Labeling To label bugs we manually created a set of rules that match certain patterns in the parse trees. Such rules are often language specific due to differences in the parse tree format or language features. We tried our best to cover a large number of changes. However, we cannot fully exclude that an import class of changes is not adequately captured. Unfortunately, existing solutions such as GumTree [START_REF] Falleri | Fine-grained and accurate source code differencing[END_REF] do currently not support all languages in our dataset.

As existing tools are steadily improving and implementing support for more and more languages, we hope to be able switch to such a more robust and sophisticated tool in the future.

Plausibility vs correctness Manual patch correctness assessment is tedious and inefficient. With PATCH/TEST-SIM [START_REF] Xiong | Identifying patch correctness in test-based program repair[END_REF], DiffTGen [START_REF] Xin | Identifying test-suite-overfitted patches through test case generation[END_REF] and RGT [START_REF] Ye | Automated patch assessment for program repair at scale[END_REF] there are efforts to automate this task. Nonetheless, manual assessment is still common practice. With the size of the test set numbering in the thousands, however, manual assessment is no longer feasible with reasonable effort.

Many tests in our dataset were taken from the dataset used to train and evaluate AlphaCode [START_REF] Li | Competition-Level Code Generation with AlphaCode[END_REF], a deep learning model that is able to synthesize entire solution programs given a problem description. The authors estimate that 4% of change [START_REF] Nye | Show Your Work: Scratchpads for Intermediate Computation with Language Models[END_REF] remove [START_REF] Noda | Experience Report: How Effective Is Automated Program Repair for Industrial Software?[END_REF] remove [START_REF] Lutellier | CoCoNuT: Combining Context-Aware Neural Translation Models Using Ensemble for Program Repair[END_REF] change [START_REF] Liu | A Critical Review on the Evaluation of Automated Program Repair Systems[END_REF] visibility rename [START_REF] Gyimesi | BugsJS: A Benchmark of JavaScript Bugs[END_REF] change [START_REF] Lin | QuixBugs: A Multi-Lingual Program Repair Benchmark Set Based on the Quixey Challenge[END_REF] change [START_REF] Le | The ManyBugs and IntroClass Benchmarks for Automated Repair of C Programs[END_REF] add [START_REF] Gupta | Synthesize, execute and debug: Learning to repair for neural program synthesis[END_REF] remove [START_REF] Durieux | IntroClassJava: A Benchmark of 297 Small and Buggy Java Programs[END_REF] add [START_REF] Goues | GenProg: A Generic Method for Automatic Software Repair[END_REF] change [START_REF] Goues | GenProg: A Generic Method for Automatic Software Repair[END_REF] change [START_REF] Forrest | A Genetic Programming Approach to Automated Software Repair[END_REF] replace remove [START_REF] Campos | Gzoltar: an eclipse plug-in for testing and debugging[END_REF] add [START_REF] Bender | On the Dangers of Stochastic Parrots: Can Language Models Be Too Big?[END_REF] replace add [START_REF] Campos | Gzoltar: an eclipse plug-in for testing and debugging[END_REF] remove [START_REF] Bender | On the Dangers of Stochastic Parrots: Can Language Models Be Too Big?[END_REF] add [START_REF] Bender | On the Dangers of Stochastic Parrots: Can Language Models Be Too Big?[END_REF] remove ( 6 
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 3 APR needs a curated and labelled dataset-and execution helps # General information about the project. project = u'GitPython' copyright = u'Copyright (C) 2008, 2009 Michael Trier and contributors, 2010 -2015 Sebastian Thiel' # The version info for the project you're documenting, acts as replacement for # |version| and |release|, also used in various other places throughout the

Figure 3 :

 3 Figure3: A fix from the TSSB-3M dataset[START_REF] Richter | TSSB-3M: Mining Single Statement Bugs at Massive Scale[END_REF], with three million instances, currently one of the largest APR datasets available. The dataset contains non-executable code fragments. Although this dataset instance is marked with "likely bug", the change (updating of the copyright year) is unlikely to resolve a functional bug.
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 1 Dataset Statistics (RQ1) 5.1.1 Language Distribution (RQ1.1)

Figure 4 :

 4 Figure 4: Language distribution for the training, test and validation set, respectively.

Figure 6 :

 6 Figure 6: The sorted function takes a single argument of type list (bug #885329). Because multiple arguments are passed, a TypeError is raised. The stack trace (on the right) immediately reveals the bug location.

Figure 7 :

 7 Figure 7: Plausibility rate (y) of the CodeT5-based model for different numbers of candidates per bug (x) when trained and evaluated on all languages.

Figure 14 :

 14 Figure 14: Hierarchical diagram of all labels in the dataset. Leaf nodes represent actual labels; number in parentheses shows label count.

Table 1 :

 1 Overview of automatic program repair benchmarks and datasets. A test-driven evaluation is only possible where tests are provided. Other datasets are mostly used in data-driven approaches (e.g., machine learning)

	Name	Type	# Bugs	# Projects	Languages	Exec.
	Defects4J [34]	real-world projects	835/395 1	17/6 1	Java	
	Bugs.jar [64]	real-world projects	1,158	8	Java	
	Bears [48]	real-world projects	251	72	Java	
	QuixBugs [45]	algorithm implementations	40	-	Java, Python	
	Codeflaws [69]	algorithm implementations	3902	-	C	
	IntroClass [41], IntroClassJava [21]	student assignments	450/297 2	-	C, Java	
	BugSwarm [70]	failing and passing CI 5 containers	1,940/1,292 6	-	Java, Python	
	BugJS [26]	real-world projects	453	10	JavaScript	
	BugsInPy [76]	real-world projects	493	17	Python	
	Defexts [8]	real-world projects	225/301 7	152/170 7	Kotlin, Groovy	
	Ours	algorithm implementations	~450,000	-	C, C++, Java, Python, JavaScript, Ruby, PHP, Go	
	ManySStuBs4J [35] real world bugs single-line patches (diffs only)	153,652	> 1,000	Java	
	CodRep [14]	single-line patches	58,069	-	Java	
	BFP [72]	real-world bugs	58,350/65,455 3	-	Java	
	CoCoNUT [47]	real-world bugs diffs and context	3,241,966 4	-	Java, Python JavaScript, C	
	MegaDiff [53]	real world bugs full-file diffs	663,029	-	Java	
	FixJS [16]	real world bugs (mined from GitHub commits)	323,907	-	JavaScript	
	TSSB-3M [62]	real world bugs single-statement	3M/9M 8	-	Python	
	1 for version 2 and 1, respectively;				
	2 for the C and Java versions, respectively;				
	3 small and medium versions, respectively;				
	4 for Java;					
	5 continuous-integration;					
	6 for Java and Python, respectively (in September 2021);				
	7 for Kotlin and Groovy, respectively;				
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with and without single-statement/multi-statement fixes, respectively;

  The bug can be fixed in two different ways: either we reassign the result from the gsub method call to the line variable or we use the in-place variant of the same method (indicated by the exclamation mark).

	1 n = gets.chomp.to_i
	2 n.times do |i|
	3	line = gets.chomp
	4	line.gsub(/Hoshino/, "Hoshina")
	5 1 line.gsub!(/Hoshino/, "Hoshina")
	6 2 line = line.gsub(/Hoshino/, "Hoshina")
	7	puts line
	8	end
	Figure 2: Two alternative patches for a Ruby bug in our dataset. The result of line 5 remains unused. Patch 1 (line 5)
	uses a method variant that modifies line in-place; patch 2 (line 6) reassigns the result to line, leading to the same
	result. This shows that determining patch correctness statically (i.e., without execution) often results in false negatives.
	patch correctness. In a recent study, Haque et al. [27] compared static match-based metrics with test-based (or execution-based) metrics
	for evaluating NPR models. The former include metrics such as exact match, BLEU/CodeBLEU [60], compilability
	rate or AST subtree overlap and operate on a lexical or syntactical level, while the latter rely on test execution (e.g.,
	average number of passing test cases). The authors find that execution-based metrics "[. . .] are better performance
	indicators for functional program correctness and evaluate models better than match-based metrics". In particular,
	the authors show that static (i.e., lexical or syntactic) metrics can be deceiving. A dummy naive copy baseline (i.e.,
	output the buggy code as potential fix) can obtain higher values for the BLEU, CodeBLEU, AST subtree overlap
	and compilation rate metrics than a CodeT5

  Figure 5: Distribution of the number of changes from single change (at the very left) to six changes (at the very right).flow.branch.if.condition.change is used. Similar labels share common prefixes. The removal of the else branch of an if-else will be labeled with control_flow.branch.else.remove as it potentially changes control flow and branching. Adding a return statement, for example, similarly, alters control flow. It is, however, not related to branching: the used label is control_flow.return.add. Labels end with one or more actions, indicating the type of change. This action is either .change, .add or .remove. A full list of labels is given in the appendix in the form of a diagram (Figure

		1	2	3	4	5	6
	29%		24.6%		11.9%	16%	9.8%	8.7%
	0%	20%	40%		60%		80%	100%

Table 2 :

 2 Most frequent bug labels by language. Frequency is the relative number of bugs associated with a specific label. As multiple labels are possible, frequencies do not to sum to 100%.

	Language Label

Table 3 :

 3 Most frequent exceptions thrown during execution. Frequencies are counted per program/bug.

	Language Exception/Error	Freq.
		NameError	33.28%
		TypeError	25.77%
		IndexError	16.64%
		ValueError	9.68%
	Python	AttributeError ZeroDivisionError	5.57% 2.69%
		EOFError	2.22%
		SyntaxError	1.21%
		KeyError	0.79%
		ModuleNotFoundError	0.79%
		ArrayIndexOutOfBoundsException 1	36.99%
		InputMismatchException 2	15.46%
		StringIndexOutOfBoundsException 1 9.59%
		NoSuchElementException 2	8.81%
	Java	ArithmeticException 1 NumberFormatException 1	5.23% 5.09%
		ClassNotFoundException 1	3.03%
		IndexOutOfBoundsException 1	2.89%
		NullPointerException 1	2.59%
		NegativeArraySizeException 1	2.05%
		NoMethodError	48.11%
		NameError	27.61%
		TypeError	11.44%
		ArgumentError	6.28%
	Ruby	ZeroDivisionError LoadError	2.54% 1.07%
		IndexError	0.68%
		SystemStackError	0.40%
		FloatDomainError	0.32%
		NoMemoryError	0.24%
		ReferenceError	51.94%
	JavaScript	TypeError RangeError	39.72% 1.39%
		SyntaxError	0.83%
		std::out_of_range	32.62%
		std::length_error	11.39%
		std::bad_alloc	10.35%
	C++	std::invalid_argument std::logic_error	1.07% 0.42%
		std::bad_array_new_length	0.32%
		std::runtime_error	0.03%
		std::bad_function_call	0.03%
	1 in java.lang;	
	2 in java.util	

Table 4 :

 4 Per-label performance (plausiblity rate) of our NPR baseline aggregated into groups with macro and micro average, respectively.

	Macro Micro
	Type Conversion 78.6% 81.3%
	IO 75.5% 75.5%
	Literal 51.8% 66.1%
	Variable Declaration 57.0% 65.5%
	Call 64.2% 63.3%
	All 59.8% 59.8%
	Misc 70.0% 59.4%
	Expression 55.1% 59.3%
	Control Flow 50.8% 57.8%
	No label 52.5% 52.5%
	Identifier 49.8% 51.9%
	Assignment 48.0% 47.9%
	Variable Access 39.6% 39.6%
	Function 34.1% 34.1%
	Preprocessor 33.7% 33.7%

Table 5 :

 5 Results (plausiblity rate in percent) of the NPR (CodeT5) baseline with different training regimens: training was done on all languages (all), all languages except the test language (no) and only the target language (only). All numbers have been rounded to a single decimal place and have been obtained using five candidates per bug.

				Language	All	No Only Transfer		
				C 64.4 60.6	50.0	+14.4		
				C++ 54.9 26.3	53.7	+1.2		
				Java 62.9 50.8	40.9	+22.0		
				Python 69.0 26.2	66.8	+2.2		
				Ruby 47.6 13.7	34.0	+13.6		
				Go 47.8	1.1	16.0	+31.8		
				PHP 55.7 24.2	21.2	+34.5		
				JavaScript 44.5 34.4	16.2	+28.3		
	0.8									
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https://github.com/deepmind/code_contests
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ASTOR[START_REF] Martinez | Astor: A program repair library for java[END_REF] is the framework surrounding Cardumen

https://giganticode.github.io/rbugr/assessment/

i < len(if (len(((len(

Repair package main import "fmt" func main() { // Code for

synthesized programs that pass the test suite are actually incorrect. We expected the portion of plausibly but incorrectly fixed programs to lie in a similar range. However, to get a more accurate estimate, we manually assessed a sample of 200 randomly selected plausible fixes generated by CodeT5 and found 7 (3.5%) to be incorrect. [START_REF] Liu | A Critical Review on the Evaluation of Automated Program Repair Systems[END_REF].5% of the fixes in the sample were identical to the ground-truth patch. For 19 patches, deciding correctness turned out to be very difficult. In that case, we ran the patched program with random input and compared the output to the output of the correct ground-truth program (on same input). If disagreeing input was found in a reasonable time span (1-2 minutes), we considered the patch invalid, otherwise valid. Our assessments are part of our online supplementary material 5 . The rate of plausible but incorrect fixes reported in previous work is often higher. E.g., for CoCoNuT Lutellier et al. [START_REF] Lutellier | CoCoNuT: Combining Context-Aware Neural Translation Models Using Ensemble for Program Repair[END_REF] authors report 35% for QuixBugs Lin et al. [START_REF] Lin | QuixBugs: A Multi-Lingual Program Repair Benchmark Set Based on the Quixey Challenge[END_REF] and 41% for Codeflaws [START_REF] Hwei | Codeflaws: A Programming Competition Benchmark for Evaluating Automated Program Repair Tools[END_REF]. As previous work has shown [START_REF] Ye | Automated patch assessment for program repair at scale[END_REF], manual correctness assessment is prone to mistakes. Should future research show specific problems to have a weak test suite, additional test cases can be generated by exploiting the fact that all programs can be executed. Finally, the presented dataset may also serve as a starting point for further research on automatic patch correctness assessment.

Concluding Remarks

In this work we presented RunBugRun, a large, multi-lingual dataset of executable bugs. Our baseline evaluation shows that there is still room for improvements, especially for G&V approaches. Also, our results highlight that performance varies strongly across different programming languages as well as the number of changes. While our CodeT5 baseline could achieve a plausibility rate of 69% for Python, performance for JavaScript, Go and Ruby was considerably lower (44.5-47.8%). Generally, we observe that performance is lower for languages with lower dataavailability. Fortunately, our experiments suggest that low-resource languages can benefit from knowledge transfer effects: mixing-in training data of popular languages available in abundance boosted performance in all combinations we tried. Performance also degrades with the number of changes that are required to fix the bug. Single change fixes generated by our NPR baseline were plausible with 68.7%. However, this value drops for bugs that require multiple changes: a plausible fix was generated in 49% of the cases for four or more changes and below 43% for six changes. This indicates that there is still a long way to go before APR system can tackle complex bugs with dozens of changes and multiple hunks. Still, as APR tools become more advanced, in order to obtain a set of more challenging bugs the maximum change limit could be raised in the future (we only included bugs that can be fixed with less than seven token changes). This paper only marks the starting point of the RunBugRun dataset. We plan to continually expand it in several ways. For instance, our dataset currently contains programs written in eight languages (C, C++, Python, Java, Ruby, JavaScript, Go, PHP). In the future we plan to add further languages. We are particularly excited about future work exploiting runtime information. As all programs are executable, runtime traces can be easily obtain and used, for example, as sole or additional input to machine learning models. We plan to build a parallel dataset of such execution traces. Figure 11 shows an example trace obtained from a dataset instance in Python. In particular for fault localization, this form of information bears great potential. For instance, Wang, Singh, and Su [START_REF] Wang | Dynamic neural program embedding for program repair[END_REF] have used neural embeddings of execution traces to guide the search of SARFGEN [START_REF] Wang | Search, Align, and Repair: Data-Driven Feedback Generation for Introductory Programming Exercises[END_REF], an APR tool for introductory programming exercises. More recently, Gupta et al. [START_REF] Gupta | Synthesize, execute and debug: Learning to repair for neural program synthesis[END_REF] in a neural program synthesis system used execution traces to repair incorrectly synthesized programs.

Details on how to download, install and run RunBugRun are provided on the project website under https:// github.com/giganticode/run_bug_run. This not only includes the dataset itself, but also the infrastructure to safely execute submissions.
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