An Open-Source Framework for Efficient Numerically-Tailored Computations

We present a versatile open-source framework designed to facilitate efficient, numerically-tailored Matrix-Matrix Multiplications (MMMs). The framework offers two primary contributions: first, a fine-tuned, automated pipeline for arithmetic datapath generation, enabling highly customizable systolic MMM kernels; second, seamless integration of the generated kernels into user code, irrespective of the programming language employed, without necessitating modifications.

We employ this framework within a cutting-edge platform, comprising a Power9 host, an OpenCAPI link, and a Xilinx Virtex UltraScale+ FPGA. The framework demonstrates a systematic enhancement in accuracy per energy cost across diverse High Performance Computing (HPC) workloads displaying a variety of numerical requirements, such as Artificial Intelligence (AI) inference and Sea Surface Height (SSH) computation. For AI inference, we consider a set of state-of-the-art neural network models, namely ResNet18, ResNet34, ResNet50, DenseNet121, DenseNet161, DenseNet169, and VGG11, in conjunction with two datasets, two computer formats, and 27 distinct intermediate arithmetic datapaths. Our approach consistently reduces energy consumption across all cases, with a notable example being the reduction by factors of 3.3× for IEEE754-32 and 1.4× for Bfloat16 during ImageNet inference with ResNet50. This is accomplished while maintaining accuracies of 82.3% and 86%, comparable to those achieved with conventional Floating-Point Units (FPUs). In the context of SSH computation, our method achieves fully-reproducible results using double-precision words, surpassing the accuracy of conventional double-and quad-precision arithmetic in FPUs. Our approach enhances SSH computation accuracy by a minimum of 5× and 27× compared to IEEE754-64 and IEEE754-128, respectively, resulting in 5.6× and 15.1× improvements in accuracy per power cost.

I. INTRODUCTION

Matrix-matrix multiplications (MMM) are prevalent in scientific computing, making General Matrix Multiply (GEMM) kernels in Basic Linear Algebra Subroutine (BLAS) highly relevant to the high-performance computing community. However, workloads have diverse numerical requirements, with illconditioned linear systems needing high-precision arithmetic for accurate, reproducible results [START_REF] Bailey | Integrals of the Ising class[END_REF], [START_REF] Bailey | High-Precision Computation and Mathematical Physics[END_REF], [START_REF] Beliakov | A Parallel Algorithm for Calculation of Large Determinants with High Accuracy for GPUs and MPI clusters[END_REF], [START_REF] Collange | Full-Speed Deterministic Bit-Accurate Parallel Floating-Point Summation on Multiand Many-Core Architectures[END_REF], [START_REF] Ellis | One-loop amplitudes for W+3 jet production in hadron collisions[END_REF], [START_REF] He | Using Accurate Arithmetics to Improve Numerical Reproducibility and Stability in Parallel Applications[END_REF], [START_REF] Iakymchuk | Reproducible and Accurate Matrix Multiplication for GPU Accelerators[END_REF], [START_REF] Lake | From Sir Isaac to the Sloan Survey Calculating the Structure and Chaos Owing to Gravity in the Universe[END_REF], [START_REF] Zhang | Qed corrections of o(mc 2 α 7 lnα) to the fine structure splittings of helium and he-like ions[END_REF], while deep neural networks exhibit resilience to arithmetic modifications and precision reduction [START_REF] Courbariaux | Binarized Neural Networks: Training Deep Neural Networks with Weights and Activations Constrained to +1 or -1[END_REF], [START_REF] Johnson | Rethinking floating point for deep learning[END_REF].

To address IEEE-754 standard limitations, new computer formats offer different trade-offs, such as Bfloat16 [START_REF] Abadi | TensorFlow: Large-Scale Machine Learning on Heterogeneous Distributed Systems[END_REF], [START_REF] Kalamkar | A Study of BFLOAT16 for Deep Learning Training[END_REF], Tapered Floating-Point (TFP) [START_REF] Morris | Tapered floating point: A new floating-point representation[END_REF], Posit [START_REF] Gustafson | Beating Floating Point at its Own Game: Posit Arithmetic[END_REF], and FP8-E4M3 and FP8alt-E5M2 formats [START_REF] Micikevicius | FP8 Formats for Deep Learning[END_REF]. Studies compare these formats in terms of circuit area and numerical stability [START_REF] Arunkumarm | PERC: Posit Enhanced Rocket Chip[END_REF], [START_REF] Buoncristiani | Evaluating the Numerical Stability of Posit Arithmetic[END_REF], [START_REF] Chaurasiya | Parameterized Posit Arithmetic Hardware Generator[END_REF], [START_REF] De Dinechin | Posits: the good, the bad and the ugly[END_REF], [START_REF] Jain | CLARINET: A RISC-V Based Framework for Posit Arithmetic Empiricism[END_REF], [START_REF] Lindstrom | Universal coding of the reals: Alternatives to ieee floating point[END_REF], [START_REF] Quintana | PERCIVAL: Open-Source Posit RISC-V Core with Quire Capability[END_REF], [START_REF] Tiwari | PERI: A Configurable Posit Enabled RISC-V Core[END_REF], [START_REF] Uguen | Evaluating the Hardware Cost of the Posit Number System[END_REF], [START_REF] Zhang | Design of Power Efficient Posit Multiplier[END_REF].

However, the intermediate precision of internal arithmetic datapaths is a crucial aspect to consider in the case of GEMMs. Because GEMMs are composed of vector-dot-products, which are arbitrary long accumulations, and because floating point addition is not transitive, the resulting calculations can significantly vary. Several works have proposed the use of large scratchpad accumulators to address this issue [START_REF] De Dinechin | An FPGA-specific approach to floating-point accumulation and sum-of-products[END_REF], [START_REF] Gustafson | Beating Floating Point at its Own Game: Posit Arithmetic[END_REF], [START_REF] Kulisch | The arithmetic of the digital computer: A new approach[END_REF], [START_REF] Ledoux | A Generator of Numerically-Tailored and High-Throughput Accelerators for Batched GEMMs[END_REF], [START_REF] Uguen | High-level synthesis and arithmetic optimizations[END_REF], [START_REF] Uguen | High-Level Synthesis Using Application-Specific Arithmetic: A Case Study[END_REF], though these solutions have not been widely adopted by general purpose CPUs.

Alternatively, the reconfigurable nature of FPGAs makes it possible to explore the use of workload-adaptive accumulators to introduce a controlled amount of noise in order to reduce energy costs. However, there are currently no proposals that allow the adjustment of accumulators while measuring the impact on end-to-end workloads in terms of energy and accuracy. Despite the extensive research in this area, the issue remains unresolved.

To address this problem, this paper presents the following contributions beyond the current state-of-the-art: • An open-source 1 software/hardware co-designed framework enabling intuitive intermediate precision adjustments in highend software code, independent of the programming language, without requiring code modifications. Our approach involves modifying and leveraging external frameworks such as Py-Torch [START_REF] Paszke | Automatic differentiation in pytorch[END_REF], NumPy [START_REF] Harris | Array programming with NumPy[END_REF], OpenBLAS [START_REF] Wang | AUGEM: Automatically generate high performance Dense Linear Algebra kernels on x86 CPUs[END_REF], [START_REF] Xianyi | Model-driven Level 3 BLAS Performance Optimization on Loongson 3A Processor[END_REF], oc-accel [START_REF]OC-Accel Framework[END_REF], OpenCAPI [START_REF] Stuecheli | IBM POWER9 opens up a new era of acceleration enablement: OpenCAPI[END_REF], and flopoco [START_REF] De Dinechin | Reflections on 10 years of FloPoCo[END_REF], [START_REF] De Dinechin | Designing custom arithmetic data paths with FloPoCo[END_REF], [START_REF] Istoan | Automating the pipeline of arithmetic datapaths[END_REF]. This framework facilitates accuracy and energy tradeoffs by adjusting LUTs/FFs/DSPs in arithmetic datapaths and seamlessly exposes automated pipeline systolic MMM kernels to the software code (see Section II).

• Results demonstrate substantial energy savings during validation dataset inference without compromising Top1 and Top5 scores compared to Bfloat16 and IEEE754 singleprecision FMAs. Our framework achieves energy savings of 3.3× and 1.4× Watt-hours for ResNet50 [START_REF] He | Deep Residual Learning for Image Recognition[END_REF] using Ima-geNet [START_REF] Deng | ImageNet: A large-scale hierarchical image database[END_REF], while preserving Top1 accuracies of 82.3% and 86% for IEEE754-32 and BrainFloat16, respectively (see Section III-B).

• Our methodology reveals that double-and quad-precision arithmetic inadequately address Sea Surface Height (SSH) calculation requirements in terms of numerical correctness and reproducibility [START_REF] Ding | Data organization and I/O in a parallel ocean circulation model[END_REF], [START_REF] He | Using Accurate Arithmetics to Improve Numerical Reproducibility and Stability in Parallel Applications[END_REF]. Using a 91-bit accumulator providing full bit-correct results and reproducibility, we achieve 5x and 27.7x more correct bits than quad-and double-precision FMAs. This results in significant power savings, as the 91bit accumulator generates 5.6x and 15.1x more correct bits per watt compared to quad-and double-precision FMAs, respectively (see Section III-A). 1 Removed for blind review II. FRAMEWORK As depicted by Fig. 1, our framework is composed of two distinct phases, the a priori Hardware generation flow and the runtime execution flow. This Section describes both of them.

A. A priori Hardware generation flow 1) Functional and Performance specifications: Inspired by previous works [START_REF] De Dinechin | An FPGA-specific approach to floating-point accumulation and sum-of-products[END_REF], [START_REF] Ledoux | A Generator of Numerically-Tailored and High-Throughput Accelerators for Batched GEMMs[END_REF], [START_REF] Uguen | High-level synthesis and arithmetic optimizations[END_REF], we design a custom dotproduct operator that is agnostic to the computer format and supports variations of Posits, IEEE754, and Bfloat16. The dot-product fuses all additions of the accumulation and performs rounding only when data exits the bottom of a systolic array. The intermediate precision of the fixed-point accumulator used in the dot-product is a key aspect of this work, and is configurable through the length of the scratchpad delimited by the parameters MSB (Most Significant Bit) and LSB (Least Significant Bit). Another important parameter, OVF (number of Overflow bits), helps to prevent overflows that may occur in large accumulations that do not cancel each other. Increasing OVF by one allows for safely doubling the number of accumulations without overflow.

The automated pipeline feature of flopoco [START_REF] Istoan | Automating the pipeline of arithmetic datapaths[END_REF] is an effective tool for efficiently exploring the wide range of the aforementioned functional specifications along with performance specifications to produce MMM kernels with the necessary basic elements (LUTs, FFs, Carry chains, DSPs) for a targeted (chip, f requency) couple (see Fig. 1-B ⃝ ). To provide performance specifications to flopoco, we model the Virtex Ultrascale Plus FPGA family, as our evaluation board contains an FPGA that belongs to this category. We measure the relevant timings of the Virtex Ultrascale Plus speedgrade-2 elements and build a C++ class that inherits the flopoco Target class. We also refine some formulas that compute the latency of a combinational adder based on how synthesis tools map an adder. As previous work [START_REF] Istoan | Automating the pipeline of arithmetic datapaths[END_REF] indicates, the relationship between inter-CLB (Custom Logic Block) signal delays and their fanouts is complex, as modern FPGAs often spend more time in routing resources than in CLB resources. To account for this, we add an ad-hoc "typicalLocalRoutingDelay" variable to the C++ class, set to 180ps. This variable represents the average delay for a signal to travel between two CLBs, regardless of the fanout.

2) OpenCAPI integration: To integrate OpenCAPI and scale the local timing requirements strategies to the entire array and chip, we adopt a full systolic approach that avoids global data buses and control. In this approach, data and control are registered with Flip-Flops and propagate only to adjacent processing elements (PEs), as illustrated in Fig 1-C ⃝ . The resulting data flow follows a top-to-bottom and right-to-left pattern.

To facilitate integration with other parts of the framework stack, we wrap the array with AXI-streaming [START_REF] Ltd | AMBA | Documentation[END_REF] buses, as shown in Fig. 1-C ⃝ . To create the required double handshake in both master/slave directions, we add a backpressure FIFO at the bottom of the array. The full/empty signals of the FIFO generate the valid/ready signals.

To further simplify the integration process, we utilize the oc-accel framework, which provides an abstraction layer that connects the OpenCAPI Acceleration Function Units (AFUs) interface to the more widely-used AXI-MM [START_REF] Ltd | AMBA | Documentation[END_REF] (see Fig. 1-D ⃝ ). This allows us to connect our axi-stream arrays to the AFUs via a state machine that translates between AXI-MM and AXI-streaming. The oc-accel framework in conjunction with its own software library handles the address translation from virtual to physical pointers from user applications. A single "make image" command in our modified oc-accel framework automates steps ( A ⃝ to D ⃝ ), generating a stacked hardware configuration and producing the final bitstream.

B. Runtime execution flow

The core objective of this work is to seamlessly integrate intermediate precision adjustments from hardware into high-end software code. We accomplish this by considering that many HPC codes utilize BLAS libraries for MMM operations. These libraries handle GEMM function calls and dispatch them to the available hardware. This section details the modifications made to this standard execution flow to accommodate our generated arrays and OpenCAPI. User-level code and numerical libraries do not require any change or recompilation step to make the GEMM calls land in our numerically tailored MMM units. The classical flow for an application is to allocate some virtual memory space for the input and output matrices and then make a call to one of the GEMM subroutines (sgemm, dgemm, zgemm, cgemm). These steps are illusatred by 1 ⃝ and 2 ⃝ in Fig. 1. Often, such applications are distributed statically or dynamically linked with a BLAS library. Listings 1 and 2 show the dynamic approach to make it work with our units. We leverage the open-source OpenBLAS library to intercept and modify GEMM calls. OpenBLAS has two main components: interfaces with all GEMM function headers and backends implementing MMMs with specific code optimizations to underlying architectures. We add a custom backend to integrate our FPGA and designs with OpenCAPI and oc-accel. Our modified interface and backend handle input matrix pointers, apply necessary adjustments like alignment and padding, and read the computer format used by the FPGA kernel from a configuration register. If the format differs from the input matrices, a cast operation is performed (see 3

⃝ in Fig 1). This allows us to integrate our designs seamlessly with OpenBLAS and support a variety of computer arithmetics.

III. EVALUATION

In this section, we experiment with accumulator/arithmetic combinations to showcase the trade-offs between accuracy and energy consumption in our designs for different scenarios. We use two families of real HPC workloads with different numerical requirements to demonstrate the importance of every intermediate bit of precision in our designs. In Section III-A, we examine a workload that is sensitive to precision, the Sea Surface Height computation [START_REF] Ding | Data organization and I/O in a parallel ocean circulation model[END_REF], [START_REF] He | Using Accurate Arithmetics to Improve Numerical Reproducibility and Stability in Parallel Applications[END_REF]. In Section III-B, we evaluate the resiliency of AI workloads in terms of Top1/Top5 accuracy when altering the sizes of internal accumulators.

A. Sea Surface Height (SSH)

A relevent metric in ocean circulation model development is the Sea Surface Height (SSH) as it allows to monitor ocean current, eddies and climate changes [START_REF] Barrick | Remote sensing of sea state by radar[END_REF], [START_REF] Wunsch | SATELLITE ALTIMETRY[END_REF]. The SSH variable is a measure of the sea surface volume, which is the product of the integrated sea surface area and sea surface height. In order to calculate the average SSH, the global sum of the sea surface volume at each model grid must be computed at each step of the computation (see Listings 4 and 3). However, the data involved in the local SSH at any given grid location has an order of magnitude between 10 10 and 10 15 with alternating sign, while the global sum has an order of magnitude 10 0 . This difference in magnitude makes the resulting average SSH impossible to interpret and reproduce using standard IEEE754-64 numbers if accumulation is made naively [START_REF] He | Using Accurate Arithmetics to Improve Numerical Reproducibility and Stability in Parallel Applications[END_REF]. Indeed, there are several factors that can affect the order of data accumulations in a computational system, such as parallelization, out-of-order CPU execution, or in this case algorithmic rewriting to swap orders of longitude and latitude loops for instance.

There are several algorithmic and code-level techniques that can be used to reduce errors and approximate the correct result. Self-Compensated and Double-Compensated Summations (SCS and DCS) [START_REF] Kahan | Pracniques: further remarks on reducing truncation errors[END_REF], [START_REF] Priest | Algorithms for arbitrary precision floating point arithmetic[END_REF] involve estimating the roundoff error at each step and subtracting it at subsequent steps. Sorting the values in decreasing magnitude order can also be effective in this case, where values alternate signs.

An alternative is software-based extended precision emulation. However, as prior research [START_REF] Bailey | High-Precision Computation and Mathematical Physics[END_REF] indicates, this approach hampers performance. Without dedicated circuitry, doubledouble precision (31 accurate significant digits) is 5× slower than double precision (16 significant digits) [START_REF] Hida | Library for Double-Double and Quad-Double Arithmetic[END_REF]. This ratio increases to 25× for quad-double precision and to 1000× for 1000-digit arithmetic used in experimental mathematics [START_REF] Bailey | Integrals of the Ising class[END_REF]. This study focuses on the effectiveness of hardware units, comparing our FDPs (Fused Dot Products) to double-and quad-precision FMAs found in computational systems rather than algorithmic trade-offs. More precisely, the three compared hardware units are the IEEE-754 double-precision FMA, the IEEE-754 quad-precision FMA, and our 91bit ⟨ovf : 30, msb : 30, lsb : 30⟩ FDP fed with IEEE754-64 words. Figure 2 presents data describing the average, the relative standard deviation (RSD), the accuracy, and the power cost per accurate bit of the SSH variable for different vector sizes. For each grid-size, the values within the dot-products are shuffled 1000 times to observe the SSH variable spread and get a comprehensive evaluation of its reproducibility. To ensure a fair comparison we measure the correct significant bits once the output rounded to IEEE 754 double-precision. The results obtained with 64-bit and 128-bit FPUs exhibit decreasing reproducibility as the vector size increases. In contrast, our 91-bit ⟨ovf : 30, msb : 30, lsb : 30⟩ FDP maintains reproducibility for all vector sizes without deviation (see the two bottom rows of Fig. 2). Furthermore, quad-precision FPUs improve numerical quality over double-precision FPUs, but still exhibit a nearly constant RSD of 10 -3 , thus not providing reproducibility. Our proposed FDP consistently exhibits 52 correct bits, which is at least 5× and 27.7× more than quadprecision and double-precision, respectively (see the second row from top of Fig. 2). Additionally, we measure the cost of one correct bit in terms of power consumption, given by the ratio of the number of accurate significant bits to watts drawn by one unit. Our measurements on VU3P-2 FPGA at 200M Hz show that the units power consumption are 0.266, 0.549, and 0.491 watts for double-precision FMA, quad-precision FMA, and the 91-bit FDP, respectively. For instance, for vectors sizes of 153600 elements, the 91-bit FDP yields 52 correct bits with a power cost of 0.491 watts, which gives a ratio of 52/0.496 = 104.8, being 15.1× better than the double-precision FMA ratio of 1.874/0.266 = 7. For all evaluated sizes, the 91-bit FDP yields at least 5.6× and 15.1× more correct bits for the same wattage as quadprecision and double-precision FMAs, respectively (see the top row of Fig. 2). Overall, our results demonstrate that a sufficiently precise accumulator provides reproducibility and more accuracy in HPC workloads at a lower cost than double and extended precision methods.

B. Artificial Intelligence

We evaluate the accuracy and power trade-offs of lowprecision accumulators across various neural network models, datasets, and computer formats. Our focus lies on the inference portion of neural network computation, utilizing pre-trained neural networks in their original floating-point formats.

We employ Pytorch as a base framework and link it to our modified OpenBLAS. We use popular neural network models such as ResNet18, ResNet34, ResNet50, DenseNet121, DenseNet161, DenseNet169, and VGG11 with batch normalization, and evaluate them on the CIFAR-10 and ImageNet datasets. To measure power consumption and accuracy, we use the BrainFloat16 and IEEE-754 32-bit formats for our computations with a large variety of accumulators varying their OV F , M SB, and LSB parameters, which makes a total of five categories of accumulator/arithmetic experiments. For instance, for IEEE-754 32-bit with varying LSB (first row of Fig. 3), we evaluate the following accumulators: ⟨ovf : 9, msb : 6, lsb : -48⟩, ⟨ovf : 9, msb : 6, lsb : -38⟩, ⟨ovf : 9, msb : 6, lsb : -28⟩, ⟨ovf : 9, msb : 6, lsb : -24⟩, ⟨ovf : 9, msb : 6, lsb : -20⟩, and ⟨ovf : 9, msb : 6, lsb : -10⟩.

The left column of Fig. 3 shows the accuracy of the validation set of all five categories along with classic FPUstyle floating-point FMA for IEEE-75 32-bit and Bfloat16. In contrast, the right column of this Figure shows for the same configurations their accuracy cost, which we define by being the ration between the Top1 or Top5 accuracy (%) and the average power drawn (W ) by the FPGA. Each model is represented by four groups of bars, representing from left to right the Cifar10 Top1 accuracy, Cifar10 Top5 accuracy, Imagenet Top1 accuracy, and Imagenet Top5 accuracy, respectively. Within each group of bars, accumulator configurations are arranged from largest to smallest from left to right and are represented by progressively lighter shades of the same color.

Our experiments reveal some interesting trends. For example, we observe that the cost of achieving one percent of Top1/Top5 accuracy is not constant across different models and datasets, suggesting that certain accumulator and arithmetic combinations perform better. For example, the first row shows that slowly lowering LSB with IEEE-754 32bit format does not sacrifice too rapidly accuracy, but quicly exposes extrema in terms of accuracy cost. Indeed, in the case of Resnet18 for Cifar10 and Imagenet, we can see the Top1 accuracies slowly decreasing from 93.07% to 86.5%, and from 82.39% to 76.5%, respectively. However, for such cases, we averagely gain 20% of Top1 accuracy per Watt from LSB lowering between the two following accumulators that reach similar accuracies: ⟨ovf : 9, msb : 6, lsb : -48⟩ and ⟨ovf : 9, msb : 6, lsb : -20⟩. This trend is observed in the majority of model, datasets, arithmetics, accumulators combinations, and is depicted by maxima bars on the right column.

In general, our experiments show that our proposed FDPs can achieve comparable or slightly better Top1/Top5 accuracy scores compared to traditional FMA, while significantly im-Fig. 3: Top1/Top5 Accuracies and Top1/Top5 Accuracy Costs for various datasets, models, computer formats, and accumulators.

proving the accuracy per watt of power consumed. This is clearly demonstrated in Fig. 3, which illustrates that one of our proposed FDP configurations consistently surpasses traditional FMA in terms of Top1/Top5 Accuracy per Watt. As an example, when applied to ResNet50 on Imagenet, IEEE754-32 and Bfloat16 FMA reach 82.3% and 86% Top1 accuracies, while their corresponding ⟨ovf : 9, msb : 6, lsb : -20⟩ and ⟨ovf : 5, msb : 5, lsb : -20⟩ FDP reach 89.1% and 88.1%, respectively. However, the formers respectively yield 3.3× and 1.4× more Top1 accuracy percentages per watt.

We also observe that some bits cannot be omitted for certain models and datasets without sacrificing accuracy. For instance, we find that overflow bits for IEEE-754 32-bit (see third row of Fig. 3) drastically hinder accuracies for ResNet18 and ResNet50, for all evaluated models (less than 10% of Top1/Top5 accuracies). This has a direct impact on the accuracy-cost ratio as overflow bits are cheap in such accumulators, resulting in poor accuracy at a low power cost gain. However, lowering the OV F parameter does not consistently lower the accuracy, as it performs correctly for some neural network models. For example, we find that the Top1 and Top5 accuracies do not decrease in the case of DenseNet169 combined with the ImageNet dataset when lowering OV F , resulting in a 10% gain in scores for the same power cost.

In addition to measuring power consumption and accuracy, we compute the energy cost in Watt-hours (W • h) of inferring the entirety of the validation datasets. This metric highlights the diverse profiles of various accumulators. Fig. 4 illustrates the relationship between power consumption and accuracy for different accumulator and arithmetic combinations, revealing important trade-offs when using low precision accumulators. The more power-efficient a combination is, the further it is located to the left of a subplot. Similarly, the more accurate a combination is, the higher it is located on the subplot. This enables direct comparison and helps identify the best combination based on accuracy and power budgets. For Fig. 4: Top1 Accuracy vs. energy cost of inferring validation datasets with various model, computer format, and accumulators. example, if 84% Top1 accuracy is satisfying for Imagenet with Resnet50, the most suited arithmetic/accumulator combination is IEEE-754 32-bit/⟨ovf : 9, msb : 6, lsb : -20⟩ represented by a light purple hexagon as all other markers are either on the right or below.

Overall, our experiments demonstrate the importance of every internal bit and the potential of using low-precision accumulators for AI workloads. By carefully tuning the parameters of these accumulators, we are able to achieve significant power savings without sacrificing accuracy. Furthermore, the problem can be approached from the other direction, starting with an accuracy budget and then choosing the most efficient combination for a particular dataset and model.

IV. RELATED WORKS

Early systolic arrays originated during the 1980s and were mostly used for convolutions [START_REF] Kung | A Systolic 2-D Convolution Chip[END_REF], linear systems [START_REF] Kung | Why systolic architectures?[END_REF] and matrix multiplications [START_REF] Kung | Systolic Arrays for (VLSI)[END_REF], [START_REF] Quinton | A new matrix multiplication systolic array[END_REF]. Because it is not trivial to map a time-sequential algorithm into an ad-hoc space-time hardwired algorithm, previous works propose to formalize this process [START_REF] Kung | Optimal Systolic Design for the Transitive Closure and the Shortest Path Problems[END_REF] [4] [START_REF] Navarro | Computing sizeindependent matrix problems on systolic array processors[END_REF]. Recent AI algorithms' computational demands have rekindled interest in systolic arrays.

Genc et al. [START_REF] Genc | Gemmini: An Agile Systolic Array Generator Enabling Systematic Evaluations of Deep-Learning Architectures[END_REF] introduce Gemini, an ASIC systolic array generator for RISC-V [START_REF] Waterman | Design of the RISC-V Instruction Set Architecture[END_REF]. The generator, written in Chisel [START_REF] Bachrach | Chisel: constructing hardware in a Scala embedded language[END_REF] HDL, supports any computer format with a Scala implementation. However, the manuscript does not mention Chisel operators for controlling internal precision.

Chen et al. [START_REF] Chen | A matrix-multiply unit for posits in reconfigurable logic leveraging (open)CAPI[END_REF] design a MMM unit leveraging large accumulators. They hardcode and optimize only one arithmetic: the posit⟨32, 2⟩ and the corresponding standardized quire of 512 bits. The experiments are evaluated in a POWER8 [START_REF] Fluhr | 5.1 power8tm: A 12-core server-class processor in 22nm soi with 7.6tb/s off-chip bandwidth[END_REF] system, with CAPI1 [START_REF] Stuecheli | CAPI: A Coherent Accelerator Processor Interface[END_REF] as link, and a VX690(28nm) [START_REF] Xilinx | Virtex-7 FPGA Family[END_REF] FPGA. Similarly to us, they make profit of (Open)CAPI to access the entire system shared memory without the use of intermediate and non coherent representations of the data.

Likewise, Ledoux et al. [START_REF] Ledoux | A Generator of Numerically-Tailored and High-Throughput Accelerators for Batched GEMMs[END_REF] propose the unique other work on generating MMM kernels that use variable precision accumulators. They only evaluate three categories of accumulators but with various computer formats. Unlike this work, their evaluation is limited to values within [-1, +1] which does not reflect the behavior of real workloads.

V. CONCLUSIONS

In conclusion, our work demonstrates the potential of tailored-precision accumulators for a variety of HPC workloads, including both Artificial Intelligence and Sea Surface Height computations. By meticulously adjusting the parameters of these accumulators, we can achieve substantial power savings without compromising accuracy or reproducibility. Our experiments demonstrate that the ideal precision depends on the unique characteristics of each specific workload, and that intermediate precision tuning can provide a balance between power consumption and accuracy.

Ultimately, our work highlights the importance of numerically tailored accumulators for reproducibility in scientific computing applications. Our findings offer valuable insights into the trade-offs between power efficiency and accuracy. We are confident that our results can help guide the development of future HPC systems, and we encourage fellow researchers to investigate the potential of low-precision accumulators using our open-source framework.
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 1 Fig. 1: The 2 phases of the framework: right, the a priori Hardware generation flow, and left, the runtime execution flow.
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