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The GDPR is a set of regulations designed to give users control over their personal data and applies to any connected object that processes such data. One of the most complex environments covered by the GDPR is the connected car, which has brought attention to the sensitive data processed by these vehicles. This data includes information about the driver or owner, the vehicle's environment, and the vehicle itself. Given the varying sensitivity levels of this data, it is important to offer users control over their data and privacy. To address this, we propose an end-to-end privacy preserving framework that ensures the integrity, confidentiality, and traceability of data related to user privacy within a connected vehicle. This framework combines data tainting for data traceability, lightweight signature for data integrity, and attribute-based encryption for confidentiality and access control to effectively enforce privacy policies set by both vehicle users and manufacturers. This approach is the first to offer end-to-end privacy and confidentiality policy enforcement for connected vehicles, covering data generation by sensors to the Transmission Control Unit.

I. INTRODUCTION

As everyday tools become increasingly interconnected to enhance user satisfaction, cars are no exception. They are entering a new era of connectivity, with connected cars communicating with applications' cloud, other connected vehicles, and even cities, in the age of connected and smart cities.

In a 2019 Washington Post article [START_REF] Fowler | What does your car know about you? we hacked a chevy to find out[END_REF], the extent of a connected car's knowledge about its user and with whom it shares that information was investigated. The destination of the data was found to be difficult for a regular car user to access, requiring the intervention of an engineer to hack into the car. The investigation revealed that the car stores a precise GPS record of the user's travel and stops, a log of all calls and caller IDs, as well as personal information such as addresses, emails, and even photographs. This data was collected solely on the infotainment computer, and the connected car has multiple computers. When a car user starts a new car, they are usually asked to accept the terms and conditions, but they are not informed about the type of data being stored or where it is being sent to. Therefore, no privacy policy is in place to safeguard the user's personal data. This work were supported by the french national research agency funded project AUTOPSY (grant no. ANR-20-CYAL-0008).

To address the privacy issue in connected cars, we suggest a comprehensive privacy-preserving framework that encompasses three key aspects: integrity, which involves using lightweight signatures between the physical layer (i.e., car sensors) and the processing layer (i.e., car computer); traceability, which involves tainting and tracking data using dynamic taint analysis; and confidentiality, which involves using attributebased encryption to ensure that data can only be deciphered by authorized services. This paper contributes to the development of this framework by:

• Defining an end-to-end privacy-preserving framework that enforces a privacy policy within a vehicular system, allowing users to preserve the privacy of their data based on their preferences. • Introducing the concept of a data sharing policy that empowers users to specify which services can or cannot access a particular type of data.

• Proposing an approach to enforce data sharing policies by combining data tainting, lightweight signature, and attribute-based encryption techniques. • Developing a customized taint tag model and taint propagation policy tailored to our specific needs and context. The remaining sections of this paper are organized as follows. Section 2 provides some background information on the technologies we will utilize. Section 3 offers an overview of related works in data tainting, specifically dynamic taint analysis. Section 4 introduces the concept of the "Data Sharing Policy," which categorizes data based on its sensitivity to a user's privacy. Section 5 presents our proposed approach. Section 6 evaluates our implementation. Lastly, Section 7 concludes the paper.

II. RELATED WORK

Recent advancements in smart cars technology have raised concerns regarding the enforcement of privacy policies in these systems. While several approaches have been proposed to address security and privacy concerns, few have specifically tackled the unique challenges of connected cars. One notable solution proposed by Gupta et al. [START_REF] Fowler | What does your car know about you? we hacked a chevy to find out[END_REF] is the formalized dynamic groups and attribute-based access control (CV-ABACG) model for smart car ecosystems. This approach employs a sophisticated access control mechanism to regulate user access and data sharing in connected car systems. However, the proposed approach supposes a weaker adversary model by assuming that the services and apps running in the car are not compromised. Future research in this area should explore more robust security mechanisms that can address a wider range of threat models.

In the upcoming sections, we review the various techniques that we will be using in our approach.

A. Data Tainting

Our focus is on monitoring data flow throughout the entire connected car system, which requires a comprehensive analysis approach. Since real-time data analysis is crucial, we prefer a dynamic taint analysis that can run code, taint it, and analyze the results concurrently. DECAF++ [START_REF] Davanian | DECAF++: elastic whole-system dynamic taint analysis[END_REF] is a well-known dynamic analysis tool for whole-system analysis. However, it does not support combining taint tags, which is necessary for our multi-taint tag approach. TaintDroid [START_REF] Enck | Taintdroid: An information-flow tracking system for realtime privacy monitoring on smartphones[END_REF] is an extension to the Android platform that tracks sensitive data flow through third-party applications, using efficient multiple-marking taint tracking by combining multiple levels of information tracking. However, it is heavily dependent on the Android operating system, making modifications to it problematic. TEMU [START_REF] Yin | Temu: Binary code analysis via whole-system layered annotative execution[END_REF] is a dynamic analysis tool that enables whole-system finegrained monitoring, down to the instruction level, and dynamic binary instrumentation. It uses a shadow memory to store the state of each byte of physical memory and associated book-keeping information for each tainted byte. However, it stores 64-byte taint information in memory, which is too much for our purposes. Triton [START_REF] Saudel | Triton: A dynamic symbolic execution framework[END_REF] is a dynamic binary analysis library that uses symbolic execution to analyze a program and supports multiple taint tags. Panda [START_REF] Dolan-Gavitt | Repeatable reverse engineering with PANDA[END_REF] is a reverse engineering tool built on top of the system emulator QEMU [START_REF] Bellard | Qemu, a fast and portable dynamic translator[END_REF], which enables it to record and replay executions and perform bytelevel analysis. It stores taint tags as 32-bit vectors, similar to our desired taint policy.

B. Lightweight Signature

In our case, we are dealing with a car sensor as our context for signature. Since it is an IoT device with limited computational and memory resources, conventional signature schemes are challenging to use. Therefore, we are interested in lightweight approaches, particularly certificateless signature schemes and elliptic curve-based signature schemes, which focus on the computational cost and memory requirements.

There are four certificateless signature schemes that we compared. Du and Wen introduced a short CLS scheme [START_REF] Du | Efficient and provably-secure certificateless short signature scheme from bilinear pairings[END_REF] that uses a general hash function to improve the cost and computational efficiency compared to other CLS schemes. It is based on the inverse computational Diffie-Hellman problem and requires one scalar multiplication, a hash computation, and a pairing operation for signature generation. However, its resistance to side-channel attacks is not clear. Xiong et al. [START_REF] Xiong | Efficient and provably secure certificateless parallel key-insulated signature without pairing for iiot environments[END_REF] proposed a pairing-free CLS scheme based on the discrete logarithm problem that uses elliptic curves to maintain high efficiency. The signature is composed of five elements, but their size and key size are not mentioned. Signature computation requires one scalar multiplication, a hash computation, and a modular multiplication. Xu et al. [START_REF] Xu | Analysis and improvement of a certificateless signature scheme for resourceconstrained scenarios[END_REF] discovered that the scheme proposed in [START_REF] Thumbur | Efficient pairing-free certificateless signature scheme for secure communication in resource-constrained devices[END_REF] is insecure against forgery attacks and proposed an improvement using the elliptic curve discrete logarithm problem (ECDLP). The signature's size is the same as the group from which its elements are taken, and signature computation requires one scalar multiplication, two modular multiplications, and two hash computations. However, the authors do not mention the required key size or its resistance to side-channel attacks.

Although certificateless signature schemes show promise, most rely on the theoretical notion of the Random Oracle Model to prove their security. Additionally, most are based on bilinear pairing, which increases computational complexity since the relative computation cost of pairing is approximately twenty times higher than that of scalar multiplication over elliptic curve group [START_REF] He | An efficient identity-based blind signature scheme without bilinear pairings[END_REF].

Regarding ECC-based approaches, there are three schemes that appear suitable for our context. The first one, named SEMECS [START_REF] Yavuz | Ultra lightweight multiple-time digital signature for the internet of things devices[END_REF], is a multiple-time signature scheme that generates a 64-byte signature using one hash, one modular multiplication, and a modular subtraction with 32-byte private and public keys produced by the FourQ elliptic curve, which adopts Schnorr's key generation scheme [START_REF] Schnorr | Efficient signature generation by smart cards[END_REF]. The scheme has been proven secure with the discrete logarithm problem in the random oracle model. Additionally, since it utilizes the FourQ curve with a side-channel resistant module, the SEMECS scheme is also protected against side-channel attacks. The second scheme is NaCl [START_REF] Hutter | Nacl on 8-bit avr microcontrollers[END_REF], a high-speed software library that provides signature, encryption, decryption, message authentication, and other functions. It generates a 64byte signature using a 32-byte public key and a 64-byte secret key. The computation is performed with two hash operations and two modular multiplications using the Ed25519 signature scheme based on the elliptic curve Curve25519, making its security based on the elliptic curve discrete logarithm problem (ECDLP). Furthermore, the entire library needs only 17366 bytes of code, no static RAM, and less than 1350 bytes of stack memory, and all functions operate in constant time without containing secret-data-dependent branch conditions, making it immune to time attacks. The last scheme is the FourQ elliptic curve implementation as a library [START_REF] Liu | Fourq on embedded devices with strong countermeasures against side-channel attacks[END_REF]. It generates a 64-byte signature using a 32-byte key and one scalar multiplication, one hash, and one exponentiation. Its security complexity is based on the elliptic curve discrete logarithm problem (ECDLP).

C. Attribute-Based Encryption

Sahai and Waters [START_REF] Sahai | Fuzzy identity-based encryption[END_REF] introduced fuzzy identity-based encryption in 2005, which utilizes human-understandable information such as names as public keys, and views identities as descriptive attribute sets rather than character strings, a feature common to IBE schemes. In 2006, Goyal et al. [START_REF] Goyal | Attribute-based encryption for fine-grained access control of encrypted data[END_REF] proposed a generalized form of ABE that uses attributes to construct public keys, and access to data is regulated by an access policy expressed as a logical expression of the attributes. Bethencourt et al. [START_REF] Bethencourt | Ciphertext-policy attributebased encryption[END_REF] described the first ciphertext-policy attribute based (CP-ABE) scheme in 2007, an ABE scheme that uses treebased access policies embedded within the cipher. In contrast, a user's secret key contains a set of attributes that can be used to decrypt a ciphertext if it matches the ciphertext's access policy.

Building on the tree-based CP-ABE scheme, Goyal et al. [START_REF] Goyal | Bounded ciphertext policy attribute based encryption[END_REF] proposed a design that suffered from efficiency issues as every attribute had to be copied for every position in the access tree. This efficiency problem is a significant challenge in CP-ABE, primarily because computation costs increase linearly with cipher size, but Hernaz et al. [START_REF] Herranz | Constant size ciphertexts in threshold attribute-based encryption[END_REF] proposed constantsized ciphertexts to address this issue. In the context of access control in cloud environments to ensure data confidentiality and purpose limitation, the primary research focus in ABE is on CP-ABE, with many surveys focusing on ABE schemes in this context [START_REF] Lee | A survey on attribute-based encryption schemes of access control in cloud environments[END_REF]- [START_REF] Zhang | Attribute-based encryption for cloud computing access control: A survey[END_REF].

III. SYSTEM ARCHITECTURE

The proposed system architecture is composed of three entities: the vehicle driver, the vehicle manufacturer, and the services that use the data generated by the vehicle. The vehicle driver entity represents the user of the vehicle who desires to utilize specific services while ensuring their privacy. The data that are required by these services are the only information that should leave the vehicle, and sensitive information should be protected. The vehicle manufacturer's objective is to enable certain services, such as predictive maintenance, to access the data generated by the vehicle, but sensitive data that could reveal trade secrets should remain within the vehicle. The services that use the data generated by the vehicle are the third entity, which provides various services based on the vehicle's data. The proposed architecture addresses the privacy concerns of vehicle drivers while enabling the vehicle manufacturer and service providers to utilize vehicle-generated data for various applications.

A. Architecture of the considered vehicles

To provide a detailed understanding of our proposed solution, we present the structure of the futuristic connected car model that we are working on. Our model comprises sensors positioned all around the car's structure, which receive data from the outside environment. The sensors capture various data, such as temperature, humidity, pressure, and sound, among others.

The captured data from the sensors are then transmitted to a Central Computer, which is a high-performance computer (HPC) installed in the car. The HPC processes the data and performs various operations on it to provide insights and make decisions based on the captured information. The HPC uses machine learning algorithms to analyze the data and can identify potential issues with the car, such as identifying a fault in the engine or warning the driver of a hazardous situation.

The transmission of data from one location to another within the car is made possible by using electrical components known as electronic control units (ECUs). These ECUs are designed to handle specific tasks within the car, such as monitoring the engine's performance, controlling the braking system, and managing the car's entertainment system.

Furthermore, if any data needs to be transmitted outside of the car, it must pass through a Transmission Control Unit (TCU), which is the only exit point for data. The TCU sends the data to a data lake, which is a centralized storage system that stores all the data collected from the car. Various services can access the data lake to retrieve data as required, such as a mechanic who needs to diagnose a problem with the car or an insurance company that requires information about the car's usage.

B. Security Hypothesis and Adversary Model

To gain a deeper understanding of our solution's security requirements, we focused on the adversary model within our context. With our solution comprising of three levels -data tainting, signature, and attribute-based encryption -we assume the presence of a highly capable adversary within the car who could potentially make the following modifications to our proposed solution:

• Installing a malicious app on the central computer to access and collect data about the user or the vehicle. • Tampering with data or taint tags between sensors and the central computer, potentially exposing sensitive data due to modified sensitivity levels. • Arbitrarily deciding which data gets sent out of the car, whether it should be encrypted, and who can access it from the TCU. By defining the adversary model, we gain a better understanding of the context and the effectiveness of our solution against potential attacks. Additionally, it is worth noting that our solution incorporates advanced futuristic technologies in vehicular systems, with sensors having computational abilities to taint and sign and all car computers centralized in one.

IV. APPROACH

A. General Overview of the Solution

Developing an end-to-end privacy-respecting framework involves multiple steps and requires combining various individual solutions, each with its unique set of requirements. To provide a better understanding of our work, we present an overview of the solution we offer.

Our solution addresses every component of the car to create a comprehensive end-to-end privacy-respecting framework that safeguards data from the moment it enters the car to when it leaves the data lake for processing by services. At the sensor level, data is tagged according to its sensitivity level concerning user privacy. This sensitivity level is predetermined by the car user and constructor, as outlined in the "Sharing Policy" section. Once data is tagged, a taint tag is attached to follow it, and both the data and the taint tag are signed to ensure their integrity before leaving the sensor.

Upon arrival at the central computer, both the data and the taint tag's signatures are verified. If the verification is valid, we can track data as it flows within the car and gets used by installed apps on the central computer. This helps us understand how data is processed and provides full visibility of where it was used, who used it, and whether it was combined with other data. Furthermore, we can be alerted if tainted data attempts to leave the car by filtering data at the Transmission Control Unit (TCU).

To protect the data, we use attribute-based encryption, which ensures confidentiality and access control of the data. The encryption process involves encrypting data using an access policy that specifies who can decrypt the data, which is also predetermined by the "Sharing Policy." This approach guarantees that only authorized users can access the data and provides an additional layer of protection against potential data breaches.

Overall, our end-to-end privacy-respecting framework comprises various solutions, each with its unique set of requirements, to create a comprehensive approach that safeguards user privacy and data integrity throughout the car's entire data processing cycle.

V. SHARING POLICY

In order to protect user privacy, it is essential to have a mechanism that can identify different types of data and classify them according to their sensitivity. This mechanism should enable us to taint, sign, and encrypt data effectively. To achieve this, we require a tool that combines a privacy policy for the car user and confidentiality rules for the car manufacturer. By doing so, we can define a data sharing policy that takes two inputs: the user's input and the constructor's input. The two inputs, user input and manufacturer input, can be further divided into two categories: privacy requirements and functional requirements.

Privacy requirements refer to the specific privacy preferences of the car user and the confidentiality requirements of the car manufacturer. For example, the car user may want to keep the location of the car private during specific periods of the day, and the car manufacturer may have information generated by specific car sensors that could reveal confidential construction secrets that they do not want to share with anyone.

Functional requirements refer to the specific needs of the car user and car manufacturer for the proper functioning of the car. For example, the car user may have installed a GPS app that requires access to the car's location data, while the car manufacturer may have a maintenance app that requires access to the car diagnosis.

By categorizing these inputs into privacy and functional requirements, we can develop a comprehensive data sharing policy that outlines how each type of data should be handled, protected, and shared between the user and the manufacturer. This policy should take into account the unique needs and concerns of both parties and ensure that the privacy and confidentiality of the user's data are always maintained.

A. Policy Specification

The inputs of the data sharing policy will be rules that are decided by the manufacturer and the vehicle user. These rules are defined in the following definitions.

Definition 1 (Simple Sharing policy rule): Given a data type t, a set of services S, and a sharing decision d ∈ {allow, deny}, a simple sharing policy rule (SSPR) is specified according to the following format: t, S → d {x} where x ∈ {u : user, m : manuf acturer} denote the entity that specified the rule.

Informally, a sharing policy rule specifies whether a data item having a data type t can or cannot be shared by the set of services S. It is noteworthy that there exists no necessity to differentiate functional requirements from privacy and confidentiality requirements, as such distinctions can be made based on the decisional outcomes of corresponding rules. Specifically, rules relating to functional requirements are indicative of authorization, while those concerning privacy and confidentiality pertain to prohibitive measures.

In practical scenarios, some data types may not inherently possess sensitivity; nevertheless, they can pose a significant threat to user privacy when combined with other data types. Location data, for instance, exemplifies such data as it may be regarded as non-sensitive when viewed in isolation. However, when associated with other data types, such as a name or timestamp, the data can acquire sensitivity and potentially compromise user privacy.

Definition 2 (Composition Sharing policy rule): Given a set of data types T = {t 1 , • • • , t n }, a set of services S, and a sharing decision d ∈ {allow, deny}, a composition sharing policy rule (CSPR) is specified according to the following format:

T , S → d {x} where x ∈ {u : user, m : manuf acturer} denote the entity that specified the rule.

Informally, a CSPR governs the simultaneous sharing of a particular set of data types with specific services. It should be noted that while an authorization composition rule can be transformed into a set of SSPRs, a prohibition composition rule cannot be expressed as a set of SSPRs. Instead, it requires that a specific set of data types should not be shared concurrently with the set of considered services to ensure compliance with the established data sharing policies. In addition, it can be observed that an SSPR can be represented as a CSPR (Composition Sharing Policy Rule) with a set of data types, denoted as T , containing only a single data type. Hence, in the sequel, we adopt the CSPR specification (as defined in Definition 2) as a means of representing both SSPR and CSPR. To refer to the sharing policy rule in either case, the notation SPR is employed uniformly.

B. Conflict Management

As sharing policy rules are to be specified by both the vehicle user and the vehicle manufacturer, the overall sharing policy to be applied may contain conflicting sharing rules. Informally, this happens when a data type is authorized (resp. denied) to be shared with specific services by the vehicle manufacturer, while being denied (resp. authorized) to be shared with the same services by the vehicle user. Such conflicting rules can be defined as follows.

Definition 3 (Conflicting rules): Given a sharing policy P composed of the set rules r i : T ri , S ri → d ri (i ∈ [1, n]). A conflict, denoted by (r, R), occurs in P if and only if: ∃r ∈ P, ∃R ⊂ P : ∪ r ′ ∈R T r ′ = T r and S 1 ∩ S 2 ̸ = ∅ and d r = deny and d r ′ ∈R = allow we propose a solution to manage such conflicts effectively. Our solution comprises four rules that take into consideration the origin of the data type to be shared and the criticality of the service to which the data will be disclosed. The origin of the data is categorized into two classes: data that originates from the usage of the car by the user, such as geographic position, acceleration, and speed, and data that is related to the car components themselves, such as the serial number of the car, the types of the used ECUs, and the version of the firmware used by the ECUs. In addition, we classify services into two categories: critical services that are essential for the proper functioning of the vehicle, such as predictive maintenance and firmware update services, and non-critical services that refer to features or functions that are not essential for the safe operation of the vehicle, such as location-navigation and infotainment services.

Conflict management rules are described as following:

• Rule 1: Any data type that is required by a critical service should be authorized. Formally, this implies that when faced with conflicting rules (r, R) concerning a given critical service S * , where ∀r i ∈ R : T ri , S * → allow and r : T r , S * → deny, only the rule r i ∈ R should be deemed valid.

• Rule 2: In instances where a data type pertaining to vehicle data is mandated for sharing with a non-critical service by the manufacturer, while simultaneously being restricted for sharing with the same service by the vehicle user, it is deemed appropriate to authorize such data sharing in accordance with the manufacturer's rules. This rule is based on the premise that vehicle data has the potential to reveal information about the vehicle, while posing negligible risks to user privacy. Formally, given conflicting rules (r, R) concerning a data type T {v} related to the vehicle and a non-critical service S, where r :

T {v} r
, S → deny {u} and ∀r i ∈ R : T {v} ri , S → allow {m} , only the rules r i ∈ R should be considered.

• Rule 3: In the case where a vehicle-related data type is subject to restrictions by the manufacturer for sharing with non-critical services, yet authorized for sharing with the same service by the vehicle user, such data sharing is prohibited in adherence to the manufacturer's regulations. This rule is established on the premise that vehicle data possesses the capability to disclose information regarding the vehicle, which can be exploited by competitors or adversaries. Formally, given conflicting rules (r, R) concerning a data type T {v} related to the vehicle and a non-critical service S, where r :

T {v} r
, S → deny {m} and ∀r i ∈ R : T {v} ri , S → allow {u} , only the rule r should be considered.

• Rule 4 In the case where a vehicle usage-related data is type is authorized to be shared with non-critical data service by the manufacturer, but denied by the user, such data sharing should be prohibited according to the need of the user. This rule is established on the premise that vehicle usage-related data can disclose significant information about the vehicle user. Formally, given conflicting rules (r, R) concerning a data type T {u} related to the vehicle usage and a non-critical service S, where ∀r i ∈ R : T {u} ri , S → allow {m} and r : T {u} r

, S → deny {u} , only the rule r should be considered.

C. Policy Enforcement

In order to enforce policies in the context of connected vehicle, we explore two potential solutions: a policy enforcement approach that focuses solely on outgoing data, and a more comprehensive approach that encompasses both in-vehicle and outgoing data. A comparative overview of these solutions are provided in Figure 2.

1) Outgoing Data Policy Enforcement(OPE):

We introduce a novel approach to enforce data sharing policies in a vehicle's ecosystem. As per this policy enforcement strategy, we consider that it is unnecessary to enforce data sharing policies as long as the data remains inside the vehicle. However, to ensure that the policies are enforced correctly, it is crucial to have a system in place that can trace each data item's journey from the sensors to the entity responsible for sharing them with external services.

To achieve this objective, we propose a combination of data tainting and lightweight digital signatures. At the sensor level, we associate each data item with a specific tag that describes its data type using data tainting. Then, we use digital signatures to link both the data items and their tags in an verifiable and immutable way. Thereafter, we define a taint propagation policy that states how the different tags should be propagated inside the vehicle architecture.

To reduce to the best the amount of data items that should be tracked in the vehicle system, we need to focus only of the tags that represents the data types that are concerned with the specified data sharing policy. To meet this objective we classifies data types into three classes:

• Non-sensitive data type: non sensitive data types are those who are not concerned by any data sharing rules. Formally, given a data sharing policy P, a data type t is sensitive if and only if ∄r ∈ P such that t ∈ T r . • Sensitive data type: This class concern the data types that matches at least a data sharing rule. Formally, given a data sharing policy P, a data type t is sensitive if and only if one the following conditions hold: (i) ∃r ∈ P: {t} = T r and d r = deny (ii) ∃r ∈ P: t ∈ T r and d r = allow

• Quasi-sensitive data type: This class contains data types that are considered in the sharing policy but do not match any sharing rule when used alone. Formally, given a data sharing policy P, a data type t is quasi-sensitive if and only t is not sensitive and ∃r ∈ P such that {t} ⊂ T r and d r = deny. Thanks to the previous classification, we were able to define taint propagation policy describing how the taint tags need to be propagated. The latter is composed of the following three rules:

• 1 st rule: If a sensitive data type is combined with any other data type, the resulting data value will be tainted with a sensitive tag. • 2 nd rule: The non-sensitive data acts as a neutral element, meaning that the result inherits the taint tag of the second operand regardless of its data type, unless the second operand is also non-sensitive, in which case the result is non-sensitive and untainted. • 3 rd rule: In the case where two quasi-sensitive data items, denoted as t 1 and t 2 , are combined, the tag associated with the resulting data {t 1 , t 2 } item will contain both initial tags and will remain a quasi-identifier as long as the combination {t 1 , t 2 } is not sensitive.

The Transmission Control Unit (TCU) is responsible for enforcing a specified data sharing policy when a tainted data item is to be shared with a service outside the vehicle. The policy is enforced according to the following rules:

• If the data item is sensitive, and both its associated data types denoted as t 1 , • • • , t n and the intended service match a specific rule in the sharing policy that authorizes sharing, the data item will be encrypted using attributebased encryption to enable access only to the target service. Conversely, if the matched rule prohibits sharing, the data item will be dropped, and the service will not access it. • If the data item is quasi-sensitive or non-sensitive, none of the sharing policy rules match the associated data types. Consequently, the data item will be shared or dropped.

2) In-Vehicle and Outgoing Data Policy Enforcement (IOPE): This policy enforcement strategy assumes that applications running inside the vehicle may share sensitive or private information with remote services, rendering them untrustworthy. Consequently, these applications cannot access data types unless explicitly authorized by the specified data sharing policy.

Similar to the outgoing data policy enforcement strategy, the same data classification, data tainting, and taint propagation policies are employed. However, in this strategy, data sharing policy rules are enforced at two levels. First, the Data Authenticator is used to authenticate and verify the integrity of the taint tags associated with each data item. Then, prohibition rules are enforced to prevent unauthorized access to data types that are not permitted by the sharing policies. Second, upon transmission of a data item from an application to a remote service, attribute-based encryption is implemented at the TCU level to ensure that solely the intended data service is authorized to access the shared data item.

VI. IMPLEMENTATION AND EVALUATION

In this section, we provide details about the implementation of our framework.

To implement the digital signature and verification functionalities used by our framework, we employed an implementation of the Ed25519 signature scheme [START_REF] Bernstein | Highspeed high-security signatures[END_REF] based on the elliptic curve Curve25519 [START_REF] Bernstein | Curve25519: new diffie-hellman speed records[END_REF]. This implementation was provided by the salty library [START_REF]Github -ycrypto/salty: 25519 for cortex-m4 microcontrollers[END_REF], which is a high-speed software library specifically designed for resource-constrained IoT devices and written in the C and Rust programming languages. It is worth mentioning that in all conducted experiments, the reported results are derived from 1000 executions.

In order to assess the potential latency impact of digital signature usage, we conducted an experimental evaluation of the signature overhead on a Cortex-M4 microcontroller, using data items of various sizes. The results of our experiments are illustrated in Figure 3. The experiments conducted demonstrate that the signature process takes around 8 ms to sign an integer and up to 12 ms to sign larger objects encoded in 2 10 bytes. When implementing the outgoing data policy enforcement strategy, it is necessary to track any contaminated data items as they undergo processing across various applications. Hence, we investigate the effectiveness of our newly defined taint tag and taint propagation rules. To achieve this, we compared existing dynamic taint analysis tools that offer a byte-sized taint tag and code that can be modified to implement our approach. After conducting a thorough analysis of available tools, we determined that Panda [START_REF] Dolan-Gavitt | Repeatable reverse engineering with PANDA[END_REF] is the most suitable tool for our purposes. It is an open-source platform for dynamic analysis that are based on the whole system emulator QEMU 341 ns 320 µs 311 2 12 1,31 µs 1,36 ms 359 2 14 5,46 µs 2,14 ms 392 2 16 17,46 µs 7,50 ms 430 2 18 72,46 µs 36,5 ms 504 2 20 231,3 µs 132 ms 571 DT: Data tainting implementation. [START_REF] Bellard | Qemu, a fast and portable dynamic translator[END_REF]. It offers dynamic taint analysis in the form of plugins that can be used to propagate and analyze taints on a live system. Table I presents the measured multiplicative execution time overhead resulting from the implementation of our taint propagation policy using Panda, represented in terms of the number of instructions executed by the application processing the tainted data item. The reported multiplicative execution time overhead measures how much slower an application runs due to the usage of data tainting.

Table 1 shows that when using the data tainting propagation implementation, the execution time is approximately 320 times slower compared to when it is executed without data tainting propagation. Similarly, for applications with 2 20 instructions, the execution time is 571 times slower when using data tainting propagation. While this level of overhead may be tolerable for relatively small applications, it becomes increasingly unacceptable for larger applications. Larger applications with more complex codebases and greater numbers of instructions will experience a greater slowdown, resulting in unacceptably long execution times.

Always in the context of the outgoing data policy enforcement strategy, we conducted an assessment of the impact of enforcing a fine-grained access control policy on latency. It should be noted that as the policy enforcement is expected to be carried out by the TCU, the two following experiments was conducted on a Raspberry Pi 3, featuring a Quad Core CPU clocked at 1.2 GHz and 1 GB of RAM. The evaluations was carried out in two stages.

Firstly, we measured the time required to make a sharing decision (either allow or deny), as a function of the number of rules in the sharing policy. Figure 4 illustrates that the time required to get a decision (i.e., allow or deny sharing) from a sharing policy increases linearly with the number of rules in the policy. For a large policy composed of 10 3 sharing rules, the average time needed to get a decision is 914 µs.

Subsequently, we investigated the impact of attribute-based encryption on latency when sharing data with specific services, with consideration given to the size of the data item to be shared. In line with modern Attribute-Based Encryption (ABE) schemes, the data is safeguarded through a blend of ABE and symmetric encryption techniques. This entails initially encrypting the data using semantically secure symmetric encryption with a randomly generated symmetric key, which is subsequently encrypted using an ABE scheme. The results are depected in Figure 5 and shows a quasi-constant encryption latency as a function of the size of the data item to be encrypted. For a large data item of size 1 MB, the average encryption time is 846 µs. We will now evaluate the overall latency resulting from the two proposed strategies for enforcing sharing policies. The primary distinction between the two approaches lies in the propagation of taint at the application level. To compare them effectively, we analyze the overall latency as a function of the number of instructions the application under consideration. It is worth noting that the considered data items are GPS locations, each with a size of 8 bytes. The obtained results are depicted in Figure 6. The above analysis reveals that for relatively small applications (less than 2 12 instructions), both strategies exhibit similar latencies. However, for larger applications, the latency grows exponentially as the number of instructions in the considered application increases. In the context of this experimentation, the examination of an application executing 2 24 instructions (specifically, the process of launching a browser) reveals that the overall latency remains within 28 milliseconds when employing the IOPE strategy. Conversely, the latency exceeds 1 second when utilizing the OPE strategy.

Based on the conducted experimentation, several key takeaways can be derived. Firstly, the Object Policy Enforcement (OPE) strategy offers greater flexibility from a utility perspective, as it allows the sharing policy to be applied only when data is intended for publication. However, this flexibility comes at the cost of significantly increased latency, primarily due to the extensive taint propagation within the utilized application. Consequently, the Input-Output Policy Enforcement (IOPE) strategy appears to be more appealing for deployment in real-world environments. IOPE strikes a balance between maintaining reasonable latency levels and ensuring effective enforcement of sharing policies, making it a more practical choice.

VII. CONCLUSION

In this paper, we propose an end-to-end privacy-preserving framework to establish a robust mechanism for enforcing privacy policies, allowing vehicle users and manufacturer to maintain control over the privacy/confidentiality of their data based on their preferences. The introduction of the data sharing policy concept empowers users by enabling them to specify access permissions for different services, enhancing their ability to manage and protect their data. To cater to the specific requirements and context of the framework, a customized taint tag model and taint propagation policy were developed, ensuring efficient and effective privacy preservation. We further propose two approaches for enforcing data sharing policies, employing a combination of data tainting, lightweight signature, and attribute-based encryption techniques. Finally, we conduct an extensive experimental evaluations to assess the efficiency and scalability of the proposed sharing policy enforcement strategies.
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TABLE I MULTIPLICATIVE

 I EXECUTION TIME OVERHEAD: A MEASURE OF HOW MUCH SLOWER A PROGRAM RUNS DUE TO THE USAGE OF DATA TAINTING.

	Number of	Execution time	Overhead
	instructions	without DT with DT	
	2 10