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Abstract—Persistent fault analysis is a novel and efficient
cryptanalysis method. The persistent fault attacks take advantage
of a persistent fault injected in a non-volatile memory, then
present on the device until the reboot of the device. Contrary
to classical physical fault injection, where differential analysis
can be performed, persistent fault analysis requires new analyses
and dedicated countermeasures. Persistent fault analysis requires
a persistent fault injected in the S-box such that the bijective
characteristic of the permutation function is not present anymore.
In particular, the analysis will use the non-uniform distribution
of the S-box values: when one of the possible S-box values never
appears and one of the possible S-box values appears twice.

In this paper, we present the first dedicated protection to
prevent persistent fault analysis. This countermeasure, called
BALoo for Bijection Assert with Loops, checks the property
of bijectivity of the S-box. We show that this countermeasure
has a 100% fault coverage for the persistent fault analysis,
with a very small software overhead (memory overhead) and
reasonable hardware overhead (logical resources, memory and
performance). To evaluate the overhead of BALoo, we provide
experimental results obtained with the software and the hardware
(FPGA) implementations of an AES-128.

Index Terms—Fault attacks, persistent fault analysis, fault
countermeasure, permutation properties.

I. INTRODUCTION

In our everyday life, we use more and more connected
devices which need to exchange secret data, thus, they need
to establish secure communications. One main component of
secure communication protocol is block ciphers, e.g. AES [1],
PRESENT [2]. Block ciphers are composed of three main
layers: key mixing, linear layer and non-linear layer. The
non-linear part of these block ciphers lies on a permutation
function, represented by an S-box. This function must bring
confusion and non-linearity to the state. Its security is then
crucial.

When implemented on physical devices, these ciphers are
vulnerable against physical attacks such as side-channel at-
tacks [3] (taking advantage of the circuit’s leakages) and fault
attacks [4] (taking advantage of the device’s sensitivity to
perturbations).

The principle of fault attacks is to use a physical threat (laser
injection [5], clock glitching [6], . . . ) in order to inject faults
during an encryption and extract information by analyzing
the impact of the injected fault. Most of the studies already
done are based on transient faults: faults injected in run
time, with a unique and immediate impact [7]. The adversary
studies the difference between a faulty ciphertext and a fault-
free ciphertext, both encrypted from the same plaintext and

same key, to get information about the secret key. With
transient faults, the adversary can still get fault-free ciphertext.
However, the drawback of this type of injection is that the
adversary must inject a fault every time he wants the data to
be affected, and these injections can be hard to perform and
to success.

A novel type of fault analysis has been introduced by Zhang
et al. in [8]. The analysis is based on faults called persistent
injections, in opposition to transient faults. These faults are
performed to keep a data value faulty whenever this data is
used. This type of faults are more detailed in the following
background section. The analysis performed by Zhang et al.
is based on a persistent fault injected in the block cipher S-box.
This analysis is also detailed in the following section. How-
ever, no countermeasure against this precise type of injection
has been presented in the state of the art and persistent fault
were designed to bypass transient countermeasures. Indeed,
the attack has been studied several times and improved in
some aspects of the analysis [9] (reduces the constraints on
the injection), [10] (persistent fault analysis performed with
deep learning), but no countermeasures specifically designed
against persistent fault analysis have been presented. Indeed,
some on-line tests already exist [11], [12], but no specific test
against PFA.

Our contribution is the proposition of the first countermea-
sure dedicated to persistent fault analysis. The solution is based
on the length of the cycles found with the loop construction
of any permutation function. We call this solution BALoo for
Bijection Assert with Loops. In this paper, we explain how
to construct loops from any permutation function (with some
results on widely used block ciphers, as well as on the NIST
Lightweight Cryptography candidates that use S-boxes in their
implementation and the AES). Then, we evaluate the overhead
of BALoo with an AES-128 software implementation and
AES-128 hardware implementation (FPGA).

The paper is divided as follows: Section II presents all the
background notions useful in the rest of the work (persistent
fault attack functioning and limitation and fault model con-
sidered). Section III is the BALoo presentation, this section
introduces and explains the solution and its fault coverage
against persistent fault injection. Section IV answers several
general questions on the loop construction of the permutations
and Section V gives the software and hardware overhead of
the BALoo solution.



II. BACKGROUND

This section presents the different useful notions for the rest
of the study: the persistent fault analysis and the fault models
targeted.

A. Persistent Fault Analysis

Fault attacks are threats against cryptographic implementa-
tion. Since their presentation in the late 90’s [4], [13], transient
faults (faults injected in run time that affect data during a
limited and short time) were used, and differential analysis
allows to recover some sensitive data. The main idea is to
compare the output of the algorithm with and without fault
injection, the difference helps the adversary to reduce the
guessing entropy of the sensitive data. Various methods have
been presented on different target, e.g. [7], [14]–[16].

Recently, persistent fault injection analysis has been in-
troduced [8]. The persistent fault injection affects the value
of a data stored in FPGA memory using the rowhammer
attack [17]. The target data remains faulty until the reboot
of the memory. With this principle, the adversary can inject
the fault at any moment of the device’s life, and the fault
will remain active until the reboot. With this type of fault,
the adversary is then immune to temporal redundancy. Indeed,
temporal redundancy is a widely used countermeasure based
on multiple encryptions of a plaintext and a comparison of
the obtained ciphertexts. As presented in [8], with a persistent
fault on an AES S-box, no matter how many times the same
plaintext is encrypted, the faulty ciphertexts are always the
same. A statistical study of the ciphertexts distribution can
lead the adversary to recover bytes of the last round subkey.
The probability distributions and their employment during the
analysis are shown in Figure 1. While non-invertible S-boxes
as been used in the past, e.g. DES [18], nowadays, with
better knowledge of Boolean vector function, permutations are
usually used for S-boxes, in the rest of the paper we assume
that the S-box is a permutation.

The adversary uses a divide-and-conquer approach, he at-
tacks each S-box byte independently. For each output word,
he captures the output of several encryptions {cj}, we denote
by Cj the random variable of the output of the cipher for the
word considered (j refers to the byte j of the word). From
these observations he can determine the probability of each
possible output cj (v represents the value of the AES S-box
that never appears and v∗ the value that appears twice):

• Pr(Cj = cj) = 0 ⇒ cj = v ⊕ kj ,
• Pr(Cj = cj) = maxc′j (Pr(Cj = c′j)) ⇒ cj = v∗ ⊕ kj ,
• 0 < Pr(Cj = cj) < maxc′j (Pr(Cj = c′j)) ⇒ cj ̸= v ⊕ kj

and cj ̸= v∗ ⊕ kj .
In this analysis, the adversary knows which fault was

injected (v and v∗ are known). Thus, from the distribution
of the {cj}, the adversary can use the two first relations to
recover the value of the secret subkey, e.g. Pr(Cj = cj) =
0 ⇒ kj = cj ⊕ v. With enough ciphertexts (Zhang et al.
give a result of around 2 000 faulty ciphertexts needed to
recover the key byte with v and v∗ known [8]), the probability

distribution of the ciphertext will get close to the one shown
in Figure 1, in the faulty encryption frame. Thanks to the fault
injection knowledge (v and v∗ known), the adversary can then
recover k. Note that here is presented the analysis with the best
knowledge about the injection, but Zhang et al. also present
several analyses with less constraints [9] (v and v∗ not known,
some injections not successful, . . . ).

Fig. 1. Overview of persistent fault analysis [8]. v represents the value of
the AES S-box that never appears and v∗ the value that appears twice.

The fault model only takes into account faults that delete
at least one value of the S-box. Indeed, the rearrangements
of the S-box are not considered as usable S-boxes as the
adversary cannot exploit a faulty probability of distribution if
the distribution is the same before and after the fault injection.
The persistent fault analyses presented so far exploit a value
distribution that is different from the non-faulty one.

Contrary to transient analysis, the adversary does not need
to have control on the plaintexts. He just requires random
ciphertexts.

B. Multiple Fault Injections

When analyzing a persistent fault injection, the main in-
formation acquired by the adversary is the probability of
distribution of the ciphertexts. The goal of the attack is to
highlight the value that never appears or the value that appears
twice. If multiple faults are injected in the S-box, several
values would be deleted and several other values would have
a higher probability of occurrence: Pr(Cj = cj) = 0 is
true for several cj , and maxcj (Pr(Cj = cj)) is also reached
for multiple values (see Figure 2). Thus, the attack would
be less efficient with several faults injected. Clearly, if two
values cj1 , cj2 never appear, the adversary cannot decide if
kj = v ⊕ cj1 or kj = v ⊕ cj2 , hence he has 2 candidates for
each subkey, he thus needs to test all full key candidates 216 to
recover the good one, when considering AES-128 case study.



Fig. 2. Probability Distribution in case of a Multiple faults injection

However, a fault that affects only one byte brings high
constrains on the injection: the adversary has to be able to
attack the memory with a very precise threat.

C. Fault Models

To describe the fault models that we use in this work,
some notations must be introduced. The injected faults will
be indexed by the integer r, and each fault has its own value,
denoted fr. Then, the i-th value of the S-box is Si, and its
faulty value by the fault fr is Sfr

i .
Moreover, an injected fault will have three different impacts

on the data, depending on the injection technique (∨ denote
a Or operation, ∧ a And operation and ⊕ a Xor operation).
Usually, only one kind of modification is considered possible,
thus the operation is given by the context.

• SET model: Sfr
i = Si ∨ fr

• RESET model: Sfr
i = Si ∧ fr

• FLIP model: Sfr
i = Si ⊕ fr

An example of a fault injection with the SET model (f0 =
010 and Sf0

5 = S5 ∨ f0) is presented in Table I. Sf0
x denotes

a faulty S-box with a value (3) that appears twice and a value
(1) that never appears. In another case, Sf1,f2

x is a faulty S-box
with the FLIP model (f1 = f2 = 110 with Sf1

3 = S3 ⊕ f1
and Sf2

7 = S7 ⊕ f2) but is still a permutation and then it is
not usable by the adversary.

TABLE I
FAULT INJECTION EXAMPLE ON A SIMPLE S-BOX.

x 0 1 2 3 4 5 6 7
Sx 3 5 0 2 7 1 6 4
Sf0
x 3 5 0 2 7 3 6 4

Sf1,f2
x 3 5 0 4 7 1 6 2

In the Sf0
x situation, let’s suppose that in the ciphertexts, the

value 7 never appears, the value 5 appears twice as much and
the other values appear with a 1

8 probability. With enough
ciphertexts, all values but the value 7 are found, then the
adversary knows that cjmin = 7. With the fault f0 (f0 = 3)

injected, and the value v = 1 corresponding to the output
of the S-box that disappeared, the adversary can compute
kj = cjmin ⊕ v = 7⊕ 1 = 6. The adversary has found the last
round key kj = 6.

The robustness of the solutions proposed is detailed accord-
ing to the different fault models.

III. PROPOSED COUNTERMEASURE

The main goal of the proposed countermeasure is to detect
if an usable (from the adversary point of view) permanent fault
has been injected in the S-box. Indeed, a check of all the values
of the S-box must reveal that they all emerge exactly once.
To do it, the first naive idea would be to use redundancy as
used in usual faults injection countermeasures. Nevertheless,
persistent fault is naturally resistant to temporal redundancy
as the fault is permanent: for a fixed plaintext, the ciphertext
will always be the same no matter when the encryption is
done. According to the fault model, persistent fault analysis
can also resist to spatial redundancy because the adversary is
able to inject the same fault in both S-boxes (being able to
inject one fault in one S-box is as difficult as injecting a fault
in another S-box). Another approach is to use the fact that the
S-box is a permutation function and to find intrinsic properties
of this function that allow to detect fault injections. This last
approach is detailed in the next subsection.

A. Permutation properties

Three properties of a permutation that could detect fault
injections are detailed.

The first one is that the sum of all the elements i of the
permutation function is a known constant. This constant can
be pre-computed and compared to the actual sum.

Since we consider permutations of n-bit words, we also
know that the Xor of the 2n possible values of words should
be 0. Using Xor operation instead of Add operation is also a
solution to detect an injected fault.

The last property is that any permutation function can be de-
composed as a set of cycles. For example, the S-box presented
in Table II, can be decomposed in (0, 3, 2)(1, 5)(4, 7)(6).
Where (0, 3, 2) means that S0 = 3, S3 = 2 and S2 = 0 and
thus, these three values form a permutation loop.

TABLE II
S-BOX EXAMPLE WITH THE FOLLOWING SET OF LOOPS

(0, 3, 2)(1, 5)(4, 7)(6).

x 0 1 2 3 4 5 6 7
Sx 3 5 0 2 7 1 6 4

For each specific S-box, the loops have a precise length.
The calculation of these lengths (Algorithm 1) can be used
to detect faults as we propose for the BALoo countermeasure
(Algorithm 2). Indeed, a modification in a loop length can
only happen if at least a faulty value of the S-box is present.

We can see that the permutation function properties are
easy to check. However, it can happen that some very precise
injections sometimes lead to undetectable faults, as we will
see in the next section.



Algorithm 1 length function
Require: S-box S, first index i, target length l
Ensure: length calculated = length targeted

t = 1 ▷ loop length
j = i ▷ index
while (S[j] ̸= i)&(t < l + 1) do ▷ first index not reach +
length < target

j = S[j] ▷ next step
t++ ▷ actual length + 1

return t == l ▷ length computed = target ?

Algorithm 2 BALoo countermeasure
Require: An n-bit S-box S and the list of loop length Ll and

start index Li and their number s.
Ensure: Fault detection
FaultD = False

j = 0
while j < s do

FaultD = FaultD ∨ ¬length(S,Li(j), Ll(j))
j ++

return FaultD

B. Fault coverage

1) Add property: This solution is based on the addition of
all the values of the S-box that should give a constant result.
With the SET (resp. RESET ) fault model, no matter how
many faults are injected, their index targeted, and their value,
the sum is always higher (resp. lower) to the pre-computed
value and the faults are always detected.

However, with the FLIP fault model, some faults remain
undetected. Indeed, if some bits are flipped to 1, other bits can
be flipped to 0 to compensate and keep the same result of the
sum.

2) Xor property: This solution is based on the Xor of all
the values of the S-box that should give 0. If some faults
modify the final result of the Xor, then the faults are detected.
However, no matter the fault model used, some combinations
of fault injections are still undetected for FLIP , SET and
RESET models, as several faults can offset each other and
lead to an exclusive sum of 0.

3) BALoo countermeasure (Algorithm 2) : As presented
before, any S-box can be represented by a set of loops. A loop
begins with a value (any value of the loop), and contains all
the steps until recovering the original value. For example, the
AES S-box is composed of 5 loops. The loop which contains
the value 11 is 27-step length: S11 = 43, S43 = 241, ...,
S158 = 11 (this loop is illustrated on the first loop on Figure 3).
The important information about loops is their length. For
example, with the AES S-box, the length of the loop in which
we can find the 11 value is exactly 27. If a fault affects a value
of this loop, the length becomes either lower or higher to the
former length. Then, by measuring the loop lengths, we can
detect fault injections. However, in the fault model in which
any type of fault is possible, some precise fault selection leads

to undetected injections. A simple example of this fault type
is presented in the second loop of Figure 3. The length of this
loop is still 27 but three faults are injected in the S-box. Yet,
these faults modify the S-box, but the faulty S-box remains a
permutation function (the faulty values are just swapped with
other faulty values), then the injected fault cannot be used
by any persistent fault analysis as presented in [8] because
this type of fault that does not create a modification in the
probability distribution of the S-box values. As a consequence,
the BALoo countermeasure does not admit any undetected
faults that could be exploited by an adversary who applies
a Persistent Fault Analysis [8].

Fig. 3. Example of an AES loop with a length of 27.

C. Robustness

To validate the theoretical fault coverage results, the dif-
ferent countermeasures are implemented and tested. For each
fault model and each number of injected faults, 10 000 000
tests are performed. The random fault model is the worst case
for the adversary and thus gives the upper bound of the fault
coverage. Indeed, if the fault coverage is different than 100%,
that means that with an adversary in a stronger model (chosen
fault), the fault coverage can be as low as 0.

Figure 4 shows the fault coverage of the BALoo counter-
measure in the SET or RESET fault model. Indeed, both
give the same results as the models are similar. The fault
coverage of BALoo is presented in comparison with the other
solutions (Xor, Add and Duplication).

Figure 5 shows the fault coverage of the BALoo counter-
measure in the FLIP fault model, with the same comparison
with the other solutions.

In each fault model, the spatial duplication countermeasure
(with the S-box duplicated and a vote between the values of
the S-boxes) leads to undetected faults. Indeed, for an even
number of faults, half of the faults are injected in the first
S-box, and the other half in the other S-box. The faults must
have the same impact on both S-boxes to be undetected: same
S-box value and same impact of this value. This reasoning can
also be applied to a n-time duplication, with (n + 1) faults
injected in the (n+ 1) duplicated S-boxes.

The Add solution gives a 100% fault coverage in the
SET /RESET model and a lower coverage in the FLIP
model. The Xor solution leads to undetected fault in both
models.
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Fig. 4. Fault coverage for the SET and RESET models.
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Fig. 5. Fault coverage FLIP model.

The BALoo countermeasure always gives 100% fault
coverage as no fault included in the fault model can be
undetected. Indeed, a function is a permutation if and only
if a loop construction can be extracted from the function. In
a formal loop definition, each value is the only input of a
value and the only output of another value (note that both
values can be the same and both can also be the original
value). A function constructed from loops is then always a
permutation and a permutation can always be interpreted as
a set of loops. With this property, the exploitable faults lead
to functions that are not permutations and then the BALoo
countermeasure always detects them.

The next step is to see how to compute the length of loops
to implement the BALoo countermeasure for any block cipher
with bijective S-box.

IV. LOOPS ON S-BOXES IN A GENERAL CASE

The loop decomposition of a S-box is unique. To use the
BALoo countermeasure, the loops must be previously found,

and their length computed in off-line. Algorithm 3 shows how
to find the different loops from an S-box. This algorithm can
be processed for any S-box, no matter its size.

Algorithm 3 Find the loops of an S-box.
Require: S-box S
Ensure: Loops of S
loops = [ ] ▷ List of the loops
while len(loops) < len(S) do

i = 0
while i ∈ loops do ▷ First index of the next loop

i++

l = [i]
while S[l[−1]] ̸= i do ▷ The loop l is not complete

l.append(S[l[−1]])

loops.append(l) ▷ l is complete and added to loops

return loops

The application of the algorithm on several widely used
cipher S-boxes is presented in Table III with the number of
loops and the longest loop (in case of a parallel verifica-
tion, the longest loop determines the countermeasure dura-
tion). The block ciphers are: LOW MC [19], PRESENT [2],
PRINCE [20], GIFT [21], NOEKEON [22], PRIMATE [23],
ELEPHANT [24], GIFT-COFB [21], AES [1] and ROMU-
LUS [25].

For the GIFT-COFB cipher, several S-boxes are used in the
same substitution layer. We add an index to differentiate the
different S-boxes of this cipher.

TABLE III
DETERMINATION OF THE LOOPS LENGTH ON SEVERAL USED S-BOXES

Cipher Block size Number of loops Longest length
LOW MC 3 3 6
PRESENT 4 4 7
PRINCE 4 4 8

GIFT 4 2 9
NOEKEON 4 10 2
PRIMATE 4 5 11

ELEPHANT 4 2 13
GIFT-COFB1 5 2 31
GIFT-COFB2 5 4 10
GIFT-COFB3 5 2 31
GIFT-COFB4 5 8 5

AES 8 5 87
ROMULUS 8 12 140

For example, the length of the AES loops found are:
• 87 for the loop with the value 4
• 81 for the loop with the value 1
• 59 for the loop with the value 0
• 27 for the loop with the value 11
• 2 for the loop with the value 115

V. BALOO SOFTWARE AND HARDWARE OVERHEAD

This section presents the overhead of the BALoo coun-
termeasure with a software implementation and an hardware
implementation (FPGA) of an AES-128.



A. Software memory overhead

The software overhead measured is the number of S-box
memory accesses of the BALoo countermeasure. A single AES
SubBytes operation needs 16 S-box bytes read instructions
and a full AES-128 encryption is composed by 10 rounds
which call the SubBytes function once. That means that for
every encryption, 160 bytes are accessed in memory. The
persistent fault analysis [8] shows that even with the strongest
adversary, around 2000 ciphertexts are needed to recover
the key (guessing entropy close to 0). With this hypothesis,
we choose to perform a fault injection check every 1000
encryptions (until a fault detection) to stay robust against
the persistent fault analysis (guessing entropy higher than 40
bits). The BALoo countermeasure browses all the S-box values
once, which means 256 memory bytes read instructions. 256
countermeasure calls are thus added every 160 000 encryption
accesses (a memory calls overhead of 0.16%). If a developer
wants to keep a higher guessing entropy he can apply the
BALoo countermeasure every 500 encryption and keep more
than 80 bits of guessing entropy for an overhead of 0.32%.

B. Hardware overheads

The hardware overhead of the BALoo countermeasure is
measured according to three resources: the number of logical
elements, the number of registers and the memory bits used.
The device on which the AES and its protection are imple-
mented is the FPGA Intel Cyclone V. We use Quartus II with
best effort for performance and area synthesis options.

The AES implementation is composed by 16 S-boxes used
in parallel to encrypt a plaintext in only 11 clock cycles.
However, this means that the BALoo countermeasure must
be applied on all of the 16 S-boxes. Instead of applying the
countermeasure on all the 16 S-boxes (this solution was tested
and results are very costly as 16 S-boxes must be protected,
giving an overhead of 356% in terms of logical elements),
we add another S-box to reach 17 S-boxes. These 17 S-boxes
allow to verify one S-box in the same time as the other 16 are
used.

The verification of one S-box is at most 256 clock cycles
long, and one encryption takes 11 cycles. That means that
a check is around 24 encryptions and the check of all the
17 S-boxes takes 408 encryptions. With the limit of 1000
encryptions to avoid Persistent Fault Analysis, the AES im-
plementation with this protection is secured.

This countermeasure adds 1 S-box but also some multiplex-
ers in order to select which S-boxes are used and which S-box
is verified. The implementation costs results are presented in
Table IV. The overhead of the protection is quite similar to the
naive comparison solution, but with the advantage of detecting
all the faults injected. Moreover, to accelerate the detection,
another S-box can be added to check two S-boxes at the same
time. The overhead of this 18th S-box is small in comparison
with the 17 S-boxes implementation.

Moreover, an estimation of the theoretical maximum fre-
quency of the FPGA is given, as well as the power consump-

TABLE IV
IMPLEMENTATION RESULTS ON FPGA AND PROTECTION OVERHEAD.

Performances with Cyclone V 5CGXFC9E7F35C8

FPGA resources

Logic
Registers

Memory Power Fmax

(ALM) bits (mW) (MHz)

AES 339 13 32 768 566,32 94

Secure AES with
608 34 34 816 568,78 58

17 S-boxes

Secure AES with
763 43 36 864 568,48 51

18 S-boxes

Overhead %

Logic
Registers

Memory Power Fmax

(ALM) bits (mW) (MHz)

Secure AES with
79 162 6 0,43 -38

17 S-boxes

Secure AES with
125 231 13 0,38 -46

18 S-boxes

tion of the circuit. Note that those data are only estimations
provided by the Quartus-II tool.

The logic overhead is +79% with one verification S-box
and +125% with two verification S-boxes. With both check
configuration, the memory overhead is very low.

As the critical path is increased, the maximum frequency
is then reduced, but with no optimization on the implementa-
tion, the reduction is reasonable (around −35%). This result
depends on many synthesis parameters, but it gives a general
idea of the overhead.

This solution has a slightly smaller overhead than spatial
redundancy, but with the advantage of fault coverage and the
possibility to accelerate detection, with low-cost additional
permutations.

VI. CONCLUSION

This paper presents the first countermeasure dedicated to
permanent fault analysis of symmetric block cipher. Our
proposed countermeasure, called BALoo, achieves a 100%
fault coverage in any fault model with a very small memory
overhead (around 0.1% for a software AES implementation)
and a limited hardware overhead. This hardware overhead is
measured on a FPGA and with a hardware AES implementa-
tion which uses 16 different S-boxes. BALoo protects all of
the 16 different S-boxes used in this implementation, with the
addition of a 17th S-box to verify the integrity of one S-box
when the 16 others can keep on encrypting, and cycling on
the S-box checked.
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