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Jupyter notebooks are increasingly being adopted by teachers to deliver interactive practical sessions to their students. Notebooks come with many attractive features, such as the ability to combine textual explanations, multimedia content, and executable code alongside a flexible execution model which encourages experimentation and exploration.

However, this execution model can quickly become an issue when students do not follow the intended execution order of the teacher, leading to errors or misleading results that hinder their learning. To counter this adverse effect, teachers usually write detailed instructions about how students are expected to use the notebooks. Yet, the use of digital media is known to decrease reading efficiency and compliance with written instructions, resulting in frequent notebook misuse and students getting lost during practical sessions.

In this article, we present a novel approach, MOON, designed to remedy this problem. The central idea is to provide teachers with a language that enables them to formalize the expected usage of their notebooks in the form of a script and to interpret this script to guide students with visual indications in real time while they interact with the notebooks.

We evaluate our approach using a randomized controlled experiment involving 21 students, which shows that MOON helps students comply better with the intended scenario without hindering their ability to progress. Our follow-up user study shows that about 75% of the surveyed students perceived MOON as rather useful or very useful.

I. INTRODUCTION

Teachers are increasingly using Jupyter notebooks as a support for educational activities such as graded assignments [START_REF] Jupyter | nbgrader: A tool for creating and grading assignments in the jupyter notebook[END_REF][START_REF] Manzoor | Auto-grading jupyter notebooks[END_REF][START_REF] González-Carrillo | Automatic grading tool for jupyter notebooks in artificial intelligence courses[END_REF], interactive textbooks [START_REF] Iv | Towards modeling student engagement with interactive computing textbooks: An empirical study[END_REF], interactive exercise worksheets, or live coding [START_REF] Chen | Improv: Teaching programming at scale via live coding[END_REF]. The primary advantage of a notebook lies in its ability to gather all the essential tools within a single platform. This allows teachers to provide students with an interactive document that includes text and instructions, as well as executable code, images, and videos. The advantages of using notebooks in an educational context are assessed not only in scientific disciplines such as physics [START_REF] Sutrini | The potential of using jupyter notebook in physics education: Experimentation for high school students[END_REF][START_REF] Suárez-García | Teaching structural analysis theory with jupyter notebooks[END_REF], chemistry [START_REF] Weiss | A creative commons textbook for teaching scientific computing to chemistry students with python and jupyter notebooks[END_REF][START_REF] Van Staveren | Integrating python into a physical chemistry lab[END_REF][START_REF] Lafuente | A gentle introduction to machine learning for chemists: An undergraduate workshop using python notebooks for visualization, data processing, analysis, and modeling[END_REF][START_REF] Menke | Series of jupyter notebooks using python for an analytical chemistry course[END_REF][START_REF] Smith | Teaching computer science to biologists and chemists, using jupyter notebooks: Tutorial presentation[END_REF], mathematics [START_REF] Koehler | Interactive classrooms with jupyter and python[END_REF] or computational sciences [START_REF] Vial | Teaching programming to nonprogrammers: The case of python and jupyter notebooks[END_REF][START_REF] Guerra | Agile approach to a cs2-based course using the jupyter notebook in lab classes[END_REF][START_REF] Casseau | Immediate feedback for students to solve notebook reproducibility problems in the classroom[END_REF][START_REF] O'hara | Computational notebooks for AI education[END_REF], but also in other disciplines such as humanities for example [START_REF] Tan | The nascent case for adopting jupyter notebooks as a pedagogical tool for interdisciplinary humanities, social science, and arts education[END_REF].

Writing instructions for a notebook-based learning activity is challenging. It is notoriously difficult to write instructions for digital media as studies have shown that reading efficiency in such media is lower than for paper-based support [START_REF] Dillon | Reading from paper versus screens: a critical review of the empirical literature[END_REF][START_REF] Noyes | Computer-vs. paperbased tasks: Are they equivalent?[END_REF][START_REF] Singer | Reading on paper and digitally: What the past decades of empirical research reveal[END_REF][START_REF] Delgado | Don't throw away your printed books: A meta-analysis on the effects of reading media on reading comprehension[END_REF]. Besides, notebooks are composed of cells (text or code) that can be read and executed in any order, which can lead to non-deterministic notebook behavior. This nondeterminism, which has been widely studied in the context of data science [START_REF] Chattopadhyay | What's wrong with computational notebooks? pain points, needs, and design opportunities[END_REF][START_REF] Head | Managing messes in computational notebooks[END_REF][START_REF] Kery | The story in the notebook: Exploratory data science using a literate programming tool[END_REF][START_REF] Rule | Exploration and explanation in computational notebooks[END_REF], can be very problematic in an educational context and must be carefully taken into account by the teacher instructions.

Notebooks offer a unique opportunity to provide more integrated instructions since all the material required for the learning activity is at the fingertip of the students on the same platform. Building on this idea, we designed MOON, an approach intended to operationalize and enhance the efficacy of the instructions written by a teacher in a notebook-based learning activity. This approach is enabled by two main contributions. First, we provide a DFA-based language that allows teachers to express in a script how students are supposed to manipulate the different cells of a notebook. Second, we materialize the script with a color system complemented by emojis that assists students directly inside notebooks (Figure 1b). The purpose of this assistance is to enable students to maintain a consistent notebook without preventing them from engaging in exploratory activities.

To evaluate the usefulness of our approach, we conducted a randomized controlled study involving first-year computer science students at the university in a three hours programming practical session on graph theory. We observe that students in the control group (without MOON) complete as many cells as those using MOON. However, students in the control group have much greater difficulty following the written instructions provided by the teacher. We also proceeded to a user study that confirms the findings of our controlled experiment and shows that most students found MOON useful. The implementation of MOON, the notebooks used in the evaluation, and the raw data of the controlled study and user study are available in the accompanying Zenodo artifact [START_REF] Casseau | MOON: Assisting Students in Completing Educational Notebook Scenarios (Artifacts)[END_REF].

II. EDUCATIONAL NOTEBOOKS

There are multiple ways to use notebooks for teaching. Our study primarily focuses on interactive educational notebooks 978-1-6654-4592-4/21/$31.00 ©2023 European Union used as course and exercise sheets, exams and assignments. To create them, the teacher must write a notebook containing instruction cells related to the learning activity, as well as the instructions that will guide students in the notebook's execution model. The written content constitutes the notebook's scenario. Consider as an example an introductory image processing course in Python where students are asked to experiment with Pillow, an imaging library, and to implement well-known algorithms. The teacher decides to organize the session around three parts. Note that we present a simplified scenario compared to the one given to the students. In the first part, students should import the library, load a sample image, compute its size and black pixel ratio, and try again with another image. In the second part, students should implement a simple algorithm to convert an image to grayscale and showcase its use. In the third part, students should implement a naive algorithm for edge detection and showcase its use.

Once the learning activity is finalized, the teacher materializes it in the notebook intended to be used by students during the session. The challenges when writing the notebook's scenario are twofold: i) crafting text that effectively imparts knowledge and ii) providing clear directions for students to execute the code cells in the intended sequence. Indeed, since notebook cells may be executed in any order, students may encounter issues if they attempt to use variables and functions before they are defined, for instance. The implications for learning are significant, as students may confront execution errors and exceptions that divert their attentionand the teacher's!-from the pedagogical objectives. Once the notebook is completed, the text and code cells should make it straightforward for students to follow the scenario written by the teacher.

Figure 1a depicts an educational notebook with a scenario. For the sake of readability, each cell is associated with a unique identifier corresponding to its position in the notebook. The letter C denotes code cells while the letter T denotes text cells. As the instructions in the first part suggest, the students are asked to execute cells C1, C3, C5, and C7 sequentially and then optionally execute cell C10. After executing C7, the students should edit C3 to load another image and re-run the intermediate

III. MOON DESIGN

Our approach, MOON, has two main objectives: i) to allow the teacher to express the scenario they have designed for their notebook in the form of a script and ii) to interpret the script to enrich the notebook with visual indications for the student identifying the next cells to be executed and information on past or upcoming executions of all the cells.

A. From Scenarios to Scripts

A scenario is embodied by the code and text cells of the educational notebook. To better understand the execution patterns of code cells used by teachers in practice, we conducted an informal experiment. We analyzed about one hundred Jupyter notebooks on GitHub and Kaggle that included instructions for the reader. Our corpus of notebooks primarily consisted of educational notebooks, mostly from university courses. These notebooks were selected to cover a wide range of academic disciplines and subjects, to try and have comprehensive collection of educational materials (exercices worksheets, assignments and interactive textbooks). We identified three main patterns for cell execution: i) linear execution, ii) non-linear execution, and iii) optional execution. We then created a simple scripting language that covers these three execution models and allows the teacher to define the intended sequence of execution of code cells in their notebook. We limit ourselves to these three patterns as they are sufficient to express all the scenarios we encountered.

The basic construct manipulated in our scripting language is the code cell, each optionally associated with a set of text cells containing the corresponding instructions. Code cells are written as follows: Ci∼Tj∼...∼Tn, where i, j, n ∈ N denote the indices of the cells involved in the notebook. For example, in the notebook of Figure 1a, C1∼T0 denotes the code cell C1 and its associated instructions in text cell T0. In the rest of the article, we omit textual cells from the scripts for the sake of clarity. The execution order for the entire notebook is then specified by combining cells using three operators derived from the execution patterns above:

a) The linear pattern: The linear pattern is naturally the most common, as it matches the standard top-down reading order. To express that a set of code cells should be executed linearly, our script language uses the parentheses operator (). The first part of the teacher's scenario involves a linear execution pattern that requires the following cells to be executed sequentially: C1 C3 C5 C7 C3 C5 C7. Using the scripting language, this is expressed as

(C1 C3 C5 C7 C3 C5 C7).
b) The non-linear pattern: The non-linear pattern indicates that a set of cells may be executed in any order, using the square brackets operator []. For example, with two code cells noted Ci and Cj we write [Ci Cj] which gives two possibilities of execution Ci then Cj or Cj then Ci.

c) The optional pattern: The optional pattern, denoted with a question mark, indicates that a (set of) code cells may or may not be executed. In our example, the first part of the notebook is expressed as C1 C3 C5 C7 ?C10, with C10 optional.

Most importantly, the scripting language makes it possible to compose these patterns. To illustrate this combination of operators, consider the notebook of Figure 1a in its totality. The student must start with the first part, and then the remaining two (Part A and Part B) may be done in any order. The first part is written as (C1 C3 C5 C7 C3 C5 C7 ?C10) in the script with C10 an optional cell. The script for parts A and B are as follows: A→(C12 C14) and B→(C16 C18). The three parts are put together by combining their scripts with the linear and any order patterns, as follows:

((C1 C3 C5 C7 C3 C5 C7 ?C10)[(C12 C14)(C16 C18)]).
Parenthesis or bracket operators can be prefixed with a question mark to indicate optional cells.

B. Assisting Students in their Manipulation of the Notebook

Once the teacher has written the script implementing their scenario, it is fed into MOON to guide students while they are working on their notebooks. MOON uses a three-color coding system to guide students in realizing the scenario. Specifically, at every step, MOON highlights the cells that can be executed in green, cells that have been completed in orange and cells that are not yet ready for execution in red. In the example depicted in Figure 1b, we can see that cells C1, C3, C5 and C7 are colored in orange, indicating that the student has already executed them. MOON indicates that three cells, highlighted in green, can now be executed: the optional cell C10∼T9; Part A with the code cell C12∼T11; and Part B with the code cell C16∼T15. Note that associated text cells are also highlighted to guide the student to the cells that contain the instructions for the different tasks that are immediately accessible. If the student ignores the optional code cell C10, it turns red at the next step, whereas if they execute it, it turns orange. Tasks that are not yet accessible and should not be executed are colored in red. If a student executes a red cell, the colors of the cells remain unchanged. The only way to progress in the scenario and highlight the next set of green cells is to execute one of the green cells that denote a task. These visual indicators inform the students about their progression in the notebook.

Additionally, MOON decorates the last executed cell with buttons pointing to the next possible cells to execute. This feature serves two primary objectives: i) to give an overview of the next possible cells without having to scroll through the page if they are outside the visible screen area; ii) to allow the students to quickly navigate through the notebook by clicking on the button corresponding to the desired code cell. In our example, there are three buttons to indicate and jump to the three cells that can now be executed, corresponding to the optional cell (C10), Part A (C12), and Part B (C16).

C. Support for Exploratory Programming

Jupyter notebooks are a powerful tool for education due to their support for exploratory programming, enabling students to learn and experiment with code with great flexibility. At first glance, MOON considerably reduces this flexibility by forcing students to follow the teacher's scenario. However, to still encourage exploration, MOON accounts for the cases where students re-execute past cells and insert new cells while keeping the intended scenario on track.

1) Automatic Backtracking: In the exploratory phase, students may modify and re-execute the cells they have already executed, typically to correct their code or explore alternatives. In MOON, this means that a student may execute an orange cell which is not one of the cells planned in the scenario at this point. These exploratory phases are necessary for the students but potentially dangerous for the execution model of the notebook, as shown in the example of Figure 1b. In this case, MOON offers an automatic backtracking menu that assists the student in resuming the teacher's scenario as seamlessly as possible. When executing an orange cell, MOON puts the students back to the last execution of that cell intended by the script and updates the colors of all cells in the notebook accordingly. While the colors assigned to the different cells will be updated, the memory state of the notebook will not, and the students must manage the potential issues.

IV. IMPLEMENTATION

MOON is implemented as a JupyterLab plugin that takes as input a script as defined in the previous section. Note that our scripts are regular expressions, except for non-linear patterns. We convert these patterns to obtain all the possible combinations of corresponding linear patterns and produces a deterministic finite automaton (DFA) using the algorithm described in [START_REF] Hopcroft | Introduction to automata theory, languages, and computation[END_REF]. Therefore, it is not possible to have a scenario consisting of too many cells that could be executed in any order due to exponential complexity. To construct the AST of a script, we use tsPEG 1 , a PEG Parser generator designed for TypeScript. In the context of a notebook, the DFA is a model that represents a set of states and transitions between them, based on code cell executions. If we take our notebook as an example (Figure 1a) and the following script: C7 ?C10 [(C12 C14) (C16 C18)], we build the DFA shown in Figure 2.

In addition to the DFA, we also maintain a user trace which is a sequence of pairs (Ci, q j ) that corresponds to the list of valid transitions Ci leading to a state q j done by a given user. Note that invalid transitions are not recorded in this trace. For instance, if a user executes C7, C12 and C18 for the previously described notebook and script and starting at q 0 , the user trace will contain: (C7, q 1 ), (C12, q 3 ).

When the user executes a code cell, the automaton checks if this execution corresponds to a possible transition for the current state. If the transition is allowed, the automaton changes state and the colors of the notebook cells (code and text) are updated. For our example (Figure 2), consider the automaton in state q1 with a user trace containing (C7, q 1 ).

All cells belonging to the user trace are orange. There are three transitions allowed by the automaton. The execution of the code cell C10 which is optional and the execution of the code cells C12 and C16 in any order. These three code cells, which represent the next possible tasks, are green, as are their associated text cells and the other code cells are red (Figure 1b). Let's now look at what happens depending on whether or not the optional code cell C10 is executed. If the user validates the transition associated with the cell C10, it is added to the trace (C7, q 1 ), (C10, q 2 ) and turns orange. In this case, there are now two possible transitions: the execution of code cells C12 and C16, whose cells are colored green on the notebook. The other code cells are red. If the user validates the transition associated with the code cell C12 without having validated the transition associated with the code cell C10, the user trace becomes (C7, q 1 ), (C12, q 3 ) and the code cell C12 becomes orange. In this case, the next authorized transition is associated with code cell C14 (green) and the code cells C10 and C16 turn red on the notebook.

We also implemented the possibility for the student to rerun an orange cell and place the automaton in the state that corresponds to this transition in the script. For example, if we have the following user trace: (C7, q 1 ), (C12, q 3 ), (C14, q 4 ), on the notebook the next task is designated by the green code cell C16. Imagine now, that the student changes the orange code cell C12 and then executes it. The automatic backtracking looks in the user trace for the last pair containing the transition associated with the C12 code cell by deleting all the next ones in the trace. Finally the user trace contains only (C7, q 1 ), (C12, q 3 ) and the DFA is resetted to state q 3 . The code cells C7 and C12 are orange, the code cell C14 is green and other code cells are red.

Let's illustrate another possible situation with the following new user trace: (C0, q 1 ), (C2, q 2 ), (C0, q 3 ), (C4, q 4 ), with a DFA in state q 4 . From this trace, we can observe that the scenario requires the student to execute code cell C0 twice, first at the beginning and then after executing code cell C2. If the student decides to execute code cell C0 again, the backtracking implementation will reset the DFA to state q 3 and code cell C4 will turn green. However, with backtracking alone, it is not possible to reset the DFA to state q 1 . To overcome this limitation, we have also implemented a "back" button that allows users to reset the DFA to the previous state in the user trace. Each click on the back button removes the last pair in the user trace, resets the DFA to the previous state, and updates the cell colors in the notebook. Once the DFA is in state q 4 , it is sufficient to click the back button four times to reset the DFA to state q 1 . In a more complex user trace, it is also possible to combine automatic backtracking with the back button to return to a previous state.

V. CONTROLLED EXPERIMENT

To evaluate the ability of MOON to support students in manipulating educational notebooks with a scenario, we q 0 q 1 q 2 q 3 q 6 q 4 q 5 q 7 q 8 q 9 conducted a controlled experiment. Specifically, our evaluation aims to answer the two following research questions: RQ1 Does MOON help the students to better comply with an educational notebook with a scenario? RQ2 Does MOON hinder the ability of students to progress in the scenario? Our hypothesis for RQ1 is that the assistance provided by MOON might decrease the amount of incorrect usage of the notebook. Our hypothesis for RQ2 is that the assistance provided by MOON might make it longer to manipulate the notebook and hinder the students' progression.

A. Experimental Design

To study the impact of MOON, we proceeded to an A/B testing controlled experiment, where one group of students is given a notebook without MOON, and the other group is assigned the same notebook with MOON support.

We conducted our experiment as part of an introductory programming course involving 21 first-year bachelor students from the university of Bordeaux during the first semester. This course is organized around a set of chapters (e.g., arrays, sorting algorithms, images, graph theory). Each chapter is implemented as a Jupyter notebook file which interweaves course concepts, images, source code, and coding questions. The study took place in the first week of January 2023, the students had already manipulated notebooks during 6 x 2H40 practical sessions, and the study took place in the 7th (last) session. Hence, the students already had experience with notebooks.

For the experiment, we randomly assigned 11 students to the control group and 10 students to the experimental group that uses MOON. The students using MOON received a short twenty-minute training session where one of the authors, who was the instructor of the students, explained the meaning of the colors (Section III-B) and the features of the backtracking menu (Section III-C) on a sample notebook.

The notebook used in this experiment consists of 3 exercises on graph theory with different cell execution patterns [START_REF] Casseau | MOON: Assisting Students in Completing Educational Notebook Scenarios (Artifacts)[END_REF]. The first exercise follows a linear execution pattern with an optional cell. The second exercise combines linear and nonlinear execution patterns. The third exercise only involves a linear execution pattern. The last two exercises can be done independently, so the student may start with either one. The complete notebook requires 23 cell executions distributed across 20 code cells and 23 markdown cells: three code cells are expected to be executed at least twice. Each code cell requires the student to either execute, complete, or fill in the cell. This notebook was distributed to the students during a 2h40 practical session. The session's instructor was tasked to only answer questions related to the course's content (graph theory) and not to assist students in manipulating the notebook to avoid biasing their behavior. At the end of the practical session, the instructor gathered the notebooks produced by the students.

To answer our research questions, we monitored how the students manipulate the notebook. To that extent, we instrumented JupyterLab for both groups to record a complete trace of the students' cell execution actions on the notebook. This trace, the log trace, is saved into the metadata of the notebooks. Note that the log trace differs from the user trace described in Section IV because i) it records every cell execution, even those not complying with the scenario, and ii) it is never modified, even in case of backtracking. Finally, we simplify the log traces by removing and replacing sequences of execution of the same cell with a single execution of this cell. We perform this simplification because it is common for students to execute multiple times the same code cell when working on it. Still, it does not affect compliance with the intended scenario.

To study RQ1, we introduce a metric to capture the number of incorrect usage of the notebook. Our metric is therefore defined based on the concept of deviation from the scenario, where a deviation is the execution of a red cell, i.e., the execution of a cell that is not permitted in the scenario. To compute whether the actions recorded in the log traces correspond to a valid (green) transition, a backtracking (orange), or an invalid transition (red), we replay the students' log traces offline with MOON after the practical session. Finally, to define our metric, called fitness, we note g, o, r the total number of green, orange, and red cells executed in a student trace. Fitness is defined as the ratio of green or orange cell executions (i.e., valid executions) over the total number of cell executions: fitness = (g + o)/(g + o + r)

A fitness of 1 indicates that a student has never executed a red cell, while a value of 0 indicates that a student only executed red cells. To assess the differences between the control and experimental groups, we use a two-sided non-parametric Mann-Whitney U test with a p-value cutoff of 0.01 and report the Rank Biserial Correlation as an effect size. Our null hypothesis is that the fitness is the same in both groups, and our alternate hypothesis is that the fitness is different in both groups.

To study RQ2, we introduce a metric to capture how far the students went in the notebook. To that extent, we define completeness as the number of distinct cells executed in a given log trace. A student that did not execute any cell of the notebook corresponds to a completeness of 0, while a student that executed every possible cell inside the notebook has a completeness of 20. To assess the difference between the control and experimental groups, we use a two-sided non-parametric Mann-Whitney U test with a p-value cutoff of 0.01, and we report the Rank Biserial Correlation as an effect size. We also evaluate the students' code by assigning a grade to each notebook. Our null hypothesis is that the completeness and/or correctness is the same in both groups, and our alternate hypothesis is that the completeness and/or correctness is different in both groups.

B. Results

1) RQ1: Figure 3a depicts the fitness of the log traces from both groups. Visually, we note a sharp difference between the two groups. The fitness in the control group varies between about 0.25 (meaning only a quarter of the executions are in a green or orange cell) to about 0.75. In the experimental group, the fitness values are very close to 1 for all traces, with three traces having a fitness of 1 (no execution of a red cell). The Mann-Whitney U test yields a p-value p = 0.000122 and an effect size rbc = -1. We thus reject the null hypothesis and accept the alternate hypothesis. The effect size indicates a clear effect in favor of the group using MOON, with no fitness value from the control group (maximum value 0.8) exceeding the lowest fitness value in the experimental group (0.91). In conclusion, the data support the hypothesis that MOON reduces the amount of incorrect notebook usage.

2) RQ2: Figure 3b depicts the completeness computed from the log traces from both groups and figure 3c shows the students' scores for the practical session. For this two figures, visually, the distribution of the values is similar between the two groups, with a comparable spread and a slightly lower median in the control group. For completeness, the Mann-Whitney U test yields a p-value p = 0.53 and an effect size rbc = -0.145455. Thus, we cannot reject the null hypothesis that the completeness is the same between the groups. For Correctness, the Mann-Whitney U test yields a p-value p = 0.29 and an effect size rbc = -0.292929. Thus, we cannot reject the null hypothesis that the grades are the same between the groups. The calculation of the median reveals a 4-point difference in favor of the group with MOON. Similarly, when calculating the average, the experimental group has a mean of 14.3 with a standard deviation of 3.6, while the control group has a mean of 12.4 with a standard deviation of 4.4. Moreover, in both cases the effect size is small and in favor of the experimental group. Therefore, the data does not support the hypothesis that MOON hinders students' progression. On the contrary, there is a slight advantage in the experimental group.

In summary, based on our controlled experiment, we answer our research questions as follows:

MOON helps students to better comply with the notebook's scenario without hindering their ability to progress in the scenario.

C. Threats to Validity

Regarding construct validity, the completeness metric might not accurately capture the actual progress of students inside the notebook, as executing a cell is different from completing the work required in this cell. To counter this threat, the instructor reviewed all notebooks and ensured there were no discrepancies between the log trace and the completed cells in the 21 notebooks. We examined the correctness of the students' notebooks, but we had reservations about the subjectivity of grading since it was done by one of the authors.

Regarding internal validity, JupyterLab's ability to restart the execution kernel can severely disrupt the use of MOON since it resets the notebook's memory while keeping the state of MOON. Therefore, the instructor asked the students to reset MOON if they had to restart the kernel, but some students could have ignored this instruction. The instructor also advised students to only click on the refresh button on the browser if they were sure they had saved their notebooks. This action resets the plugin and clears the user trace to start a new one. MOON makes heavy use of colors to communicate feedback to students, which might be an issue for some students due to e.g., color blindness. To combat the threat, emojis were added with the colors. In the experimental group, no students had issues using MOON.

Regarding external validity, we performed our controlled experiment in only one context. Therefore, the results could vary with level students or the notebook used in the session.

VI. USER STUDY

To complement our controlled experiment, we asked the 10 students involved in the experimental group and 10 other students who were involved in the beta testing of MOON to complete an anonymous online survey about MOON. We received 16 answers to this survey yielding a response rate of 80%. Figure 4 depicts the distribution of the answers to the four main questions.

To the question "Does MOON help to follow the execution order of cells?" we observe the distribution depicted in Figure 4a. We note that the most frequent answer is Always, with 7 answers. We also note that no participant answered Never. This result corroborates what we observed for RQ1 in the controlled experiment, where the fitness observed in the experimental group was significantly higher than in the control group.

To gain a deeper understanding of how the students perceive the actions suggested by MOON, we asked the question "Are the actions suggested by MOON surprising?" Figure 4b depicts the answers to this question. We note that the most frequent answer is Never, with 8 answers, and only two participants answered Often. It indicates that students mostly understand the actions suggested by MOON, but some actions might be surprising in some cases. We included a free-text question to add more context to this question. Two students mentioned that they were surprised to have to validate the intermediate cells in case of backtracking, even if these cells were not modified. One student mentioned that they were surprised to be able to execute a cell very distant from the current one.

To corroborate the results of RQ2 in the controlled experiment, we asked "Does MOON help to progress faster?" Figure 4c depicts the answers to this question. We note that the most frequent answer is Yes with 11 answers, and only 5 students answered No. This aligns with the fact that we did not see any effect of MOON on completeness, and we observed increased median completeness in the experimental group.

To assess whether the students found MOON helpful, we asked the question "Do you think that MOON should be activated by default?", i.e., would the students like to use MOON in all their practical sessions? Figure 4d depicts the answers to this question. Inspired by related work [START_REF] Begel | Analyze this! 145 questions for data scientists in software engineering[END_REF], we decided to use an asymmetric survey response scale inspired by the Kano model suitable for evaluating preferences. We note that the most frequent answer is Rather useful with 8 answers, while 4 students answered Indifferent and 4 Very useful. None of the students answered Bad idea. It indicates that most students find MOON useful, while some do not seem Figure 4: Distributions of the answers for the questions of our anonymous survey to see much benefit in using it. We conjecture this might be true for the most advanced notebook users.

Finally, we included a final free-text question asking for any feedback about MOON. One student mentioned that validating intermediate cells in case of backtracking is tedious. Another mentioned that the help provided by MOON did not stand out at first, but when he returned to the notebook without it, the difference was apparent, and the notebook seemed more complicated to use.

VII. RELATED WORK

We discuss the related work around two topics: the use of notebooks in education and digital storytelling.

The literature shows that notebooks are increasingly used in teaching 2 and that there are mainly four ways of using them: video projection (including live programming [START_REF] Chen | Improv: Teaching programming at scale via live coding[END_REF]), as course and exercise sheets [START_REF] Sutrini | The potential of using jupyter notebook in physics education: Experimentation for high school students[END_REF][START_REF] Weiss | A creative commons textbook for teaching scientific computing to chemistry students with python and jupyter notebooks[END_REF][START_REF] Sallabi | Teaching modeling, simulation, and performance evaluation course online with jupyter notebook: Course development and lessons learned[END_REF], and to support automatic evaluation [START_REF] Jupyter | nbgrader: A tool for creating and grading assignments in the jupyter notebook[END_REF][START_REF] Manzoor | Auto-grading jupyter notebooks[END_REF][START_REF] González-Carrillo | Automatic grading tool for jupyter notebooks in artificial intelligence courses[END_REF]. Our approach only encompasses the course and exercise sheets aspect which allows the student to have in the same document his code, the execution of the code and the instructions for an exercise session. But the notebook written by the teacher is often put to the test when the students are in the exploratory phase [START_REF] Chattopadhyay | What's wrong with computational notebooks? pain points, needs, and design opportunities[END_REF][START_REF] Johnson | Benefits and pitfalls of jupyter notebooks in the classroom[END_REF]. It is therefore necessary for the teacher to have a precise idea of how a notebook works, its advantages but also its pitfalls. Once this knowledge has been acquired, the teacher must face a double challenge: writing instructions to guide the student in his or her learning process and acquiring good practices [START_REF] Wang | Better code, better sharing: on the need of analyzing jupyter notebooks[END_REF][START_REF] Quaranta | Eliciting best practices for collaboration with computational notebooks[END_REF] to avoid the execution pitfalls intrinsic to the notebook [START_REF] Rule | Exploration and explanation in computational notebooks[END_REF][START_REF] Iv | Towards modeling student engagement with interactive computing textbooks: An empirical study[END_REF].

Several tools have been developed to improve the use of notebooks in the classroom, such as plugins for automatic evaluation [START_REF] Jupyter | nbgrader: A tool for creating and grading assignments in the jupyter notebook[END_REF], reproducibility [START_REF] Casseau | Immediate feedback for students to solve notebook reproducibility problems in the classroom[END_REF][START_REF] Fangohr | Testing with jupyter notebooks: Notebook validation (nbval) plug-in for pytest[END_REF], or the use of Personal Learning Environments such as GRAASP [START_REF] Gillet | Agile, versatile, and comprehensive social media platform for creating, sharing, exploiting, and archiving personal learning spaces, artifacts, and traces[END_REF], with the integration of a tool resembling the notebook [START_REF] Santo | Promoting computational thinking skills in non-computer-science students: Gamifying computational notebooks to increase student engagement[END_REF].

Several other approaches are not directly related to teaching but explore another very interesting aspect for the teacher related to storytelling by modifying the user interface of notebooks [START_REF] Li | Notable: On-the-fly assistant for data storytelling in computational notebooks[END_REF][START_REF] Kang | Toonnote: Improving communication in computational notebooks using interactive data comics[END_REF][START_REF] Weinman | Fork it: Supporting stateful alternatives in computational notebooks[END_REF][START_REF] Harden | Exploring organization of computational notebook cells in 2d space[END_REF][START_REF] Wang | Stickyland: Breaking the linear presentation of computational notebooks[END_REF].

Although these tools allow for improved interactions between the notebook and the users in terms of reproducibility, sharing, and storytelling, none of them are adapted for the teacher to embody his scenario in the notebook to assist with the reading and execution of it. We propose a new approach with MOON which allows the teacher to script his scenario in an educational notebook and to activate for the students' assistance the execution of the script based on a color system.

VIII. CONCLUSION

In this article, we present a novel approach, MOON, designed to guide students through educational notebook scenarios. The central idea is to provide teachers with a language that enables them to formalize the expected usage of their notebooks in the form of a script and to interpret this script to guide students with visual indications in real time while they interact with the notebooks. We evaluate our approach using a randomized controlled experiment involving 21 students, which shows that MOON helps students comply better with the intended scenario without hindering their ability to progress. Our follow-up user study shows that about 75% of the surveyed students perceived MOON as rather useful or very useful. In future work, we plan to investigate how we can leverage MOON to provide feedback to teachers. A first idea would be to analyze the traces and the scripts to pinpoint pain points in a scenario and provide improvement suggestions. A second idea would be to gather data from MOON instances in real-time to directly assist the teachers during a practical session by pinpointing students struggling with the notebook or lagging in the scenario. Another important point to improve is script writing. Currently, our approach imposes to write the script for the notebook scenario manually. We are exploring ways to enhance the script writing process within the notebook scenario and ensure synchronization of the script when changes are made to the scenario.

Figure 1 :

 1 Figure 1: All cells of the notebook are labelled Ci for code cells and Tj for text cells, where i and j represent the indices of the notebook cells.

Figure 2 :

 2 Figure 2: Automaton obtained from the script: (C7 ?C10 [(C12 C14)(C16 C18)])

Figure 3 :

 3 Figure 3: Analysis of student notebooks for experimental (with MOON) and control groups (without MOON).

  (a) Does MOON help to follow the execution order of cells? (b) Are the actions suggested by MOON surprising? (c) Does MOON help to progress faster? (d) Do you think that MOON should be activated by default?
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