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Introduction

Recommendation systems have changed the way people find products, information, and even other people. They study patterns of behavior to know what someone will prefer from among a collection of things he has never experienced. The technology behind recommender systems has evolved over the past 20 years into a rich collection of tools that enable the practitioner or researcher to develop effective recommenders. Recommender systems or recommendation systems (sometimes replacing "system" with a synonym such as platform or engine) are a subclass of information filtering system that seek to predict the 'rating' or 'preference' that a user would give to an item.

Recommender systems have become extremely common in recent years, and are applied in a variety of applications. The most popular ones are probably movies, music, news, books, research articles, search queries, social tags, and products in general. However, there are also recommender systems for experts, jokes, restaurants, financial services, life insurance, persons (online dating), and Twitter followers.

This technology review discusses a wide variety of the choices available and their implications, aiming to provide an introduction to the important issues underlying recommenders and current best practices for addressing these issues.

History

The capacity of computers to provide recommendations was recognized fairly early in the history of computing.

In the early 1990s, collaborative filtering began to arise as a solution for dealing with overload in online information spaces. Tapestry was a manual collaborative filtering system: it allowed the user to query for items in an information domain, such as corporate e-mail, based on other users opinions or actions.

Research on recommender algorithms garnered significant attention in 2006 when Netflix launched the Netflix Prize to improve the state of movie recommendation. The objective of this competition was to build a recommender algorithm that could beat their internal CineMatch algorithm in offline tests by 10%. It sparked a flurry of activity, both in academia and amongst hobbyists. The $1 M prize demonstrates the value that vendors place on accurate recommendations.

Research in the field is moving in the direction of a richer understanding of how recommender technology may be embedded in specific domains. The differing personalities exhibited by different recommender algorithms show that recommendation is not a one-size-fits-all problem. Specific tasks, information needs, and item domains represent unique problems for recommenders, and design and evaluation of recommenders needs to be done based on the user tasks to be supported. Effective deployments must begin with careful analysis of prospective users and their goals. Automated collaborative filtering systems soon followed, automatically locating relevant opinions and aggregating them to provide recommendations. GroupLens used this technique to identify Usenet articles which are likely to be interesting to a particular user. Users only needed to provide ratings or perform other observable actions; the system combined these with the ratings or actions of other users to provide personalized results. With these systems, users do not obtain any direct knowledge of other users opinions, nor do they need to know what other users or items are in the system in order to receive recommendations.

In the late 1990s, commercial deployments of recommender technology began to emerge. Perhaps the most widely-known application of recommender system technologies is Amazon.com. Based on purchase history, browsing history, and the item a user is currently viewing, they recommend items for the user to consider purchasing.

Big Data

Big data is a popular term used to describe the exponential growth and availability of data, both structured and unstructured.

Big data is a broad term for data sets so large or complex that traditional data processing applications are inadequate. Challenges include analysis, capture, curation, search, sharing, storage, transfer, visualization, and information privacy. The term often refers simply to the use of predictive analytics or other certain advanced methods to extract value from data, and seldom to a particular size of data set.

Analysis of data sets can find new correlations, to "spot business trends, prevent diseases, combat crime and so on." Scientists, practitioners of media and advertising and governments alike regularly meet difficulties with large data sets in areas including Internet search, finance and business informatics. Scientists encounter limitations in e-Science work, including meteorology, genomics, connectomics, complex physics simulations, and biological and environmental research.

Data sets grow in size in part because they are increasingly being gathered by cheap and numerous information-sensing mobile devices, aerial (remote sensing), software logs, cameras, microphones, radio-frequency identification (RFID) readers, and wireless sensor networks. The world's tech- More data may lead to more accurate analyses. And More accurate analyses may lead to more confident decision making. And better decisions can mean greater operational efficiencies, cost reductions and reduced risk.

Taxonomy

Collaborative filtering

One approach to the design of recommender systems that has wide use is collaborative filtering. Collaborative filtering methods are based on collecting and analyzing a large amount of information on users behaviors, activities or preferences and predicting what users will like based on their similarity to other users. A key advantage of the collaborative filtering approach is that it does not rely on machine analyzable content and therefore it is capable of accurately recommending complex items such as movies without requiring an "understanding" of the item itself. Many algorithms have been used in measuring user similarity or item similarity in recommender systems. For example, the k-nearest neighbor (k-NN) approach and the Pearson Correlation. Collaborative Filtering is based on the assumption that people who agreed in the past will agree in the future, and that they will like similar kinds of items as they liked in the past.

Content-based filtering

Another common approach when designing recommender systems is content-based filtering. Content-based filtering methods are based on a description of the item and a profile of the users preference. In a content-based recommender system, keywords are used to describe the items; beside, a user profile is built to indicate the type of item this user likes. In other words, these algorithms Figure 3: Examples for Recommendation Systems try to recommend items that are similar to those that a user liked in the past (or is examining in the present). In particular, various candidate items are compared with items previously rated by the user and the best-matching items are recommended. This approach has its roots in information retrieval and information filtering research. To abstract the features of the items in the system, an item presentation algorithm is applied. A widely used algorithm is the tfidf representation (also called vector space representation).

Hybrid Recommender Systems

Recent research has demonstrated that a hybrid approach, combining collaborative filtering and content-based filtering could be more effective in some cases. Hybrid approaches can be implemented in several ways: by making content-based and collaborative-based predictions separately and then combining them; by adding content-based capabilities to a collaborative-based approach (and vice versa); or by unifying the approaches into one model. Several studies empirically compare the performance of the hybrid with the pure collaborative and content-based methods and demonstrate that the hybrid methods can provide more accurate recommendations than pure approaches. These methods can also be used to overcome some of the common problems in recommender systems such as cold start and the sparsity problem. Netflix is a good example of the use of hybrid recommender systems. They make recommendations by comparing the watching and searching habits of similar users (i.e. collaborative filtering) as well as by offering movies that share characteristics with films that a user has rated highly (content-based filtering).

Collaborative Filtering Methods

Collaborative filtering (CF) is a popular recommendation algorithm that bases its predictions and recommendations on the ratings or behavior of other users in the system. The fundamental assumption behind this method is that other users opinions can be selected and aggregated in such a way as to provide a reasonable prediction of the active user's preference. Intuitively, they assume that, if users agree about the quality or relevance of some items, then they will likely agree about other items -if a group of users likes the same things as Mary, then Mary is likely to like the things they like which she hasn't yet seen. 

User -User Collaborative Filtering

User-user collaborative filtering, also known as k-NN collaborative filtering, was the first of the automated CF methods. It was first introduced in the GroupLens Usenet article recommender. The Ringo music recommender and the BellCore video recommender also used user-user CF or variants thereof.

User-user CF is a straightforward algorithmic interpretation of the core premise of collaborative filtering: find other users whose past rating behavior is similar to that of the current user and use their ratings on other items to predict what the current user will like. To predict Mary's preference for an item she has not rated, useruser CF looks for other users who have high agreement with Mary on the items they have both rated. These users' ratings for the item in question are then weighted by their level of agreement with Mary's ratings to predict Mary's preference.

Besides the rating matrix R, a user-user CF system requires a similarity function s : U × U → R computing the similarity between two users and a method for using similarities and ratings to generate predictions. 

Item -Item Collaborative Filtering

User-user collaborative filtering, while effective, suffers from scalability problems as the user base grows. Searching for the neighbors of a user is an O(|U |) operation (or worse, depending on how similarities are computing -directly computing most similarity functions against all other users is linear in the total number of ratings). To extend collaborative filtering to large user bases and facilitate deployment on e-commerce sites, it was necessary to develop more scalable algorithms.

Itemitem collaborative filtering, also called item-based collaborative filtering, takes a major step in this direction and is one of the most widely deployed collaborative filtering techniques today. Rather than using similarities between users' rating behavior to predict preferences, item-item CF uses similarities between the rating patterns of items. If two items tend to have the same users like and dislike them, then they are similar and users are expected to have similar preferences for similar items. In its overall structure, therefore, this method is similar to earlier content-based approaches to recommendation and personalization, but item similarity is deduced from user preference patterns rather than extracted from item data.

In its raw form, item-item CF does not fix anything: it is still necessary to find the most similar items (again solving the k-NN problem) to generate predictions and recommendations. In a system that has more users than items, it allows the neighborhood-finding to be amongst the smaller of the two dimensions, but this is a small gain. It provides major performance gains by lending itself well to pre-computing the similarity matrix. As a user rates and re-rates items, their rating vector will change along with their similarity to other users. Finding similar users in advance is therefore complicated: a user's neighborhood is determined not only by their ratings but also by the ratings of other users, so their neighborhood can change as a result of new ratings supplied by any user in the system. For this reason, most user-user CF systems find neighborhoods at the time when predictions or recommendations are needed. In systems with a sufficiently high user to item ratio, however, one user adding or changing ratings is unlikely to significantly change the similarity between two items, particularly when the items have many ratings. Therefore, it is reasonable to pre-compute similarities between items in an itemitem similarity matrix. The rows of this matrix can even be truncated to only store the k most similar items. As users change ratings, this data will become slightly stale, but the users will likely still receive good recommendations and the data can be fully updated by re-computing the similarities during a low-load time for the system.

Itemitem CF generates predictions by using the user's own ratings for other items combined with those items' similarities to the target item, rather than other users' ratings and user similarities as in user-user CF. Similar to useruser CF, the recommender system needs a similarity function, this time s : I × I → R, and a method to generate predictions from ratings and similarities.

Multifaceted Collaborative Filtering Model

The two successful approaches to Collaborative Filtering are latent factor models, which directly profile both users and products, and neighborhood models, which analyze similarities between products or users. In the Multifaceted Collaborative Filtering Model, the factor and neighborhood models can be smoothly merged, thereby building a more accurate combined model. Further accuracy improvements are achieved by extending the models to exploit both explicit and implicit feedback by the users.

The Multifaceted Collaborative Filtering Model is sum of baseline, neighbourhood and latent factor models.

Baseline Model

Typical CF data exhibit large user and item effects i.e., systematic tendencies for some users to give higher ratings than others, and for some items to receive higher ratings than others. It is customary to adjust the data by accounting for these effects, which we encapsulate within the baseline estimates. Denote by µ the overall average rating. A baseline estimate for an unknown rating r ui is denoted by b ui and accounts for the user and item effects:

b ui = µ + b u + b i
The parameters b u and b i indicate the observed deviations of user u and item i, respectively, from the average.

Neighborhood Model

Previous models were centered around user-specific interpolation weights sij j∈S(i,u) sij relating item i to the items in a user-specific neighborhood S(i, u). In order to facilitate global optimization, we would abandon such user-specific weights in favor of global weights independent of a specific user. The weight from j to i is denoted by w ij and will be learnt from the data through optimization. The model describes each rating rui by the equation:

rui = b ui + j∈R(u) (r uj -b uj )w ij
However, experience shows that the current model somewhat overemphasizes the dichotomy between heavy raters and those that rarely rate. Better results were obtained when we moderated this behavior, replacing the prediction rule with:

rui = b ui + 1 |R(u)| j∈R(u) (r uj -b uj )w ij
Complexity of the model can be reduced by pruning parameters corresponding to unlikely item-item relations.

Latent Factor Model

A popular approach to latent factor models is induced by an SVD-like lower rank decomposition of the ratings matrix. Each user u is associated with a user factors vector p u ∈ R f , and each item i with an item-factors vector q i ∈ R f . Prediction is done by the rule:

rui = b ui + p T u q i
Parameters are estimated by minimizing the associated squared error function.

Integrated Model

The new neighborhood model is based on a formal model, whose parameters are learnt by solving a least squares problem. An advantage of this approach is allowing easy integration with other methods that are based on similarly structured global cost functions. As explained, latent factor models and neighborhood models nicely complement each other. Accordingly, in this section we will integrate the neighborhood model with our most accurate factor model SVD++. A combined model will sum the predictions of neighborhood and factor models to enrich each other:

rui = µ + b u + b i + p T u q i + 1 |R(u)| j∈R(u) (r uj -b uj )w ij
In a sense, this provides a 3-tier model for recommendations.

• The first tier, + b u + b i describes general properties of the item and the user, without accounting for any involved interactions. • The next tier, p T u q i provides the interaction between the user profile and the item profile. • The final "neighborhood tier" contributes fine grained adjustments that are hard to profile.

Model parameters are determined by minimizing the associated regularized squared error function through gradient descent. We loop over all known ratings in K. For a given training case r ui , we modify the parameters by moving in the opposite direction of the gradient.

Evaluation for Recommendation Systems

When developing a recommender system, either a new algorithm or a new application, it is useful to be able to evaluate how well the system works. Since recommendation is usually a means to some other goal (user satisfaction, increased sales, etc.), testing ultimately needs to take this into account and measure the intended effect. However, it can be costly to try algorithms on real sets of users and measure the effects. Further, measuring some desired effects may be intractable or impossible, resulting in the need for plausible proxies.

Data Set

Many recommender systems are developed in particular contexts, and their evaluations will be on data sets relevant to that context or on internal data sets. There are, however, several data sets that are publicly available and are widely used in evaluating recommenders. They form a basis on which the raw numeric performance of new algorithms can be compared against known performance of existing systems in a consistent environment, and can serve as a preliminary testing domain in building a system for which no directly relevant data is available.

The Netflix data set, made available in 2006 as a part of the Netflix Prize, has been widely used as a large-scale data set for evaluating recommenders. It consists of over 100 M date stamped ratings of 17 K movies from 480 K users, with some perturbation applied to the ratings in an attempt to preserve privacy. The data set was withdrawn in late 2009 after publicity surrounding research to de-anonymize anonymized data sets.

There are also other data sets in circulation from various sources. Yahoo! Research operates one such collection, providing a variety of data sets collected from Yahoo! services.

Offline Evaluation Structure

The basic structure for offline evaluation is based on the train-test setup common in machine learning. It starts with a data set, typically consisting of a collection of user ratings or histories and possibly containing additional information about users and/or items. The users in this data set are then split into two groups: the training set and the test set. A recommender model is built against the training set. The users in the test set are then considered in turn, and have their ratings or purchases split into two parts, the query set and the target set. The recommender is given the query set as a user history and asked to recommend items or to predict ratings for the items in the target set; it is then evaluated on how well its recommendations or predictions match with those held out in the query. This whole process is frequently repeated as in k-fold cross-validation by splitting the users into k equal sets and using each set in turn as the test set with the union of all other sets as the training set. The results from each run can then be aggregated to assess the recommenders overall performance, mitigating then effects of test set variation.

Prediction Accuracy

Predictive accuracy metrics measure how close the recommender systems predicted ratings are to the true user ratings. Predictive accuracy metrics are particularly important for evaluating tasks in which the predicting rating will be displayed to the user such as Annotation in Context.

These statistical accuracy metrics evaluate the accuracy of a system by comparing the numerical recommendation scores against the actual user ratings for the user-item pairs in the test dataset.

The most commonly used prediction accuracy metrics are Mean Absolute Error (MAE), Root Mean Squared Error (RMSE), and Correlation.

Decision Support Metrics

Decision support accuracy metrics evaluate how elective a prediction engine is at helping a user select high quality items from the set of all items. These metrics assume the prediction process as a binary operation either items are predicted (good) or not (bad).

The most commonly used decision support accuracy metrics are reversal rate, weighted errors and ROC sensitivity.

5 MLlib -Collaborative Filtering using Spark

Collaborative Filtering

Collaborative filtering is commonly used for recommender systems. These techniques aim to fill in the missing entries of a user-item association matrix. MLlib (Spark's machine learning (ML) library) currently supports model-based collaborative filtering, in which users and products are described by a small set of latent factors that can be used to predict missing entries. MLlib uses the alternating least squares (ALS) algorithm to learn these latent factors. The implementation in MLlib has the following parameters:

• numBlocks is the number of blocks used to parallelize computation (set to -1 to autoconfigure). • rank is the number of latent factors in the model.

• iterations is the number of iterations to run.

• lambda specifies the regularization parameter in ALS.

• implicitPrefs specifies whether to use the explicit feedback ALS variant or one adapted for implicit feedback data. • alpha is a parameter applicable to the implicit feedback variant of ALS that governs the baseline confidence in preference observations.

Explicit vs Implicit Feedback

The standard approach to matrix factorization based collaborative filtering treats the entries in the user-item matrix as explicit preferences given by the user to the item.

It is common in many real-world use cases to only have access to implicit feedback (e.g. views, clicks, purchases, likes, shares etc.). The approach used in MLlib to deal with such data is taken from Collaborative Filtering for Implicit Feedback Datasets. Essentially instead of trying to model the matrix of ratings directly, this approach treats the data as a combination of binary preferences and confidence values. The ratings are then related to the level of confidence in observed user preferences, rather than explicit ratings given to items. The model then tries to find latent factors that can be used to predict the expected preference of a user for an item.

Scaling of the regularization parameter

Since v1.1, the regularization parameter lambda in solving each least squares problem is scaled by the number of ratings the user generated in updating user factors, or the number of ratings the product received in updating product factors. This approach is named "ALS-WR" and discussed in the paper "Large-Scale Parallel Collaborative Filtering for the Netflix Prize". It makes lambda less dependent on the scale of the dataset. So the best parameter learned from a sampled subset can be applied to the full dataset and expect similar performance.

Large Scale Recommendation Systems using Mahout

A Mahout-based collaborative filtering engine takes users' preferences for items and returns estimated preferences for other items. Mahout provides a rich set of components from which you can construct a customized recommender system from a selection of algorithms. Mahout is designed for performance, scalability and flexibility.

Top-level packages define the Mahout interfaces to these key abstractions: 

• DataModel • UserSimilarity • ItemSimilarity • UserNeighborhood • Recommender

DataModel

A DataModel is the interface to information about user preferences. An implementation might draw this data from any source, but a database is the most likely source. Mahout provides MySQLJDBC-DataModel, for example, to access preference data from a database via JDBC and MySQL. Another exists for PostgreSQL. Mahout also provides a FileDataModel, which is fine for small applications.

Users and items are identified solely by an ID value in the framework. Further, this ID value must be numeric; it is a Java long type through the APIs. A Preference object or PreferenceArray object encapsulates the relation between user and preferred items (or items and users preferring them).

Finally, Mahout supports, in various ways, a so-called "boolean" data model in which users do not express preferences of varying strengths for items, but simply express an association or none at all. For example, while users might express a preference from 1 to 5 in the context of a movie recommender site, there may be no notion of a preference value between users and pages in the context of recommending pages on a web site: there is only a notion of an association, or none, between a user and pages that have been visited.

UserSimilarity

A UserSimilarity defines a notion of similarity between two users. This is a crucial part of a recommendation engine. These are attached to a Neighborhood implementation. ItemSimilarity is analagous, but find similarity between items.

UserNeighborhood

In a user-based recommender, recommendations are produced by finding a "neighborhood" of similar users near a given user. A UserNeighborhood defines a means of determining that neighborhood for example, nearest 10 users. Implementations typically need a UserSimilarity to operate. Recommender systems have become ubiquitous. People use them to find books, music, news, smart phones, vacation trips, and romantic partners. Nearly every product, service, or type of information has recommenders to help people select from among the myriad alternatives the few they would most appreciate. Sustaining these commercial applications is a vibrant research community, with creative interaction ideas, powerful new algorithms, and careful experiments. Still, there are many challenges for the field, especially at the interaction between research and commercial practice.

Algorithms

Recommender systems researchers have developed a suite of highly effective algorithms for the basic problem of recommending a set of substitutable goods from a large population of similar goods to individual users. There are however many remaining algorithmic challenges, most involving richer sets of data about the users, the items, the interactions between the users and the items, or the relationships among groups of users or groups of items. For instance, how can such sources as Amazon reviews and Twitter posts about items be incorporated into recommendations. We expect to see a wide variety of approaches that generalize to process multiple parallel matrices of user and item data simultaneously.

Data

The data used by recommender systems are sometimes biased in unexpected ways that can have a dramatic effect on outcomes. Nearly all rating data sets are strongly biased toward high ratings, because users are careful to only choose to consume items they suspect they will like. This class of problems is challenging to solve in general, but there are some elegant approaches emerging for specific instances. For instance, researchers have shown that datasets can be effectively statistically unbiased for some popularity biases.

User Experience

The goal of recommender systems is to improve user experience. In both research and practice, crafting the user experience to fit the application and the user life-cycle remains a substantial challenge. One challenge is to adapt the nature of recommendations as the user gains more experience with the recommender. Part of the research challenge is to design interfaces that give users control over the recommendation process without overwhelming the user or rendering the tool too complicated for novice users.

Evaluation and metrics

Evaluation of recommender systems has advanced significantly over the past decade, but many challenges remain. Even with a better understanding of the relationships among different algorithm performance metrics, the field struggles to standardize evaluation. As a result, too often research results are incomparable with prior published results, even when based on the same data sets. Deploying innovative recommenders is still too hard, and there is a substantial need for research platforms where innovations can be tested without first building up a community of thousands of users.

Social impact

Because collaborative filtering recommender systems must by their nature collect substantial personalized data about their users, they face important privacy and security challenges. Researchers have been approaching these challenges head-on by attempting to develop ways to collect and store data in such a way that extracting personalized data is provably difficult. Furthermore, the existence of the recommender may influence the structure of the community over time. If users are choosing items to read based on personalized recommendations, over time they may cluster into groups of like-minded individuals. In the future, recommender systems will explicitly react to combat this type of damage to the community structure, ensuring that not only individuals, but also the surrounding community benefit from the existence of the recommender.
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