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Modern programming languages often provide functions to manipulate regular expressions in standard libraries. If they offer support for advanced features, the matching algorithm has an exponential worst-case time complexity: for some so-called vulnerable regular expressions, an attacker can craft ad hoc strings to force the matcher to exhibit an exponential behaviour and perform a Regular Expression Denial of Service (ReDoS) attack. In this paper, we introduce a framework based on a tree semantics to statically identify ReDoS vulnerabilities. In particular, we put forward an algorithm to extract an overapproximation of the set of words that are dangerous for a regular expression, effectively catching all possible attacks. We have implemented the analysis in a tool called rat, and testing it on a dataset of 74,669 regular expressions, we observed that in 99.78% of the instances the analysis terminates in less than one second. We compared rat to seven other ReDoS detectors, and we found that our tool is faster, often by orders of magnitude, than most other tools. While raising a low number of false positives, rat is the only ReDoS detector that does not report false negatives.

Introduction

Regular expressions (regexes) are often used to verify that strings in programs match a given pattern. Modern programming languages offer support for regexes in standard libraries, and this encourages programmers to take advantage of them. However, matching engines in languages such as Python, JavaScript, and Java employ algorithms with exponential worst-case time complexity in the length of the string. This is because advanced features such as backreferences extend the expressiveness of regular expressions. This comes at the cost of exponential matching in the worst case, even for regexes that do not exploit such features. An attacker can craft a string to force the matcher to exhibit the exponential behaviour to perform a Regular Expression Denial of Service (ReDoS) attack, a particular type of algorithmic complexity attack [START_REF] Crosby | Denial of service via algorithmic complexity attacks[END_REF].

ReDoS attacks are vastly underestimated Denial of Service (DoS) attacks. In a recent study of regexes usage, in nearly 4,000 Python projects on Github, the authors find that over 42% of them contain regexes [START_REF] Chapman | Exploring regular expression usage and context in Python[END_REF], while in [START_REF] Staicu | Freezing the web: A study of ReDoS vulnerabilities in JavaScript-based web servers[END_REF] the authors found that 10% of the Node.js-based web services they examined are vulnerable to ReDoS. In this already harsh scenario, in [START_REF] Iv | Regexes are hard: Decision-making, difficulties, and risks in programming regular expressions[END_REF] the authors find that only 38% of the developers that they surveyed knew about the existence of ReDoS attacks. Many well-known platforms observed such vulnerabilities in their systems: among them, we find Stack Overflow [START_REF]Stack overflow outage postmortem[END_REF], Cloudflare [START_REF]Cloudflare's outage postmortem[END_REF], and iCloud [START_REF]National vulnerability database[END_REF]. Since it is difficult to detect ReDoS vulnerabilities with manual inspection, it is necessary to automate this process. However, for now, there is no practical and widely adopted solution to detect ReDoS vulnerabilities.

There are many different approaches to static semantics-based ReDoS detection [START_REF] Kirrage | Static analysis for regular expression denial-of-service attacks[END_REF][START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF][START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF][START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF], and they are all based on automata frameworks. Due to the difficulties to precisely model matching engines with automata, static analyzers often report both false positives and false negatives. In contrast, dynamic approaches to ReDoS detection [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF] can hardly be used in practice, since performing dynamic testing on exponential algorithms can be excessively costly. Heuristicsbased syntactical analyzer [START_REF]The SonarSource tool[END_REF][START_REF]The safe-regex tool[END_REF][START_REF]The regexploit tool[END_REF][START_REF]The redos-detector tool[END_REF] try to detect vulnerabilities by matching regex constructs against potentially dangerous patterns. However, these tools do not offer guarantees about the quality of the results, often reporting both false positives and false negatives.

In this paper, we put forward a novel approach to statically detect ReDoS vulnerabilities. We get rid of the complexities to represent the behaviour of matching engines with automata by defining a tree semantics of the matching process. Next, we leverage it to introduce an analysis that determines whether a regex may be vulnerable or not. In particular, the analysis returns an overapproximation of the language of words that can cause exponential matching, being effectively sound but not complete. Nevertheless, our experiments show that our approach reports a low number of false positives.

In this work, we focus on the most dangerous type of ReDoS vulnerability, namely when the matching is exponential. To successfully perform an attack that exploits superlinear but non-exponential matching, a malicious user must be allowed to insert very large strings. Such attacks are considerably less dangerous than the case that we consider.

Our approach not only eliminates the complexities related to using automata, but also opens the possibility to easily introduce optimizations. We implemented our algorithm in a tool called rat [START_REF] Parolini | rat -ReDoS Abstract Tester[END_REF], and we found it to be on average one to two orders of magnitude faster than most existing detectors, while being proved to be sound (it does not raise false negatives) and raising only 49 false alarms over 74,669 regexes. Furthermore, rat can extract the language of possibly dangerous words, being strictly more expressive than most other tools. This expressiveness can be useful in different scenarios: for example, existing matching engines can use our algorithm to filter-out dangerous input strings. It is also possible to use the language of dangerous words by combining our framework with a string analysis in order to prove the absence of ReDoS vulnerabilities in real-world applications.

To summarize, this paper makes the following contributions:

• We introduce a novel tree semantics to describe the behaviour of matching engines and we leverage it to formally define ReDoS vulnerabilities;

• We put forward a sound analysis that extracts an overapproximation of the language of words that can cause an exponential ReDoS attack for a regex. Our framework does not depend on automata and allows us to soundly reason about the concrete behaviour of the matching engines;

• We implement the analysis in a tool called rat. We also compare the performance and the precision of rat to seven other detectors. In our evaluation, we find that rat is on average one to two orders of magnitude faster than most other approaches, while being strictly more expressive than the others. More interestingly, rat is the only detector that does not report false negatives.

The remainder of the paper is organized as follows. Section 2 gives an introduction to ReDoS vulnerabilities and regex basics. Section 3 introduces the tree semantics, which allows formalizing ReDoS vulnerabilities and reasoning about the concrete behaviour of matching engines. Section 4 describes a sound analysis to detect possible ReDoS attacks, while Section 5 compares the precision and performance of our implementation of the analysis with seven other detectors. Section 6 describes in depth the different existing approaches to ReDoS detection. Finally, Section 7 concludes the paper with a discussion of future work. This is an extended and revised version of a conference paper that appeared in Theoretical Aspects of Software Engineering (TASE 2022) [START_REF] Parolini | Sound static analysis of regular expressions for vulnerabilities to denial of service attacks[END_REF]. In this new version, we add to our experiments a comparison with a new class of analyzers, namely the heuristics-based analyzers, that do not offer theoretical guarantees about the precision of the analysis. In Section 2.3 we describe such approach, and in Section 5 we add to our experimental comparison three new heuristics-based tools. We also include the soundness proof for our analysis (Theorem 2). We use two main intermediate theoretical results, which we incorporate in the main body of the article (Lemma 1 and Lemma 2). We also formalize the correctness of our algorithm to extract the nondeterminism in regular expressions (Algorithm 2) in Theorem 1, and we prove it in A. Furthermore, we enrich the paper by adding Example 2, Figure 3b, and Algorithm 3.

Background

Regex Matching

The majority of modern programming languages offer support for regular expression matching in their standard library. While language membership is well-known to be computable in linear time in the length of input strings for regular languages [START_REF] Hopcroft | Introduction to automata theory, languages, and computation[END_REF][START_REF] Lam | Compilers: Principles, Techniques, and Tools[END_REF], matching engines designers often decide to increase the expressivity of regular expressions by introducing backreferences and lookaround assertions [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF], making the matching less efficient. These two features allow the user to express non-regular patterns, extending the capabilities of the matching engine. Backreferences and lookarounds are radically different from other extensions of classic regexes that do not change the expressive power (such as character classes [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF]), as they cannot be converted into regular constructs. Matching engines that support backreferences and lookarounds use backtracking algorithms, which have exponential worst-time complexity. Since in this work we target backtracking-based matching engines, in Section 2.5 we introduce the pseudocode for the backtracking matching procedure. As backreferences and lookarounds are, for the moment, not in the scope of our analysis, we present a simple version of the matching procedure that does not consider them.

While the majority of languages allow backreferences and lookarounds, there exist some exceptions. For instance, Rust uses well-known techniques based on finite-state machines [START_REF] Hopcroft | Introduction to automata theory, languages, and computation[END_REF][START_REF] Lam | Compilers: Principles, Techniques, and Tools[END_REF] to guarantee superior performance. This comes at the cost of forbidding backreferences and lookaround assertions. In Table 1 we report the two main approaches to regex matching, their complexity with respect to the Algorithm Complexity Used In Finite-State Machine [START_REF] Hopcroft | Introduction to automata theory, languages, and computation[END_REF][START_REF] Lam | Compilers: Principles, Techniques, and Tools[END_REF] Linear Rust [START_REF]Rust's regex matching engine[END_REF][START_REF]Rust's regex module documentation[END_REF], RE2 Engine [START_REF]Google's RE2 matching engine[END_REF] Backtracking [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF] Exponential Javascript (V8 runtime) [START_REF]V8's regex matching engine[END_REF][START_REF]V8 new matching engine announcement[END_REF], Java [START_REF] Berglund | Analyzing catastrophic backtracking behavior in practical regular expression matching[END_REF][START_REF]Java's regex matching engine[END_REF], PHP [START_REF]Php's regex matching engine[END_REF][START_REF]PCRE2 regex engine documentation[END_REF], Perl [START_REF]Perl's regex matching engine[END_REF][START_REF]Perl's regex module documentation[END_REF] Python [START_REF]Python's regex matching engine[END_REF][START_REF]Python's regex module documentation[END_REF], Ruby [START_REF]Ruby's regex matching engine[END_REF][START_REF]Ruby's regex module documentation[END_REF],

Table 1: Matching algorithms comparison

1 import re 2 email_regex = r ' ^([0 -9 a -zA -Z ]([ -.\ w ]*[0 -9 a -zA -Z ]) * @ (([0 -9 a -zA -Z ]) +([ -\ w ]*[0 -9 a -zA -Z ]) *\.) +[ a -zA -Z ]{2 ,9}) $ ' 3 attack = 'a ' * 50 4 re . match ( email_regex , attack )
Figure 1: Python program that matches a dangerous string against a vulnerable regex length of input strings, and some of the programming languages and matching engines that use them. Observe that there are also other approaches to regex matching, such as derivatives-based matching [START_REF] Brzozowski | Derivatives of regular expressions[END_REF][START_REF] Antimirov | Partial derivatives of regular expressions and finite automaton constructions[END_REF][START_REF] Owens | Regular-expression derivatives re-examined[END_REF], but they are not widely used in matching engines.

ReDoS Vulnerabilities

The majority of programming languages that offer support for regexes in standard libraries are vulnerable to ReDoS attacks. Figure 1 shows an example of a Python program that matches a string with a vulnerable regex that validates email addresses. The regex is taken from the Regexlib [START_REF]Regexlib database[END_REF] database, and possibly many programmers used it. Executing the program on a modern computer with a 4GHz Intel Core i7-4790K CPU takes more than 24 hours. In Section 4, we give in-depth description of ReDoS vulnerabilities, but here we informally introduce why this behaviour arises. Consider the input string a 50 and the subexpression

([-.\w]*[0-9a-zA-Z])*: a can be matched in [-.\w]* or in [0-9a-zA-Z]. This implies that in ([-.\w]*[0-9a-zA-Z]
)* there are four paths to match aa , eight for aaa and in general 2 n for a n . Normally, the matching engine accepts the first match, but here, as @ does not appear in the string, it exhaustively explores all 2 50 paths before concluding that no match is possible for a 50 in the full regex.

Most programming languages employ matching engines with exponential worsttime complexity to support backreferences and lookarounds [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF], which are non-regular constructs. Since our analysis is limited, for now, to classic regular expressions, we, as many other analyzers, do not support such non-regular features. Nevertheless, our approach is sufficient to analyze the great majority of regexes in real-world applications: in [START_REF] Chapman | Exploring regular expression usage and context in Python[END_REF] the authors found that in nearly 4000 Python projects, only 4% of the regexes use lookarounds and up to 0.4% use backreferences. Yet, recent surveys determined that up to 10% of the web services they considered present ReDoS vulnerabilities [START_REF] Staicu | Freezing the web: A study of ReDoS vulnerabilities in JavaScript-based web servers[END_REF]. This highlights how programmers use vulnerable matching engines while only occasionally taking advantage of advanced features, and motivates the need for a sound ReDoS analyzer even limited to regular constructs.

ReDoS Detection

There are three main approaches to ReDoS detection:

1. Heuristics-based static detection. Heuristics-based static analyzers are tools that try to determine whether a regex is vulnerable or not using heuristics. They usually match the constructs of the input regex against a set of potentially dangerous patterns. For instance, safe-regex [START_REF]The safe-regex tool[END_REF] checks that regexes do not present nested stars. By performing simple syntactic checks, these tools are typically faster than others. On the other hand, since they do not rely on formal semantics, they can report both false positives and false negatives, and they usually provide low-quality results. The tools safe-regex [START_REF]The safe-regex tool[END_REF], regexploit [START_REF]The regexploit tool[END_REF], and redos-detector [START_REF]The redos-detector tool[END_REF] are examples of heuristics-based static analyzers.

Semantics-based static detection.

There are many different approaches to semantics-based static ReDoS detection [START_REF] Kirrage | Static analysis for regular expression denial-of-service attacks[END_REF][START_REF] Rathnayake | Semantics, analysis and security of backtracking regular expression matchers[END_REF][START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF][START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF][START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF], and they all rely on automata. In those frameworks, regexes are first transformed into automata, which are then analyzed to determine whether they are vulnerable or not.

The main problem is that transforming regexes to automata can remove or inject vulnerabilities. This is often a source of both false positives and false negatives. We discuss semantics-based static analyzers based on automata in detail in Section 6, and we compare them to our approach which is also semantics-based, but operates on regexes instead of automata.

3. Dynamic detection. A dynamic analyzer generates strings that are fed to the matching engine. Then, the tool measures the time for the matching and determines whether a regex is vulnerable or not. These tools are sensibly slower than static analyzers, because performing testing on exponential algorithms can be excessively time-consuming. While it is possible to configure generic fuzzers, such as SlowFuzz [START_REF] Petsios | Slowfuzz: Automated domainindependent detection of algorithmic complexity vulnerabilities[END_REF], to detect ReDoS vulnerabilities, in [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF] the authors present ReScue: a more precise gray-box approach which leverages a genetic algorithm to efficiently generate input strings.

As described in Section 5, in our experiments we find that heuristics-based static analyzers raise a sensibly higher number of false positives and false negatives compared to other approaches. Nevertheless, heuristics-based detectors are the mostly used tools in practice. For instance, safe-regex [START_REF]The safe-regex tool[END_REF] averages from 18,000 to 20,000 downloads per week on npm [START_REF]Node package manager[END_REF].

Regexes Basics

We now define the regexes that we use for the rest of the paper. Let Σ " t a 1 , a 2 , . . . , a n u be a finite set of symbols. A word is an element of Σ ˚, while a language is a set of words. We denote the empty word as ε and the concatenation of two languages L 1 , L 2 as L 1 L 2 . Let a P Σ.

R P R (Regexes) R -ε | a | R 1 |R 2 | R 1 ¨R2 (or R 1 R 2 q | R 1
We assume that regexes automatically remove ε in the concatenation (this is known as a smart-constructor [START_REF] Owens | Regular-expression derivatives re-examined[END_REF]), so that R¨ε and ε¨R are always simplified to R. This allows representing regexes as they are implemented in programming languages, where ε cannot be inserted by the user in the concatenation. We define two functions to deconstruct the concatenation of a regex R.

hdpRq fi # hdpR 1 q if R " R 1 R 2 R otherwise tlpRq fi # tlpR 1 q¨R 2 if R " R 1 R 2 ε otherwise
Observe that since we assume that the concatenation simplifies ε, if hdpRq " ε, then tlpRq " ε. We extend the regexes with the possibility to recognize the empty language, namely the empty set of words, as follows.

R P R K (Possibly Empty Regexes) R -ε | a | R 1 |R 2 | R 1 ¨R2 | R 1 | K Observe that R Ă R K . Let a P Σ.
The language recognized by a regex R P R K is defined as follows.

LpKq fi H Lpaq fi tau LpR 1 R 2 q fi LpR 1 qLpR 2 q Lpεq fi tεu LpR 1 |R 2 q fi LpR 1 q Y LpR 2 q LpR 1 q fi ď iě0 LpR 1 q i
If LpR 1 q " LpR 2 q we write R 1 " L R 2 . Furthermore, the union, intersection and complement operations on regexes have respectively type

R K ˆRK Ñ R K , R K ˆRK Ñ R K and R K Ñ R K . We denote them by R 1 Y r R 2 , R 1 X r R 2 and R 1 r . If R 1 , R 2 P R, then R 1 Y r R 2 P R. Observe that R 1 |R 2 is different from R 1 Y r R 2 :
the first is a regex constructor, while the second is a function that returns a regex that accepts the union of the languages of R 1 and R 2 . While the union can be implemented using the alternative constructor, it is also possible to perform simplifications and optimisations on the result, such as a Y r a " a instead of a|a. Our algorithms use the union without requiring a specific implementation.

We define the function s : R Ñ N that returns the number of stars in a regex as follows.

spRq fi

$ ' & ' % 0 if R " a or R " ε spR 1 q `spR 2 q if R " R 1 R 2 or R " R 1 |R 2 1 `spR 1 q if R " R 1 2.

Backtracking Regex Matching

In this section, we provide the pseudocode of the matching procedure. While it is simple and concise, it models the concrete behaviour of realistic matching engines.

The pseudocode ignores details specific to a particular implementation, giving a high-level description of the procedure. Our algorithm is a trivial adaptation of the one presented in [START_REF] Berglund | Analyzing catastrophic backtracking behavior in practical regular expression matching[END_REF], which models Java's matching engine. Classic textbooks about regexes [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF] confirm that matching engines in standard libraries employ a trivial backtracking procedure for the matching. As backreferences and lookarounds are, for the moment, not in the scope of our analysis, we present a simple version of the matching procedure that does not consider them.

In Algorithm 1, we present the matching procedure. The logic operators are short-circuit: as soon as the input word is matched, the unexplored branches of the regex are not considered. The behaviour of function Match depends on the first constructor in the concatenation of the regex, and the remaining portion can possibly be ε. The algorithm is rather trivial, but it models two important aspects of matching engines. First, it implements a prioritization mechanism that: (1) tries to expand the left branch before the right branch in alternatives; (2) tries to match as many characters as possible in the body of the stars. Second, the algorithm prevents infinite ε-matching loops. Consider pε|aq ˚: if we remove line 3, the procedure keeps expanding the body of the star forever, never consuming any character of the input string. To prevent this, when a star is expanded, it is inserted in C, that is the set of stars that cannot be expanded again. Initially, C must be the empty set. The stars are removed from C only when at least one character is matched. 

11 return MatchpR 1 R 3 , w, Cq _ MatchpR 2 R 3 , w, Cq 12 case xR 1 , R 2 y do 13 return MatchpR 1 R 1 R 2 , w, C YtR 1 R 2 uq_ MatchpR 2 ,

w, Cq

Observe that usually in matching engines the match is successful even if just a prefix of the word matches the regex [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF], and this is known as submatch or partial match semantics. We can easily model this behaviour by appending Σ ˚at the end of regexes [START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF]. In the rest of the paper, for the sake of simplicity and without loss of generality, we assume that the match is successful only if the entire word is matched (fullmatch semantics). Since real-world matching engines use the partial match semantics, our implementation assumes instead by default such semantics. The translation between the two simply rewrites R P R as RΣ ˚.

Semantics

In this section, we first define a small-step operational semantics as a transition relation between the configurations of the matching engine. We then use it to put forward a tree semantics that precisely describes the steps performed during the matching. Lastly, we use the semantics to formally define ReDoS vulnerabilities.

We extend R to represent whether a star has been expanded and not a single character has been matched yet. The syntax of a regex R P R T is given by the following grammar.

R P R T (Transitional Regexes) R -ε | a | R 1 |R 2 | R 1 ¨R2 | R 1 | R 1
It differs from traditional regexes for the closed star, namely R ˚. It is a star that cannot be expanded again in order to prevent infinite ε-matching loops. We will formalize this concept with the transition relation. The closed stars avoid the necessity to keep a separate set of expressions (C in Algorithm 1) during the matching: the information is implicitly included in the regex. We call a pair in R T ˆΣ˚fi S a state, and it describes the configuration of the matching engine. The first component is the regex that the matcher is expanding, and the second is the suffix of the input word that still has to be matched. We define the function r : R T Ñ R to transform the closed stars back into regular stars as follows.

rpεq fi ε rpR 1 |R 2 q fi rpR 1 q|rpR 2 q rpR 1 q fi rpR 1 q rpaq fi a rpR 1 R 2 q fi rpR 1 qrpR 2 q rpR 1 q fi rpR 1 q

We then define the set of actions as A fi t h, i, , l u Y t o a | a P Σ u. Let a P Σ and w P Σ ˚. We can finally define the transition relation between states. It is not deterministic, but sequences of actions will be ordered later in this section. The transition relation describes all possible choices of the matching engine according to the state. Observe that with the action the star becomes ˚, and it cannot be expanded again until a character is matched. In fact, the transition relation is not defined for R ˚. After consuming a character of the input word, we apply the function r to mark all stars as expandable. Observe that the transition relation describes all possible actions that Algorithm 1 might perform in a particular state. We now leverage the transition relation to define a tree semantics for the matching procedure. Figure 2.(a) to (d) represent the steps to obtain the semantic matching tree that we define in this section for the initial state xa ˚, ay. We begin by defining the set of execution traces for xR 0 , w 0 y P S. TpxR 0 , w 0 yq fi t xR 0 , w 0 y

A 1 ÝÑxR 1 , w 1 y A 2 ÝÑ ¨¨¨A n
ÝÑxR n , w n y | @i P r0, n ´1s : A i P A and xR i , w i y We denote the last state of a trace t as ptq and we define the set of complete execution traces as T c pxR, wyq fi t t P TpxR, wyq | ptqÛ u. Observe that T c pxR, wyq represents all possible executions of the matching engine from xR, wy up to a state in which it is not possible to continue. We say that two traces are part of the same matching run if they have the same initial state. To build the matching tree, we need to order the traces from the first that will be explored to the last. Let t 1 , t 2 be two complete execution traces in the same matching run, and let xR 1 , w 1 y be the last state in the longest common prefix between t 1 and t 2 . We impose a lexical order Ď such that t 1 Ď t 2 iff the action chosen by t 1 after xR 1 , w 1 y is either h or . This order assigns higher priority to the traces that choose to expand the left branch of the alternative or to expand the body of the star, which is the standard behaviour of matching engines. Let T be a set of complete execution traces such that all of them are part of the same matching run. We denote with O Ď pT q the sequence of traces in T ordered by Ď.

A i`1 ÝÑxR i`1 , w i`
Observe that pO Ď ˝Tc qpxR, wyq corresponds to the ordered sequence of all complete execution traces. During the concrete execution, some of them will never be explored, because as soon as the state xε, εy is found, the procedure terminates. We want to remove from pO Ď ˝Tc qpxR, wyq those traces that appear after xε, εy. Let S " t 1 , t 2 , . . . , t n be a sequence of complete execution traces. We denote by F ε pSq the sequence t 1 , t 2 , . . . , t k such that t k is the first trace for which it holds that pt k q " xε, εy. If there is no such trace, then k " n (i.e., there is an exhaustive exploration of all the traces before failing).

Let S be a sequence of complete execution traces such that all of them are part of the same matching run. We denote by pSq the tree obtained by merging the common prefixes in S.

Definition 1 (Matching Tree Semantics). Let R P R T and w P Σ ˚. The matching tree semantics of R with respect to w is given by the following tree. We denote the number of nodes in a tree t with |t| and its set of leaves as lvsptq. We define the language recognized by R P R T as follows.

R pwq fi p ˝Fε ˝OĎ ˝Tc qpxR, wyq

LpRq fi t w P Σ ˚| xε, εy P lvsp R pwqq u

We now give the definition of ReDoS vulnerability, using the one that firstly appeared in [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF], but adapted to our semantics.

Definition 2 (ReDoS Vulnerability). Let R P R and n P N. We define M R pnq fi maxt | R pwq| | w P Σ ˚, |w| ď n u. We say that R has a ReDoS vulnerability iff M R P Ωp2 n q.

We now prove that the height of a matching tree R pwq is always Op|w|q. We define the frontier of a state xR, wy as the (possibly empty) ordered sequence of states that are reached after matching the first character of the word w. More formally, the frontier f : S Ñ S ˚is the sequence of states f pxR, awyq fi xrpR 1 q, wy, . . . , xrpR n q, wy, where aR 1 pawq, . . . , aR n pawq is the (possibly empty) ordered sequence of subtrees of R pawq such that the next action is matching the first character a. For example, f pxpa|aq ˚, abyq " xpa|aq ˚, by, xpa|aq ˚, by (see Figure 3(b)). We define f pxR, εyq as the empty sequence. We abuse the notation and we generalize the frontier to sequences of states: f pxR 1 , wy, . . . , xR n , wyq is the ordered concatenation of the frontiers f pxR 1 , wyq, . . . , f pxR n , wyq. Furthermore, f 0 pxR, wyq fi xR, wy, and for n ě 1, f n pxR, wyq fi f ˝f n´1 pxR, wyq. The following lemma formalizes the intuition that the length of input words is an upper bound for the height of matching trees. Lemma 1. Let R P R T , w P Σ ˚and h be the height of R pwq. Then, h " Op|w|q.

Proof. Let m be the least integer such that f m pxR, wyq is empty. Since the number of nodes between the frontiers does not depend on the length of the input word but only on the regex, h " Θpmq. Let n ď m, and observe that the words in the states of f n pxR, wyq have exactly |w| ´n characters. By definition of f , when n " |w| the next frontier must be empty. This implies that m cannot be greater than |w|, so that h " Op|w|q.

Detection of ReDoS Vulnerabilities

In this section, we describe a framework to statically detect exponential ReDoS vulnerabilities. The analysis we propose derives from a regex an overapproximation of the set of dangerous words, namely those that can possibly cause an exponential ReDoS attack. The analysis is sound but not complete: any true vulnerability will be reported, but the algorithm can occasionally raise false positives (i.e., harmless regexes can be considered dangerous). Nevertheless, as discussed in Section 5, our experiments show that in practice our approach is precise and reports only 49 false positives over 74,669 regexes.

Intuitively, there is an exponential ReDoS vulnerability in a star if it is possible to match a word with at least two different traces. Consider pa|aq ˚: a is matched in two traces by expanding the left or the right branch of the alternative. This implies that there are four traces to match aa, eight for aaa and in general 2 n for a n . Nevertheless, pa|aq ˚ pa n q is not an exponential tree, because the match succeeds after expanding the left branch of the alternative n times. By appending a character that makes the match fail after a n , an attacker can force the matching 13 Algorithm 2: Compute M 2 pRq

1 function M2pR : Rq Ñ R K 2 return M2-recpR, Hq 3 function M2-recpR : R T , E : ℘pR T qq Ñ R K 4 if R P E then 5 return K 6 switch xhdpRq, tlpRqy do 7 case xε, εy _ xR 1 , R 2 y do 8 return K 9 case xa, R 1 y do 10 return a¨M2-recprpR 1 q, Eq 11 case xR 1 |R 2 , R 3 y do 12 inter Ð R 1 R 3 X r £ ε R 2 R 3 13 l Ð M2-recpR 1 R 3 , Eq 14 r Ð M2-recpR 2 R 3 , Eq 15 return inter Y r l Y r r 16 case xR 1 , R 2 y do 17 inter Ð R 1 R 1 R 2 X r £ ε R 2 18 l Ð M2-recpR 1 R 1 R 2 , E Y tRuq 19 r Ð R 1 ¨M2-recpR 2 , Eq 20 return inter Y r l Y r r
engine to explore all traces, effectively performing a ReDoS attack. This is the reason why | pa|aq ˚ pa n bq| " Θp2 n q.

First, we define a function M 2 to extract the set of words that are matched in at least two traces in a regex R. M 2 pRq fi t w P Σ `| Dt 1 , t 2 P T c pxR, wyq : t 1 ‰ t 2 and pt 1 q " pt 2 q " xε, εy u

In the analysis, we use M 2 , and since it is a possibly infinite language we need an algorithm to compute a finite representation of it. The function M2 in Algorithm 2 returns a regular expression R 1 P R K such that LpR 1 q " M 2 pRq. In Algorithm 2, we compute the intersection of two regexes R 1 , R 2 P R T that does not include ε, and we denote it by R 1 X r £ ε R 2 . It can be computed as ¡ εpR 1 q X r ¡ εpR 2 q, where ¡ ε : R T Ñ R K removes ε from the language of input regexes. The procedure is depicted in Algorithm 3.

The intuition behind M2 is that a word is matched in two different traces if Algorithm 3: Remove ε from LpRq

1 function ¡ εpR : R T q Ñ R K 2 switch xhdpRq, tlpRqy do 3 case xε, εy _ xR 1 , R 2 y do 4 return K 5 case xa, R 1 y do 6 return a¨prpR 1 qq 7 case xR 1 |R 2 , R 3 y do 8 return ¡ εpR 1 R 3 q Y r ¡ εpR 2 R 3 q 9 case xR 1 , R 2 y do 10 return ¡ εpR 1 R 1 R 2 q Y r ¡ εpR 2 q
the two branches of a choice1 recognize some common words, that is, they have a nonempty intersection. Algorithm 2 recursively explores all regexes that can be reached from the initial one with the transition relation. When it encounters a choice, it returns the intersection of the two possible branches: the words in it are those that are matched in two different traces. Observe that since the words in M 2 pRq are nonempty, we compute the intersections with X r £ ε . To ensure termination, we keep track of which stars have already been expanded with the parameter E. When a regex, in which the first construct is a star, is encountered for the second time, the function returns K. This guarantees that any star will be expanded exactly once. Observe that the closed stars and the parameter E serve different purposes: the first guarantees termination during the concrete execution to avoid infinite ε-matching loops; the second guarantees termination of the M2-rec function.

Theorem 1 (Correctness of M2). Let R P R.

LpM2pRqq " M 2 pRq

In A we give the detailed proof of Theorem 1, while here we show the proof sketch and main intuition.

Proof (Sketch). We show that in both the base and the recursive case the function M2-rec computes M 2 . Since M2 immediately calls M2-rec, this is equivalent to proving LpM2pRqq " M 2 pRq. In the base case of M2-rec, there are no recursive calls, and there are only three possible cases. If R P E, then we already analyzed R, and we simply return K. If R " ε, since the words in M 2 are non-empty, we correctly return K. If xhdpRq, tlpRqy " xR 1 , R 2 y, there exist no word that can be matched in R, so that we return K.

In the inductive case we have three other subcases that depend on R.

• If xhdpRq, tlpRqy " xa, R 1 y, we observe that the first constructor leads to only one possible action, that is matching the symbol a. Therefore, the words that can be matched in two different traces in R are those that start with the symbol a, and that can be matched in at least two different traces in R 1 , so that we return a¨M2-recprpR 1 q, Eq. By inductive hypothesis, this is exactly a¨pM 2 prpR 1 qqq.

• If xhdpRq, tlpRqy " xR 1 |R 2 , R 3 y, the words that can be matched in two different traces are: (1) those that can be matched by both branches of the alternative and then can be matched in

R 3 , namely R 1 R 3 X r R 2 R 3 ;
(2) those that can be matched in two different traces in the left branch, namely M 2 pR 1 R 3 q;

(3) those that can be matched in two different traces in the right branch, namely M 2 pR 2 R 3 q. We can conclude by inductive hypothesis by observing that we return

pR 1 R 3 X r £ ε R 2 R 3 q Y r M2-recpR 1 R 3 , Eq Y r M2-recpR 2 R 3 , Eq.
• If xhdpRq, tlpRqy " xR 1 , R 2 y, the words that can be matched in two different traces are: [START_REF] Crosby | Denial of service via algorithmic complexity attacks[END_REF] those that can be matched by both expanding and not expanding the star, namely

R 1 R 1 R 2 X r £ ε R 2 ;
(2) those that can be matched in two different traces by expanding the body of the star, namely M 2 pR 1 R 1 R 2 q;

(3) those that can be matched in two different traces in R 2 after matching a prefix in R 1 , namely LpR 1 qM 2 pR 2 q. We can conclude by inductive hypothesis by observing that we return

pR 1 R 1 R 2 X r £ ε R 2 q Y r M2-recpR 1 R 1 R 2 , E Y tRuq Y r R 1 ¨M2-recpR 2 , Eq.
Example 1. Consider M2ppa|aq ˚q, that initially invokes M2-recppa|aq ˚, Hq. First, pa|aqpa|aq ˚Xr £ ε ε " L K is returned; then, the recursive call M2-recpε, Hq immediately terminates and returns K as well. The most interesting recursive call is M2-recppa|aqpa|aq ˚, tpa|aq ˚uq, where the first construct in the concatenation is an alternative. The function computes and returns the nonempty intersection apa|aq ˚Xr £ ε apa|aq ˚"L a `. Next, the algorithm invokes M2-recpapa|aq ˚, tpa|aq ˚uq, which then calls M2-recprppa|aq ˚q, tpa|aq ˚uq. Since rppa|aq ˚q " pa|aq ˚and pa|aq is in E, the algorithm terminates at line 5. To summarize, M2ppa|aq ˚q recognizes the language a `, which is exactly M 2 ppa|aq ˚q.

Example 2. Heuristics-based tools often classify as dangerous regexes that have nested stars. In this example, we show how this pattern implies that the language of words that can be matched in at least two traces is non-empty. Consider the regex pa ˚q˚a nd the word aa. After matching the first character a, the matching engine reaches the state xa ˚pa ˚q˚, ay, as shown by the following partial trace: This implies that the language of words that can be matched in at least two traces is non-empty. In general, nested stars can lead to this type of configuration in which words can be matched in two different concatenated stars. This implies that the regex might be dangerous, justifying the decision of heuristics-based tools to classify regexes with nested stars as vulnerable.

When analyzing pa ˚q˚, after three recursive calls, M2-rec reaches the regex a ˚pa ˚q˚a nd returns a ˚Xr £ ε pa ˚q˚" L a `. This regex is then concatenated to the prefix that makes it possible to reach the configuration a ˚pa ˚q˚, namely a. Overall, the language of words that can be matched in at least two different traces is a¨a `.

Intuitively, if there is no word that is matched in two different traces, there is no ambiguity, and the matching is linear in the length of the input words in the worst case. In Lemma 2, we prove this intuition.

Lemma 2. Let R P R T . M 2 pRq " H ùñ | R pwq| " Op|w|q
Proof. Let t 1 be the subtree from the root xR, wy to the nodes in the frontier f pxR, wyq. Observe that the nodes in f pxR, wyq are the only ones that possibly have subtrees outside the portion that we are considering: all the others are either internal nodes in t 1 or do not have children. Observe also that the number of nodes in t 1 does not depend on |w|, but just on R and the first character of w, if there is any.

We define the set of reachable regexes rch : R T Ñ ℘pR T q as follows.

rchpRq fi t R 1 P R T | Dw 1 , w 2 P Σ ˚, Dt P TpxR, w 1 w 2 yq : ptq " xR 1 , w 2 y u
The number of nodes in f pxR, wyq is bounded by | rchpRq|, since there is at most one occurrence of any regex R 1 P rchpRq in f pxR, wyq. This is because, if there were two occurrences of any R 1 P rchpRq, this would violate the hypothesis M 2 pRq " H: there would be two different traces to match the first character of w. Furthermore, for the same reason, it holds that for each i P t 1, . . . , |w| u:

|f i pxR, wyq| ď | rchpRq|
Since the width of the matching tree grows as the size of the frontiers, this implies that the width of the matching tree is Op| rchpRq|q. By Lemma 1, the height of the matching tree is at most linear in the length of the word, so that | R pwq| " Op|w|| rchpRq|q. Since | rchpRq| does not depend on |w|, we conclude that | R pwq| " Op|w|q.

To understand how we take advantage of M2, consider a regex R ˚such that M2pR ˚q ‰ L H. In this case, the set of words that are matched with at least two traces in R ˚is not empty. Let w P LpM2pR ˚qq. Since from R ˚there are two traces to match w, then there are four traces to match w 2 , eight for w 3 , and in general 2 n for w n . Furthermore, for all n ě 1, w n P LpM2pR ˚qq. This implies that the words in M2pR ˚q are possibly matched in an exponential number of traces.

To have an exponential matching tree, all of them must be explored. Let S P R, and consider the case in which w n is matched with R ˚S. By concatenating w n with a suffix s that causes the match to fail, it is possible to force the procedure to exhaustively explore all traces, effectively resulting in an exponential matching tree. The language of suffixes that make the match fail is the language of words not accepted by R ˚S, namely R ˚Sr . This is the key insight of our analysis, namely that M2pR ˚q¨R ˚Sr accepts an overapproximation of the language of words dangerous for R ˚S that can cause exponential matching in R ˚.

With this intuition, we define the analysis E : R ˆR ˆR Ñ R K such that EpR, P, Sq recognizes an overapproximation of the set of words dangerous for the regex P¨R¨S that can cause exponential matching in R.

EpR, P, Sq fi

$ ' ' ' ' & ' ' ' ' % K if R " ε or R " a EpR 1 , P, Sq Y r EpR 2 , P, Sq if R " R 1 |R 2 EpR 1 , P, R 2 ¨Sq Y r EpR 2 , P¨R 1 , Sq if R " R 1 R 2 P¨R 1 ¨M2pR 1 q¨R 1 ¨Sr Y r EpR 1 , P¨R 1 , R 1 ¨Sq if R " R 1 
Initially, the analysis must be invoked as EpR, ε, εq. It recursively explores R, accumulating the prefixes and the suffixes of the portion that it is considering in P and S. When E encounters a star, in addition to calling E recursively on the regex under the star, it also returns P¨R 1 ¨M2pR 1 q¨R 1 S r . As discussed previously, M2pR 1 qR 1 S r recognizes an overapproximation of the language of words dangerous for R 1 S that can cause exponential matching in R 1 . The first construct P¨R 1 in the expression accepts the language of words that the analysis determined to be a prefix of R 1 S. Later in this section, we prove that the words in EpR, ε, εq are a sound overapproximation of the words that are dangerous for R, and we also provide an example where the analysis loses precision. We can perform an emptiness check on EpR, ε, εq to determine if there are dangerous words. If the language is empty, then R is not vulnerable; otherwise, we have a sound overapproximation of the words that can lead to ReDoS attacks.

Example 3. Consider Eppa|aq ˚, ε, εq.

Eppa|aq ˚, ε, εq " pa|aq ˚¨M2ppa|aq ˚q¨pa|aq ˚r Y r Epa|a, pa|aq ˚, pa|aq ˚q " L pa|aq ˚a`p a|aq ˚r Y r K " L a `¨a ˚r In this case, the analysis determined that pa|aq ˚is vulnerable to arbitrary large sequences of as that are followed by any nonempty word not composed of a's only. Observe that, effectively, | pa|aq ˚ pa n bq| " Θp2 n q.

The following soundness theorem provides a strong guarantee that if the analysis of R returns an empty regex, then the size of any matching tree is at most polynomial in the length of the input word. More precisely, the matching is at most polynomial in the number of stars that syntactically appear in the regex.

Theorem 2 (Soundness). Let R P R.

EpR, ε, εq " L K ùñ | R pwq| " Op|w| spRq q Proof. We prove the theorem by induction on spRq. The base case is spRq " 0, namely in R there are no stars. We observe that stars are the only constructors that allow matching an arbitrary number of character, which implies that the size of each matching tree is bounded by a constant that does not depend on the input word, namely | R pwq| " Op1q. This can be seen as a consequence of the fact that LpRq is finite.

The inductive case is spRq ě 1. The only case that we consider is when hdpRq " R 1 and tlpRq " R 2 . All other cases can be reduced to this: regex constructors that are not stars can match only a constant number of characters before reaching a star. Observe that by definition of E, EpR 1 R 2 , ε, εq " L K implies EpR 2 , R 1 , εq " L K. Since the prefixes do not change the emptiness of the result, EpR 2 , ε, εq " L K. By observing that spR 2 q ă spR 1 R 2 q, we can apply the inductive hypothesis and obtain the following.

| R 2 pwq| " Op|w| spR 2 q q " Op|w| spR 1 R 2 q´1 q Therefore, for all w P Σ ˚, if w 1 is a suffix of w, all subtrees R 2 pw 1 q of R pwq have size at most polynomial in |w 1 |, which implies that the size is at most polynomial in |w|. Since EpR 1 R 2 , ε, εq " L K, then M2pR 1 q " L K. By Lemma 2 we can observe that matching any word in R 1 is at most linear in the length of the input word. Let w P Σ ˚. In R 1 R 2 pwq there are at most |w| nodes of type xR 2 , w 1 y after matching any prefix of w in R 1 , namely at most one for any prefix of w. This is because M2pR 1 q " L K implies that it is not possible to have two different traces that match any prefix of w. These observations imply that the matching tree can be decomposed in the part in which R 1 is expanded (which is linear), and at most |w| subtrees in which R 2 is expanded. We already observed that all those subtress have size Op|w| spR 1 R 2 q´1 q. Therefore, we obtain:

| R 1 R 2 pwq| " Op|w|q `|w| ÿ i"1 Op|w| spR 1 R 2 q´1 q " Op|w|q `|w|Op|w| spR 1 R 2 q´1 q " Op|w| spR 1 R 2 q q
This proves the theorem. Observe that actually EpR 1 R 2 , ε, εq " L K can be caused not exclusively by M2pR 1 q " L K, but also by R 1 R 2 r " L K. The only language that has as complement the empty language is Σ ˚, which implies that LpR 1 R 2 q " Σ ˚.

This case is then analogous to the previous one, because even though there might be an exponential number of traces to match a word in R 1 , only one is actually expanded, since R 1 R 2 accepts any word. In this case, there exists no suffix that can make the match fail and trigger the exhaustive exploration of the set of traces. Some patterns in regexes can cause a loss of precision in the analysis. Consider as example Σ ˚|pa|aq ˚and observe how the matching procedure never explores the right (dangerous) branch of the outermost alternative. However, since the analysis does not consider the order in which the branches are explored (they are merged with Y r ), EpΣ ˚|pa|aq ˚, ε, εq returns the language a `a˚r . While our analysis is not complete, our experiments show that over 74,669 regexes taken from real-world use cases, this happens only in 49 instances. This shows that patterns that can make our analysis lose precision rarely occur in practice.

The fact that the analysis returns the language of dangerous words can be useful in different scenarios. For example, it is possible to use our algorithm in a matching engine that tries to match a word only if it is not in the attack language of the input regex. The analysis we put forward can also be integrated with a static analyzer for high-level programming languages: by paring our framework with a sound string analysis, it should be possible to prove the absence of ReDoS vulnerabilities in real-world applications. This is left as future work.

Observe that even though we do not directly support lookaround assertions, it is possible to run the analysis multiple times on each assertion in a regex. In fact, if none of them is dangerous (i.e., they have empty attack languages), then the initial regex is safe. We also believe that it is possible to automatically overapproximate regexes with backreferences in a sound way (for instance, substituting (a)*\1 with a*a*) to analyze them with our framework, and we would like to explore such extensions in future work.

As discussed in Section 2.5, in this paper we assume that the match is successful only if the entire word matches the regular expression (fullmatch semantics). Nevertheless, matching engines usually consider the match to be valid even if just a prefix of the word matches the regex (partial match semantics). To simulate this behaviour, we can simply append Σ ˚at the end of the patterns. Observe that the complement of the universal language is K, so that if Σ ˚is the only suffix of a dangerous star, the exponential behaviour cannot be triggered. As discussed in this section, this is because there exists no suffix that can make the match fail. The implication is that patterns that are dangerous in the fullmatch semantics, can be harmless in the partial match semantics. Since the latter is the one used in matching engines, our tool rat assumes it by default, but the translation between the two is trivial.

Experimental Evaluation

To assess the usefulness of the analysis we put forward, we implemented it in the rat [START_REF] Parolini | rat -ReDoS Abstract Tester[END_REF] tool (ReDoS Abstract Tester) in less than 5000 lines of OCaml code, and we compared it to seven other detectors. In our experiments, we wanted to evaluate how rat behaves in terms of precision and performance compared to others. We ran our experiments on a server with 128GB of RAM, with 48 Intel Xeon CPUs E5-2650 v4 @ 2.20GHz and Ubuntu 18.04.5 LTS. We considered the dataset used in [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF], composed of: p1q 2,992 patterns from the Regexlib platform [START_REF]Regexlib database[END_REF]; p2q 12,499 patterns from the Snort platform [START_REF]The snort database[END_REF]; p3q 13,597 patterns extracted from 3,898 Python projects on Github in [START_REF] Chapman | Exploring regular expression usage and context in Python[END_REF]. To them, we added 63,352 regexes extracted from modules in the pypi package manager [46] by Davis et al. [START_REF] Davis | The impact of regular expression denial of service (ReDoS) in practice: an empirical study at the ecosystem scale[END_REF]. From the dataset, we removed the regexes that were not properly sanitized (e.g., that contained nonprintable characters) and we removed duplicates, obtaining 74,669 regexes. To Type Sound Complete Language Deterministic rat static, semantic ReScue [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF] dynamic rexploiter [START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF] static, semantic rsa [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF] static, semantic rsa-full [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF] static, semantic rxxr2 [START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF] static, semantic safe-regex [START_REF]The safe-regex tool[END_REF] static, heuristic regexploit [START_REF]The regexploit tool[END_REF] static, heuristic redos-detector [START_REF]The redos-detector tool[END_REF] static, heuristic In what follows, we say that a detector is sound if it identifies as vulnerable all the truly vulnerable regexes, and we say that it is complete if all the regexes it identifies as vulnerable are truly vulnerable. Sound detectors forbid false negatives and complete detectors forbid false positives. The tools we compared rat to are ReScue [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF], rexploiter [START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF], rsa [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF], rxxr2 [START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF], safe-regex [START_REF]The safe-regex tool[END_REF], regexploit [START_REF]The regexploit tool[END_REF] and redos-detector [START_REF]The redos-detector tool[END_REF]. In particular, rsa allows the user to improve the precision of the analysis (at the cost of sacrificing some performance) with the "full" mode, that makes it the only sound and complete tool. The only dynamic detector we compare to is ReScue that, due to its nature, never raises false positives. On the other hand, since it relies on a genetic algorithm that generates the input strings with random mutations, the analysis is not deterministic. The detectors safe-regex, regexploit and redos-detector are heuristics-based, and they do not offer any guarantees about the soundness or the completeness of the analysis. In Section 6, we discuss the details of each approach, and in Table 2 we summarize the characteristics of the tools. While attributes reported in Table 2 summarize the expected behaviour, we found that in practice some detectors do not match the underlying theoretical results. For instance, while rsa-full should be sound and complete, we found that it reports both false positives and false negatives. If a detector can extract the language of dangerous words (opposed to a single exploit string) we mark the Language column with . Static detectors are divided into semantics-based and heuristics-based tools.

Precision Comparison.

We take advantage of the evaluation technique used in [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF], which, to the best of our knowledge, is the only article that compares the precision of different ReDoS detectors. We analyze each regex with the detectors setting an individual timeout of 30 seconds, and then we compare the results. If any tool can craft an exploit string of length lesser or equal to 128 characters that makes the Java 8 matching engine perform more than 10 10 matching steps, we consider the regex to be vulnerable. During our tests, we observed that for the specific matching engine we consider, for strings of length at most 128 characters, 10 10 matching steps are a sound threshold to clearly distinguish between exponential and non-exponential matching. We cross-reference the results of eight different tools (some of which are, at least theoretically, sound) by concretely testing exploit strings on a realworld matching engine, so that we infer with high confidence the number of false positives and false negatives. Nevertheless, since we include ReScue in the comparison, which is a nondeterministic detector, these numbers might vary slightly in different runs. We classified as vulnerable 316 regexes. Heuristics-based detectors do not have semantics information about the attack language and they do not perform dynamic detection either, so that they can rarely report useful exploit strings. We experienced some difficulties in extracting exploit strings from those analyzers. When possible, we extracted attack strings based on a best-effort implementation.

In Table 3, we report the results of the comparison. The columns correspond to: number of correctly classified regexes (OK); false positives (FP); false negatives (FN); out of time (OOT); runtime errors (RTE); skipped (SKIP) (i.e., not parsed); total runtime displayed as H:MM:SS (TIME). For out of time events, runtime errors, and skipped regexes, we report in parentheses how many regexes in the total number are vulnerable.

Compared to other static analyzers, rat reports a relatively low number of false positives: 49 over the 67,074 regexes that it parses. The only static analyzer that reports fewer false positives than rat is rexploiter, that on the other hand reports respectively 180 false negatives. Furthermore, rexploiter skips 20,202 regexes. Interestingly, we observed that in practice rat is the only detector that does not report false negatives. This matches our theoretical results, and it gives empirical evidence that our framework performs a sound analysis.

If we do not consider heuristics-based tool, rat is the detector that parses the highest number of regexes: even more than ReScue, which indeed supports advanced features. This is due to the fact that ReScue does not support some regular patterns such as named capturing groups with the syntax (?P<name>pattern), that indeed rat can analyze. Heuristics-based detectors can analyzer a higher number of regexes: regexploit and safe-regex skip respectively only 421 and 0 regular expressions. Since these tools do not offer guarantees about the soundness or the completeness of the analysis, they can analyze a wide variety of constructs by simply ignoring them. On the other hand, we observe that safe-regex parses and analyzes regular expressions that, to the best of our knowledge, are not accepted by any matching engine, for instance (a**. The high number of false positives reported by safe-regex and redos-detector makes it difficult to use them in practice. In fact, they raise respectively 13,376 and 14,218 false alarms.

Performance Comparison.

In case a detector runs out of time for a few regexes, the total runtime in Table 3 grows sharply, not representing precisely the average performance of the tool. For this reason, we use survival plots to compare more faithfully the performance of the detectors. On such plot, the y-axis represents the time in milliseconds, and the x-axis is the number of regexes such that each one can be analyzed under the specified time, while the remaining regexes either take longer to analyze or cannot be analyzed by the corresponding detector. No plot for x-axis and detector d means that for 74, 669´x regexes d did not successfully complete the analysis (i.e., it either ran out of time or it had a parse/runtime error). The plot highlights the relative performance of each tool and how many regexes can be individually analyzed under a time threshold. The survival plot of our experiments is depicted in Figure 4.

Our experiments showed that rat is able to analyze 66,926 regexes over the 67,074 that it parses in less than one second each (" 99.78%). As expected, ReScue is, due to its dynamic nature, significantly slower than static analyzers. After it, we find the cluster composed of rsa, rsa-full and rexploiter. Our detector is on average one to two orders of magnitude faster than them for corresponding points on abscissa x. Even though the total runtime to analyze the whole dataset for redos-detector is lower than rat's, the plot shows how our tool performs significantly better on average. The same holds for safe-regex: in 82,8% of the cases rat is faster. The regexploit tool performs better than our analyzer, at the cost of raising 140 false negatives, meaning that it does not detect more than one third of the vulnerabilities. While rxxr2 is generally faster than rat, we remark that rat is performing a strictly more expressive analysis by returning the 3, rxxr2 is not performing a sound analysis either. We also remark that rat analyzes 6,375 more regexes than rxxr2.

Discussion.

We observed that in practice rat is one to two orders of magnitude faster than most detectors, raises a relatively low number of false positives, and it is the only analyzer that does not report false negatives. The approach based on semantic trees significantly improved the analysis' design and the easiness to reason about ReDoS vulnerabilities. It also allowed us to ignore the complexities related to transforming regexes into automata, that for some tools are sources of unsoundness and incompleteness. To the best of our knowledge, our analysis for ReDoS vulnerabilities is the first that operates directly on regexes without having to resort to automata. Regexes also make it easy to implement many performance optimizations. We integrated in rat three major performance improvements.

• Character Classes Representation. Character classes are features commonly used by programmers. For example, \d is a shortcut for 0|1| . . . |9. We extend the regexes to recognize sets of characters instead of simple characters.

With a slight adjustment to our implementation, regexes containing character classes considerably decreased their size. For example, 0| . . . |9 has 19 constructs, while t 0, . . . , 9 u is a regex with a single character set construct.

• Symbolic Operations. In our analysis, we perform a large number of intersection and complement operations. Instead of running the algorithm to compute them, we extend again the regexes to support symbolic intersection and symbolic complement. When a complement or an intersection must be computed, we simply add its symbolic representation to the result.

• Emptiness Check. The last step in the analysis is to check if the computed attack language is empty. We decided to take advantage of the algorithm based on derivatives put forward in [START_REF] Midtgaard | A parametric abstract domain for lattice-valued regular expressions[END_REF], which, as the results of our experiments confirm, efficiently performs the emptiness check. The framework described in [START_REF] Midtgaard | A parametric abstract domain for lattice-valued regular expressions[END_REF] uses extended regular expressions with symbolic intersection and symbolic complement, so that it can be effortlessly integrated into our implementation.

We conducted an analysis to determine the number of regular expressions that produce false positives in both rat and other tools. Our investigation found that rxxr2 and rsa share respectively 21 and 26 false positives with rat. This overlap is significant and can be attributed to similarities in the approaches used by these detectors. Typically, automata-based tools leverage analysis techniques to detect nondeterministic transitions in the loops of the automata. Our algorithm M2 performs a similar analysis on the stars of regular expressions, as it detects the language of words that can be matched in two different traces. As stars in regular expressions are often transformed into loops in automata, we can account for the shared false positives between rat and automata-based tools.

Upon examining the false positives reported by other tools, we found no correlation with rat. In the case of safe-regex and redos-detector, the number of false alarms generated was too high to draw meaningful conclusions. In the case of regexploit, the overlap is limited to 10 false positives, while ReScue cannot report false alarms. Although rexploiter employs an automata-based algorithm, only two false positives were shared between the tool and rat. This finding highlights that the translation algorithm used by rexploiter fails to preserve the structure, and therefore the vulnerabilities, of regular expressions.

In our experimental evaluation, we did not find any recurring pattern in the false positives raised by rat. By considering a large set of regular expressions that result in false positives, we might build a database of rules to improve the precision of the analysis in specific cases. Nonetheless, the soundness guarantee offered by our theoretical framework does not trivially hold if we add human-crafted ad-hoc rules to our analyzer. As a result, any rule that is used must be proved to preserve the soundness of the analysis.

Related Work

In this section we discuss related work. In particular, we describe existing ReDoS detection techniques, ReDoS mitigation frameworks, and the link between our semantics and regular expression derivatives.

Semantics-Based Static ReDoS Detection

Wüstholz et al. [START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF] put forward an analysis based on automata to detect Re-DoS vulnerabilities, and they implement it the rexploiter tool. Their approach is the closest to ours, since they can as well extract the language of dangerous words. However, the analysis is not sound nor complete, because transforming a regex into an automaton can introduce or remove vulnerabilities. For example, applying Glushkov's construction [START_REF] Glushkov | The abstract theory of automata[END_REF] to the vulnerable regex pa ˚q˚w e obtain a non-vulnerable automaton (with respect to [START_REF] Wüstholz | Static detection of dos vulnerabilities in programs that use regular expressions[END_REF]Defn. 3]). Since they do not define an algorithm to transform regexes into automata that preserves vulnerabilities, the analysis can report both false positives and false negatives, and our experiments confirmed this.

The rxxr2 tool is a static analyzer for exponential ReDoS vulnerabilities that infers exploit strings [START_REF] Rathnayake | Static analysis for regular expression exponential runtime via substructural logics[END_REF]. It is the successor of rxxr [START_REF] Kirrage | Static analysis for regular expression denial-of-service attacks[END_REF], that turned out to be unsound. Introducing a novel approach based on NFAs with prioritized transitions, rxxr2 infers strings that can be pumped and lead to exponential matching. While the algorithm is sound and complete with respect to automata, transforming regexes to automata can introduce or remove vulnerabilities. Similarly to rexploiter, they assume that the input regex has been converted into an automaton following one of the standard constructions, so that the analysis is actually neither sound nor complete.

The framework of prioritized NFAs (pNFAs) [START_REF] Berglund | Analyzing catastrophic backtracking behavior in practical regular expression matching[END_REF][START_REF] Berglund | On the semantics of regular expression parsing in the wild[END_REF] has been leveraged by Weideman et al. [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF] to build the rsa (RegexStaticAnalysis) static analyzer. The authors introduce an algorithm to translate regexes into automata that preserves the ReDoS vulnearbilities. The automata are analyzed with the framework described in [START_REF] Allauzen | General algorithms for testing the ambiguity of finite automata and the double-tape ambiguity of finite-state transducers[END_REF] to determine the degree of ambiguity [START_REF] Weber | On the degree of ambiguity of finite automata[END_REF], which allows inferring whether there are ReDoS vulnerabilities or not. The full mode performs a sound and complete analysis, while the simple mode is only sound, but it usually runs faster. We observe that while the analysis is complete, it is strictly less expressive than ours. In fact, their framework cannot be used to extract the attack lan-guage for a regular expression, but only a finite number of exploit strings. For this reason, the two approaches are suitable for different uses: tools that need the specification of dangerous words, such as static analyzers, cannot rely on rsa to extract it. Furthermore, our algorithm performs a single emptyness check of the attack language, while their analysis performs a universality check for each state of the automaton, resulting in a strictly higher complexity. Our experiments confirm that our analysis has a substantial performance advantage over the one proposed in [START_REF] Weideman | Analyzing matching time behavior of backtracking regular expression matchers by using ambiguity of NFA[END_REF].

Dynamic ReDoS Detection

A radically different approach to ReDoS detection is dynamic analysis. The ReScue tool [START_REF] Shen | ReScue: crafting regular expression DoS attacks[END_REF] leverages a genetic algorithm to efficiently generate potentially dangerous words, that are then matched by the Java matching engine to determine if they are truly dangerous. For this reason, the tool cannot report false positives. On the other hand, there is no guarantee about the absence of false negatives. The gray-box approach makes it easy to support a wide variety of advanced features, but it has the disadvantage to be several orders of magnitude slower than static analyzers. The analysis is not deterministic, and due to its dynamic nature it is not expressive enough to compute the attack language.

Heuristics-Based Static ReDoS Detection

Heuristics-based static analyzers try to report vulnerabilities by matching potentially dangerous patterns against the constructors of a regular expression. For instance, safe-regex [START_REF]The safe-regex tool[END_REF] checks that regexes do not present nested stars. It is easy to craft an example for which this rule raises a false positive: the regex (a*)*.* has two nested stars, but since there is no suffix that can make the matching fail (.* accepts the universal language), the regex is not dangerous. Nevertheless, safe-regex reports that the regex is dangerous, effectively raising a false positive.

In our experiments, we also found that both safe-regex and regexploit raise a false negative when analyzing the regex <project(.|\s)*?>, as they do not detect the exponential vulnerability. The exponential behaviour can be triggered by using as exploit string <project followed by a sequence of space characters, since spaces can be matched by both branches of the alternative (.|\s). Heuristics-based analyzers do not have semantic information about the attack language, and they do not perform dynamic testing either. In our experiments, we observed that these tools report a high number of false positives and false negatives. The heuristics employed by safe-regex [START_REF]The safe-regex tool[END_REF], regexploit [START_REF]The regexploit tool[END_REF] and redos-detector [START_REF]The redos-detector tool[END_REF] are not formalized in any work, and they can potentially change in the future. Not having semantic information also implies that it is impossible for this class of detectors to differentiate the type of the vulnerabilities reported, namely if the matching is exponential or superlinear.

ReDoS Mitigation

Recently, many techniques have been proposed to mitigate ReDoS attacks. Cody-Kenny et al. [START_REF] Cody-Kenny | A search for improved performance in regular expressions[END_REF] use genetic programming to substitute vulnerable regexes with safe ones. Li et al. [START_REF] Li | Flashregex: Deducing anti-redos regexes from examples[END_REF] and Pan et al. [START_REF] Pan | Automatic repair of regular expressions[END_REF] put forward techniques for automatic regex repair based on examples. In [START_REF] Davis | Using selective memoization to defeat regular expression denial of service (ReDoS)[END_REF] the authors introduce a matching algorithm that leverages selective memoization to mitigate ReDoS attacks while supporting advanced regex features. Sophisticated techniques based on GPU matching [START_REF] Lin | Accelerating regular expression matching using hierarchical parallel machines on GPU[END_REF][START_REF] Yu | GPU acceleration of regular expression matching for large datasets: exploring the implementation space[END_REF] and state-merging algorithms [START_REF] Becchi | Memory-efficient regular expression search using state merging[END_REF] have also been proposed to speedup the matching.

Regular Expression Derivatives

Derivatives-based matching [START_REF] Brzozowski | Derivatives of regular expressions[END_REF][START_REF] Antimirov | Partial derivatives of regular expressions and finite automaton constructions[END_REF][START_REF] Owens | Regular-expression derivatives re-examined[END_REF] is a technique to perform regular expression matching. It relies on the fundamental concept of derivative of a regular expression. In general, given a symbol a, the derivative of a regex R with respect to a is a regex that recognizes only those suffixes of strings with a leading a accepted by R. Brzozowski's derivatives [START_REF] Brzozowski | Derivatives of regular expressions[END_REF] are related to DFAs, while Antimirov's partial derivatives [START_REF] Antimirov | Partial derivatives of regular expressions and finite automaton constructions[END_REF] are related to NFAs, and both can be leveraged to perform regex matching. Matching engines in widely used programming languages do not use derivatives-based matching, as they rely on backtracking algorithms [START_REF] Friedl | Mastering regular expressions -understand your data and be more productive: for Perl, PHP, Java[END_REF][START_REF] López | Mastering Python Regular Expressions[END_REF][START_REF] Berglund | Analyzing catastrophic backtracking behavior in practical regular expression matching[END_REF].

There are some similarities between our tree semantics and Brzozowski's derivatives. The connection lies in the fact that when we match the first character from the state xR, awy, the regexes in the frontier (see page 13) of xR, awy recognize the same language accepted by the derivative of R with respect to the character a.

Nevertheless, there are substantial differences between the two approaches. In fact, our semantics is designed to capture the exact states explored by the matching engine, and in which order they appear. For instance, we can observe that after matching the first a starting from xpa|aq ˚, aby, we explore the state xpa|aq ˚, by exactly twice. This would not be possible by using derivatives, as they do not enjoy a notion of order over the expanded regexes. Furthermore, to mimic the behaviour of matching engines we added the closed star constructor, which is not needed in derivatives. Since regex derivatives cannot precisely capture the state of the matcher, they are not suitable to formally describe and reason about ReDoS vulnerabilities.

Conclusions

In this paper, we defined a tree semantics for regular expression matching, which we leveraged to design a sound static analysis that detects ReDoS vulnerabilities. To the best of our knowledge, our ReDoS detection framework is the first one that operates directly on regexes without having to resort to automata. This allowed us to easily reason about the concrete behaviour of complex matching engines, and it opened the possibility to integrate significant performance optimizations.

We implemented our analysis in the rat tool, and to assess the effectiveness of our technique, we compared it to seven other detectors. We found rat to be on average one to two orders of magnitude faster than most tools, while giving strong guarantees about the soundness of the analysis. While raising a relatively low number of false positives, rat is the only ReDoS detector that did not report false negatives.

In future work, we would like to extend our analysis to support advanced features such as backreferences and lookarounds. We believe that it is possible to automatically overapproximate those features with regular constructs in a sound way. We would also like to use the matching semantics to design a detector for superlinear ReDoS vulnerabilities. Similarly to the exponential case, we expect that an approach based on regular expressions can lead to an efficient and sound analysis also for superlinear vulnerabilities. Another interesting extension of this paper would be to integrate our framework in a static analyzer for high-level languages such as Python. We believe that by pairing rat with a string analysis, it is possible to prove the absence of ReDoS vulnerabilities in real-world applications. M2-rec is correct. Finally, we observe that the correctness of M2 is a corollary of the correctness of M2-rec.

Preliminary Definitions

Before proving the correctness of M2, we need some preliminary definitions. Let R 1 , R 2 P R T , w 1 , w 2 P Σ ˚. If Dt P TpxR 1 , w 1 w 2 yq such that xR 2 , w 2 y " ptq, then we write xR 1 , w 1 w 2 yÝÑ ˚xR 2 , w 2 y. We need to define when a regex R P R T is valid, namely when it is possible to obtain it by following a series of transitions from an initial regex in R. We say that R P R T is valid iff DR 1 P R, w 1 , w 2 P Σ ˚such that xR 1 , w 1 w 2 yÝÑ ˚xR, w 2 y. Consider as example ab ˚: there is no regex in R that can produce a concatenated with b ˚, so that ab ˚is not valid.

Let S be a nonempty set of regular expressions such that @R 1 ,

R 2 P S if R 1 ‰ R 2 , then |R 1 | ‰ |R 2 | (
where |R| is the number of constructors in the regex). We extract the longest element of S with the function L : ℘pR T q Ñ R T defined as LpSq fi arg max RPS |R|. Let R 1 P R T , R " R 1 ¨¨¨R n P R T where for all i P r1 . . . ns, R i is not a concatenation. We define a function to determine whether a regex is a suffix of another modulo ˚. suff : R T ˆRT Ñ bool is defined as suffpR 1 , R 1 ¨¨¨R n q " true iff Dj P r1 . . . ns such that rpR 1 q " rpR j`1 . . . R n q. For example, suffpa ˚a, aa ˚aq " true. We say that a set S is a valid set of expansion of nested stars if: (1) @R P S, DR 1 , R

2 P R T such that R " R 1 R 2 ; (2) @R 1 , R 2 P S such that R 1 ‰ R 2 it holds |R 1 | ‰ |R 2 |;
(3) @R P SztLpSqu : suffpR, LpSqq. An example of a valid set of expansion of nested stars is t pa ˚q˚, a ˚pa ˚q˚u .

Let

R 1 , R 2 P R T . If R 1 " R 2 , then we define M R 2 2 : R Ñ Σ ˚as M R 2 2 pR 1 q fi H. If R 1 ‰ R 2 , M R 2
2 pR 1 q is defined as follows.

M R 2 2 pR 1 q fi t w 1 w 2 | w 1 P Σ `, w 2 P Σ ˚, Dt 1 , t 2 P TpxR 1 , w 1 w 2 yq : t 1 ‰ t 2 ^ pt 1 q " pt 2 q " xR 2 , w 2 y ^w2 P LpR 2 q u

The words in M R 2 2 pR 1 q are those that can reach R 2 in at least two different traces from R 1 , and then can be matched from R 2 .

Correctness of M2-rec

We now formalize the correctness of M2-rec. We define a precondition for M2-rec, and then we give a postcondition. The correctness theorem, namely Theorem 3, states that the precondition implies the postcondition. Let R P R T , E P ℘pR T q. Precondition 1. R is valid;

ApR, Eq such that for each xR 1 , E 1 y P ApR, Eq it holds (1) M2-recpR 1 , E 1 q is called in a subcall of M2-recpR, Eq; (2) the control flow reaches line 6 (that is, R 1 has not been expanded yet). ApR, Eq is the set of actual arguments that will be used in the subcalls of M2-recpR, Eq. It can be proved that for each R P R T , E P ℘pR T q that respect the precondition, it holds that xR, Ey R ApR, Eq, namely the configuration xR, Ey will never be expanded again in any subcall of M2-recpR, Eq. This is because the algorithm keeps track, with the formal parameter E, of stars that have already been analyzed, and as soon as a regex that has a star as the first construct in the concatenation is encountered for the second time, the function terminates at line 5, never reaching line 6. Furthermore, we observe that ApR, Eq is a finite set. This is because for each xR 1 , E 1 y P ApR, Eq it holds that R 1 P rchpRq (since the algorithm explores all regexes that can be expanded during the concrete execution), and rchpRq is finite. The finiteness of ApR, Eq and the fact that xR, Ey R ApR, Eq imply the termination of the algorithm and show that the induction is well-founded.

Proof. We prove by induction on ApR, Eq that the precondition always implies the postcondition. The proof follows the same steps that appear in the sketch proof of Theorem 1 (see page 15).

Base Case pApR, Eq " Hq

If ApR, Eq " H, then there are no subcalls to M2-rec. There are only three possible cases.

1. xhdpRq, tlpRqy " xε, εy. Then, the execution reaches line 8 and K is correctly returned, since no word in Σ `is matched in two different traces from ε.

2. xhdpRq, tlpRqy " xR 1 , R 2 y. Then, similarly to the previous case, the execution reaches line 8 and K is returned, since no word can be matched if the first constructor in the concatenation is ˚.

3. R P E. Then, by the second and third conditions in the precondition it must be that R " LpEq. By definition, M R 2 pRq " H, and we conclude by observing that we correctly return K at line 5.

Inductive Case pApR, Eq ‰ Hq, E " H If ApR, Eq ‰ H, then we are in the inductive case and there are subcalls to M2-rec. We first consider the subcase in which E " H, that is the algorithm is not expanding any star. We show that LpM2-recpR, Eqq " M 2 pRq in three different cases that depend on R.

1. xhdpRq, tlpRqy " xa, R 1 y. In this case we return a¨M2-recprpR 1 q, Hq. Since the precondition is satisfied for M2-recpaR 1 , Hq, it is satisfied also for the call M2-recprpR 1 q, Hq. Furthermore, since xrpR 1 q, Hy R AprpR 1 q, Hq, we have AprpR 1 q, Hq Ă ApaR 1 , Hq. We can then apply the inductive hypothesis:

Lpa¨M2-recprpR 1 q, Hqq " LpaqM 2 prpR 1 qq (inductive hypothesis)

" M 2 pa¨rpR 1 qq " M 2 paR 1 q (@w P Σ ˚: Tpxa¨rpR 1 q, wyq " TpxaR 1 , wyq)

2. xhdpRq, tlpRqy " xR 1 |R 2 , R 3 y.
The first action is a choice. We can divide M 2 ppR 1 |R 2 qR 3 q in three subsets: p1q the words matched by both branches of the current choice, namely LpR 1 R 3 X r £ ε R 2 R 3 q; p2q the words that are matched in at least two different traces after taking the left branch, namely M 2 pR 1 R 3 q; p3q the words that are matched in at least two different traces after taking the right branch, namely M 2 pR 2 R 3 q. Similarly to the previous case, the precondition in each subcall is satisfied. Furthermore, ApR 1 R 3 , Hq Ă AppR 1 |R 2 qR 3 , Hq and ApR 2 R 3 , Hq Ă AppR 1 |R 2 qR 3 , Hq hold. We can then apply the inductive hypothesis: LpM2-recpR 1 R 3 , Hqq equals M 2 pR 1 R 3 q and LpM2-recpR 2 R 3 , Hqq equals M 2 pR 2 R 3 q. Observing that we return the regular expression pR 1 R 3 X r £ ε R 2 R 3 q Y r M2-recpR 1 R 2 , Hq Y r M2-recpR 2 R 2 , Hq, we can conclude:

LpM2-recppR 1 |R 2 qR 3 , Hqq " LppR 1 R 3 X r £ ε R 2 R 3 q Y r M2-recpR 1 R 3 , Hq Y r M2-recpR 2 R 3 , Hqq " LpR 1 R 3 X r £ ε R 2 R 3 q Y M 2 pR 1 R 3 q Y M 2 pR 2 R 3 q
(inductive hypothesis)

" M 2 ppR 1 |R 2 qR 3 q 3. xhdpRq, tlpRqy " xR 1 , R 2 y. Then the first action is a choice. Similarly to the previous case, we can divide M 2 pR 1 R 2 q in three subsets: p1q the words matched by both branches of the current choice (that is to expand the star or not), namely LpR 1 R 1 R 2 X r £ ε R 2 q; p2q the words that are matched in at least two different traces in the body of the star and that can reach R 1 R 2 , namely M R 1 R 2 2 pR 1 R 1 R 2 q; p3q the words that are matched in at least two different traces in R 2 , namely M 2 pR 2 q. Observe that the words in M 2 pR 2 q have as prefix language all the words that can be matched in R 1 , so that the last set actually is LpR 1 qM 2 pR 2 q. If the precondition holds for M2-recpR 1 R 2 , Hq, then it holds for the subcalls. Furthermore, ApR 1 R 1 R 2 , tR 1 R 2 uq Ă ApR 1 R 2 , Hq and ApR 2 , Hq Ă ApR 1 R 2 , Hq, so that by inductive hypothesis we have:

LpR 1 ¨M2-recpR 2 , Hqq " LpR 1 qM 2 pR 2 q M R 1 R 2 2 pR 1 R 1 R 2 q Ď LpM2-recpR 1 R 1 R 2 , tR 1 R 2 uqq Ď M 2 pR 1 R 1 R 2 q
Observing that we return

pR 1 R 1 R 2 X r £ ε R 2 q Y r M2-recpR 1 R 1 R 2 , tR 1 R 2 uq Y r R 1 ¨M2-recpR 2 ,
Hq, we can conclude:

M 2 pR 1 R 2 q " LpR 1 R 1 R 2 X r £ ε R 2 q Y M R 1 R 2 2 pR 1 R 1 R 2 q Y LpR 1 qM 2 pR 2 q Ď LppR 1 R 1 R 2 X r £ ε R 2 q Y r M2-recpR 1 R 1 R 2 , tR 1 R 2 uq Y r R 1 ¨M2-recpR 2 , Hqq (inductive hypothesis) Ď LpR 1 R 1 R 2 X r £ ε R 2 q Y M 2 pR 1 R 1 R 2 q Y LpR 1 qM 2 pR 2 q (inductive hypothesis) " M 2 pR 1 R 2 q (M R 1 R 2 2 pR 1 R 1 R 2 q Ď M 2 pR 1 R 1 R 2 q Ď M 2 pR 1 R 2 q) So that LppR 1 R 1 R 2 X r £ ε R 2 qY r M2-recpR 1 R 1 R 2 , tR 1 R 2 uqY r R 1 ¨M2-recpR 2 , Hqq equals M 2 pR 1 R 2 q.
Inductive Case pApR, Eq ‰ Hq, E ‰ H We now consider the other subcase in the inductive case: E ‰ H. In this case, the algorithm is expanding a star, and we show that M LpEq 2 pRq Ď LpM2-recpR, Eqq Ď M 2 pRq. We prove this in three different cases that depend on R.

1. xhdpRq, tlpRqy " xa, R 1 y. In this case we return a¨M2-recprpR 1 q, Eq. By the fact that the precondition is satisfied for M2-recpR, Eq, it is satisfied also for M2-recprpR 1 q, Eq. Furthermore, we have AprpR 1 q, Eq Ă ApaR 1 , Eq. We can then apply the inductive hypothesis and obtain:

M LpEq 2 paR 1 q " M LpEq 2
pa¨rpR 1 qq (@w P Σ ˚: TpxaR 1 , wyq " Tpxa¨rpR 1 q, wyq)

" LpaqM LpEq 2
prpR 1 qq Ď Lpa¨M2-recprpR 1 q, Eqq (inductive hypothesis)

Ď LpaqM 2 prpR 1 qq (inductive hypothesis)

" M 2 pa¨rpR 1 qq " M 2 paR 1 q (@w P Σ ˚: Tpxa¨rpR 1 q, wyq " TpxaR 1 , wyq) ppR 1 |R 2 qR 3 q in three subsets: p1q the words in M LpEq 2 pR 1 R 3 q; p2q the words in M LpEq 2 pR 2 R 3 q; p3q the words w 1 w 2 with w 1 P Σ `, w 2 P Σ such that xR 1 R 3 , w 1 w 2 yÝÑ ˚xLpEq, w 2 y, xR 2 R 3 , w 1 w 2 yÝÑ ˚xLpEq, w 2 y and w 2 P LpLpEqq. This set corresponds to those words that have a nonempty prefix that can be matched by both branches of the alternative and can reach LpEq. Let I be this set: observe that it is a subset of LpR 1 R 3 X r £ ε R 2 R 3 q. The precondition in each subcall is satisfied, ApR 1 R 3 , Eq Ă AppR 1 |R 2 qR 3 , Eq and ApR 2 R 3 , Eq Ă AppR 1 |R 2 qR 3 , Eq hold. We can then apply the inductive hypothesis and, observing that we return pR 1 R 3 X r £ ε R 2 R 3 qY r M2-recpR 1 R 3 , EqY r M2-recpR 2 R 3 , Eq, we obtain:

M LpEq 2 ppR 1 |R 2 qR 3 q " I Y M LpEq 2 pR 1 R 3 q Y M LpEq 2 pR 2 R 3 q Ď LppR 1 R 3 X r £ ε R 2 R 3 q Y r M2-recpR 1 R 3 , Eq Y r M2-recpR 2 R 3 , Eqq
(inductive hypothesis and

I Ď LpR 1 R 3 X r £ ε R 2 R 3 q) Ď LppR 1 R 3 X r £ ε R 2 R 3 qq Y M 2 pR 1 R 3 q Y M 2 pR 2 R 3 q
(inductive hypothesis)

" M 2 ppR 1 |R 2 qR 3 q (analogous to subcase pR 1 |R 2 qR 3 if E " H) 3. xhdpRq, tlpRqy " xR 1 , R 2 y. The first action in this case is a choice. We can divide the set M LpEq 2 pR 1 R 2 q in three subsets: p1q the words in the language M LpEYtR 1 R 2 uq 2 pR 1 R 1 R 2 q; p2q the words in M LpEq 2 pR 2 q (they have as prefix language all the words that can be matched in R 1 , so that actually the set corresponds to LpR 1 qM LpEq 2 pR 2 q); p3q the words w 1 w 2 with w 1 P Σ `, w 2 P Σ ˚such that we obtain that xR 1 R 1 R 2 , w 1 w 2 yÝÑ ˚xLpEq, w 2 y, xR 2 , w 1 w 2 yÝÑ ˚xLpEq, w 2 y and w 2 P LpLpEqq. This set corresponds to those words that have a nonempty prefix that can be matched by both the expansion of the star and R 2 , and can then reach LpEq. Let I be this set: observe that it is a subset of LpR 1 R 1 R 2 X r £ ε R 2 q. The precondition in each subcall is satisfied, ApR 1 R 1 R 2 , E Y tR 1 R 2 uq Ă ApR 1 R 2 , Eq and ApR 2 , Eq Ă ApR 1 R 2 , Eq hold. We can then apply the inductive hypothesis and, observing that we return

pR 1 R 1 R 2 X r £ ε R 2 q Y r M2-recpR 1 R 1 R 2 , E Y tR 1 R 2 uq Y r R 1 ¨M2-recpR 2 ,
Eq, we obtain:

M LpEq 2 pR 1 R 2 q " I Y M LpEYtR 1 R 2 uq 2 pR 1 R 1 R 2 q Y LpR 1 qM LpEq 2 pR 2 q Ď LppR 1 R 1 R 2 X r £ ε R 2 q Y r M2-recpR 1 R 1 R 2 , E Y tR 1 R 2 uq Y r R 1 ¨M2-recpR 2 , Eqq
(inductive hypothesis and

I Ď LpR 1 R 1 R 2 X r £ ε R 2 q) Ď LpR 1 R 1 R 2 X r £ ε R 2 q Y M 2 pR 1 R 1 R 2 q Y M 2 pR 2 q
(inductive hypothesis)

" M 2 pR 1 R 2 q (analogous to subcase R " R 1 R 2 if E " H)
The overall correctness of M2 (Theorem 1) is then a corollary of the correctness of M2-rec (Theorem 3).

Corollary 1 (Correctness of M2). Let R P R.

LpM2pRqq " M 2 pRq Proof. Follows immediately from the fact that M2pRq is M2-recpR, Hq. The precondition of Theorem 3 holds for the arguments. By applying Theorem 3, we can observe what follows.

LpM2pRqq " LpM2-recpR, Hqq " M 2 pRq

Algorithm 1 : 2 if R P C then 3 return false 4 switch xhdpRq, tlpRqy do 5 case xε, εy do 6 return w " ε 7 case

 1234567 Matching algorithm pseudocode 1 function Match pR : R, w : Σ ˚, C : ℘pRqq Ñ bool xa, R 1 y do 8 if w " aw 1 then return MatchpR 1 , w 1 , Hq 9 else return false 10 case xR 1 |R 2 , R 3 y do
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 2 Figure 2: Intermediate steps to obtain the matching tree semantics
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 3 Figure 3: Examples of matching trees. Figure 3(a) represents a tree in which the matching is successful, while in Figure 3(b) the matching fails.
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 3 Figure3represents some examples of matching trees. One can reconstruct the steps carried out by the matching engine by doing a depth-first left-to-right traversal of the semantic tree.We denote the number of nodes in a tree t with |t| and its set of leaves as lvsptq. We define the language recognized by R P R T as follows.

  xpa ˚q˚, aay ÝÑxa ˚pa ˚q˚, aay ÝÑxaa ˚pa ˚q˚, aay oa ÝÑxa ˚pa ˚q˚, ay In this configuration, it is possible to match the subsequent character a by expanding either the left or the right star: xa ˚pa ˚q˚, ay ÝÑxaa ˚pa ˚q˚, ay oa ÝÑxa ˚pa ˚q˚, εy xa ˚pa ˚q˚, ay l ÝÑxpa ˚q˚, ay ÝÑxa ˚pa ˚q˚, ay ÝÑxaa ˚pa ˚q˚, ay oa ÝÑxa ˚pa ˚q˚, εy

Figure 4 :

 4 Figure 4: Survival plot with a logarithmic y axis and linear x axis

Table 2 :

 2 Attributes of the detectorsthe best of our knowledge, it is the first time that such a large dataset of regexes taken from real-world programs is used to compare the precision and performance of ReDoS-detection tools.

Table 3 :

 3 Evaluation results

  2. xhdpRq, tlpRqy " xR 1 |R 2 , R 3 y. The first action is a choice. We can divide M

	LpEq
	2

By choice, we mean taking the left/right branch of an alternative or expanding/not expanding a star.
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A Proof of Correctness of M2 (Theorem 1)

In this section we prove the correctness of Algorithm 2, namely we show LpM2pRqq " M 2 pRq (see Theorem 1). Since M2 immediately calls M2-rec, we actually prove that LpM2-recpR, Hqq " M 2 pRq.

First, we introduce some preliminary definitions, and then we formalize the correctness theorem for M2-rec. Then, we proceed to prove by induction that 2. E is a valid set of expansion of nested stars; 3. @R i P E it holds that suffpR i , Rq.

The precondition asserts that the actual arguments of the calls to M2-rec are consistent: it forbids calling the function with an arbitrary set of regexes as argument E. In particular, the second and the third conditions together ensure that E is obtained by expanding the stars in R. This is always verified if M2-rec is initially invoked with E set to H. Observe that the precondition trivially holds for M2-recpR,

The first case in the postcondition specifies that if E is empty, then the language recognized by M2-recpR, Eq is exactly M 2 pRq. The second condition is more interesting, as it corresponds to the case in which E is not empty, namely the algorithm is expanding the body of a star. In this case, the function returns an overapproximation of the words that have a nonempty prefix that is matched in at least two different traces and can then reach LpEq, which is the star that the algorithm is expanding.

Theorem 3 (Correctness of M2-rec). If the precondition holds for M2-rec, then the postcondition holds.

Theorem 3 formalizes that if M2-rec is called with correct parameters, then it computes M 2 . In case the algorithm is expanding a star (that is, E ‰ H), it computes the language of words that have a nonempty prefix that is matched in at least two different traces and can then reach the star.

Observe that if R P R, the precondition holds for M2-recpR, Hq. This implies that we can apply the correctness theorem and obtain that (by the second case in the postcondition) LpM2-recpR, Hqq " M 2 pRq. As mentioned at the beginning of this Section, this is equivalent to LpM2pRqq " M 2 pRq, which is the statement of Theorem 1. In Corollary 1 we formalize that the correctness of M2 is a corollary of Theorem 3.

Proof Structure

We prove that the precondition implies the postcondition by induction on the set of actual arguments that will be used in the subcalls of M2-rec. First, we formally define this set. Given the call M2-recpR, Eq, we can associate to it the set of pairs