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Abstract— Digital Twin (DT) refers to a digital 

representation of a physical entity and its functions, behaviors 

and rules. Digital Twin (DT) technology, originally, emerges 

from manufacturing and aerospace sectors. With the 

advancement of Industry 4.0 and IoT, DT is applied in other 

domains like cyber-physical systems (CPS), building, and 

health. This scattering of the DT technology results in a lack of 
clear and concise definition of what is exactly a DT.In this 

context, we want to explore what could be a DT for Software 

Applications (SA). This paper describes the approach that we 

will follow to identify what could be a DT for Software 

Applications. On the basis of the features (of a DT) identified in 

the other domains, we propose ways to define a DT for Software 

Applications. In a first approach, we propose to use structural 

and behavioral UML diagrams to instrument the application 
(by defining software probes), and we visualize the results in a 

"dashboard". This gives us the “monitoring” features of the DT. 

From this approach, we want to explore the other features 

(simulation, prediction, optimization…) that will allow us to 

propose a more complete digital twin. 
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I. INTRODUCTION  

Digital twins (DT) have found wide application in areas 
such as cyber physical systems (CPS) buildings, Iot, health ... 
A DT is composed of a physical part (the CPS, a building ...) 
and its digital counterpart (the twin). In these different 
domains, the digital twin allows, among other things, to 
monitor the physical part, to perform simulations on the 
digital part, or to interact on the physical part. 

As we observed these DTs, we wondered ourselves what 
a DT of a software application might look like and what such 
a DT might be used for...  

By Software Application (SA), we mean an application 
realized in an Object Oriented Language and for which we can 
obtain representations, even partial, in the form of UML 
diagrams. 

In the absence of a formal definition for DTs, we have 
identified different points characterizing a DT. We then tried 
to transpose these characteristics to the domain of SA. One of 
the difficulties encountered is that in our case, the 'physical' 
part of the DT is itself already digital. Despite this difficulty, 
we propose a first MDE approach in which we describe our 
DT with the help of three models: a model partially 
representing the application and in which we can place 
'sensors', a model to describe how the data from the sensors 

are transformed, and a model to describe how to visualize the 
results. Thereafter, in order to follow the MDE process, we 
will automatically generate the code corresponding to the DT 
described in these models. 

To quickly validate our approach, and to be able to 
experiment around the definition of a DT for  SA, we propose 
a framework allowing "to build programmatically" (i.e. 
without automatic code generation) the DT conform to the 
models. 

This short paper presents the state of progress of our 
thinking and our future investigations, which, we hope, will 
allow us to experiment around the notion of DT for SA.  These 
experimentations and the developed tools will allow us, in the 
future, to propose a more precise definition of a DT for SA. 

Section 2 describes the characteristics we have retained 
when studying DTs in different areas. In section 3, we cite 
references on which we have based our work. In Section 4, we 
detail our proposed DT for SA. Section 5 describes the 
implementation of the framework for the experimentations. In 
section 6, we describe the challenges that we have identified 
and that need to be solved in order to complete the definition 
of a DT for SA. Finally, we conclude and discuss the 
perspectives in section 7.  

II. DIGITAL TWINS : DEFINITION THROUGH DOMAINS AND 

MAIN USAGES 

In CPS, the digital twins consist of a set of models that 
represent the physical system. These models are digital 
representations of the physical system. They are able to 
capture real data from the system [1]. Digital Twins also offer 
a set of microservices that exploit the data from the system [2], 
[3].  These microservices provide, among other things, data 
visualization or system simulation. The Building Information 
Model (BIM) is considered as the digital twin for building [4]. 
It is a numeric plan where some values, such as temperature, 
may change over time. This plan is updated with data gathered 
from sensors placed on the real building.  BIM is used to 
visualize the information and the behavior of various building 
components. 

 The study of these two domains highlights some common 
characteristics of digital twins: 

 Digital representations: whether in CPS or in 
buildings, digital twins are primarily digital 
representations integrating various functions of the 
physical system. 



 Data visualization: one of the main purposes of digital 
twins is to be able to trace and visualize what is 
happening in the physical system. For example, BIM 
makes it possible to visualize real information coming 
from the building. 

 Data gathering: Digital twins gather data from the 
physical system using sensors.  

 Data processing: data retrieved by the sensors are raw 
data. A processing and filtering phase is often 
necessary to obtain information more relevant for 
humans. 

The digital twins are designed to serve different purposes. The 
literature reviews in [3], [5], [6] provide a list of these most 
frequent aims:  

 Monitoring: this is the data visualization part. 

 Simulation and prediction: simulate the real 
system is a purpose present in almost all digital 
twins. According to [7], digital twins are the next 
generation of simulation techniques.  Simulation 
allows to observe the behaviors and the reactions 
of CPS or buildings in different scenarios. 

 Optimization: a digital twin can also be used to 
optimize various resources of a system. 

III. EXISTING CONCEPTUAL METHODS AND PROPOSED 

ARCHITECTURES 

We have studied several approaches for DT. We would 
like to cite the following two: 

Reference [8] proposes to design digital twins for CPS 
using some dedicated tools: UML/P class diagrams for the 
Digital Twin Information System, MontiArc models for the 
physical system. A dedicated language is used to make the 
interconnection between the two systems. The 
implementations are generated from the different models.  

Reference [9] proposes an approach for designing DT of 
organizations. It proposes to integrate the different entities of 
an organization, i.e. processes, people, etc., while also 
proposing different diagrams. 

In terms of the architecture of a digital twin, [2] proposes 
a four layers architecture: communication, data 
representation, data computation and microservices. We use 
parts of this architecture as a start for our work. 

These papers show that DT can be designed with an MDE 
approach, but they do not answer our question « what could 
be a DT of a SA »? 

IV. OUR PROPOSAL : TOWARDS AN MDE APPROACH OF DT 

FOR SOFTWARE APPLICATIONS 

In section 2, we have identified some common 
characteristics of DTs: digital representations, data 
visualization, data gathering and data processing. Now we 
propose the equivalent of these concepts for SA. We also 
introduce the models used to define a DT for a SA. 

A. Equivalent concepts 

1) Digital representation of software 
In CPS and buildings, the digital representation is used to 

observe various characteristics of the system, either structural 

or behavioral. In software engineering, UML is used to 
describe these later characteristics. We use UML and its 
diagrams to describe the structural part (class diagram) and the 
behavioral part (activity diagram, collaboration diagram...). 
We do not describe the whole application, but only the parts 
that the user wants to observe. To obtain these diagrams and 
the UML model, we plan to use some reverse engineering 
tools. 

2) Data visualization: monitoring 
Data visualization is done in different formats depending 

on the target applications or the various domains. This can be 
textual presentation, graphic components or 3D visualization. 
In our context, we propose the concept of viewers to display 
data according to the user observation needs. Viewers are not 
responsible for processing or interpreting the data. The only 
operations performed are related to the display of data. 

3) Data gathering 
In CPS or buildings, physical sensors are used to gather 

real data such as temperature, position of a robot…  

At the SA level, we propose to capture data related to the 
system (temperature, memory usage, CPU speed…) and also 
application-related data (values of variables or instances, 
number of instances, values of method parameters, exceptions 
thrown…). These data are captured in the application using « 
software probes » that are placed in the code. 

4) Data processing 
For data processing purpose, we propose the concept of 

operation boxes. They will be in charge of processing the raw 
data from the system: filtering, interpretation, extraction of 
information based on business rules. 

B. Concept modeling 

The modeling of a DT for a SA is done through the use of 
the previous concepts in three models (Figure 1-a) that we are 
going to describe.  

1) Probe Model 
The probe model (Figure 1-a left) is used to describe both 

the digital representation of the SA and the placement of 
software probes within that SA. This model is a partial digital 
representation, which can be structural or behavioral, of the 
application.  We propose to use UML diagrams to represent 
the probe models. The probes can be placed on different 
elements of the SA, such as variables, classes, properties, 
activities...  

In a first approach, we focus on placing probes on 
methods, in order to capture the input and output parameter 
values, as well as the system data. 

2) Data manipulation and connection model 
The data processing and connection model (figure 1-a 

center) allows both to describe the operation boxes and to 
connect these boxes to each other, as well as to probes and 
viewers. This model reuses the probes described in the probe 
model and the viewers described in the visualization model.  

It models the flow of data, from probes to viewers through 
the various processing boxes. 

3) Visualization model 
This model (Figure 1-a right) allows the user to describe 

the set of viewers he wants to use to observe his digital twin. 
The user has the possibility to use simple viewers like text, 
image, etc. or to compose them in order to build viewers that 



are more complex. This model describes the data displayed by 
the digital twin. 

V. TECHNICAL IMPLEMENTATION OF OUR APPROACH 

To validate our approach, we develop a prototype. Its 
architecture (Figure 1-b) is inspired by the three models: 
application and probes model, data processing model and 
visualization model. We add communication between the 
different parts. The prototype implements the metamodels for 
the three models, as well as a framework allowing to build a 
DT for a SA. Proposing a framework to build DT is important, 
as highlighted in [10]. To be complete, we test our framework 
on a real SA. 

A. Metamodels 

For the probe model, we use UML and its diagrams. The 
probes are designed using stereotypes that can be positioned 
on any UML element. The metamodels for data processing 
models and visualization models are realized with EMF, and 
the corresponding diagrams with Sirius. 

B. Model to framework transformations 

The code generation of the DT will be possible from the 
templates. This will be done later, when the models and the 
framework are stabilized. 

C. Framework 

The framework provides the basic building block to build 
DTs. The assembly and configuration of the building blocks 
will later be generated from the models. The framework uses 
existing technologies (figure 1-b): Kibana for viewers, a web 
server (in Spring) to implement the data processing blocks, 
RabbitMQ to communicate between probes and processing 
blocks, http requests to communicate between processing 
blocks and Kibana (via logstash and ElasticSearch). 

The notion of software probe is realized thanks to "Spring 
interceptors". This allows placing probes on method calls 
without touching the existing code of the application to 
observe. The downside is that we are currently limited to 
applications developed with Spring. Other technologies are 
available to implement probes and will be studied later.  

D. Targeted software application 

To test the framework, we use a real software application 
that is in production. It is a web application developed in 
Spring and React allowing "computer science project 
proposals" for students in Masters. 

VI. CHALLENGES 

We have identified several challenges. 

A. What data to display? 

The first challenge we identified was "what data could be 
visualized using the DT, and in which forms"? There is of 
course the basic data such as values of arguments, of variables 
or instances, CPU time, temperature, memory usage, etc. 
These data are immediately accessible, and their visualization 
is straightforward. It is also possible to combine data in order 
to obtain and display more complex data such as the one 
related to business processes, execution of activities... We 
could thus visualize the percentage of users in the different 
steps of a business process, some statistics on errors, 
withdrawals, paths followed...     

Still by combining data, we can find new data that can 
hardly be accessible today: for example, we can combine the 
CPU temperature with the number of user instances in order 
to check the correct functioning of the processor, or to 
improve the energy consumption. 

B. Improve the prototype 

Our second challenge consists in improving the prototype 
of our approach. To achieve this we need to improve our 
framework to make it easier to use and to integrate into 
different types of applications: server, desktop... We need to 
complete the concepts used in our metamodels, allow the 
automatic generation of the DT code, and also propose to build 
the probe model by reversing the real application. We also 
need to explore other mechanisms for probes to observe other 
types of software applications.  

 

Figure 1: (a) Conceptual approach (b) Technical implementation 

 

 



C. Simulation and optimization 

Our current proposal does not allow any simulation. This 
is our third challenge: what can we propose to perform 
software application simulation?  

In an answer that we propose, we divide the software 
application into "interconnected blocks". Each block takes 
input and output data, and performs processing on these data. 
For example, blocks are classes, components, methods, 
packages... 

Our current DT proposal allows monitoring and recording 
the inputs and outputs of these blocks. We can then consider 
different scenarios as in the following examples: 

 We modify the behavior of a block and we reinject the 
recorded data in order to study the new 
implementation. This is close to unit tests, but here we 
work on "real" data. Changing the behavior can be 
done by providing new code, or by using a language 
to describe the output data in terms of inputs, such as 
OCL. 

 The behavior of a block can also be simulated and 
modified by replacing the block with a mock. A mock 
allows to specify output data according to input data. 
A generic implementation is to record pairs of {input 
data, output data}, and then provide the output data 
based on the submitted inputs. With the help of our 
DT, we can record the inputs and outputs, and thus 
automatically create a mock of a block. Of course, the 
number of pairs of {inputs, outputs} we can record is 
limited. 

 Going even further, we can imagine putting an 
Artificial Intelligence (AI) in the block, and 
instructing this AI using the input and output data. 
Once this "AI block" is instructed, we can replace the 
original block and observe the behavior of the rest of 
the blocks. Here we do not have the memory limit 
anymore, but we have to find out how to change the 
behavior of the block. One possible approach is to 
instruct the block with modified data. 

If we know how to decompose the application into blocks, 
and reinject modified blocks, we can then perform 
simulations. We can also study the performance of the blocks 
in order to optimize the system. 

D. Interaction with the application 

Another challenge is to propose solutions to enable our DT 
to interact with the application. For example, the DT would 
allow changing configuration variables in order to adapt the 
SA to a new context. 

E. Define a DT for a SA 

Our last challenge will be to provide a more precise 
definition of what a DT for an SA is, and what it can bring. 

 

 

VII. CONCLUSION & PERSPECTIVES 

We are at the beginning of our work, and we have a real 
question we want to answer: what a DT of a software 
application might look like and what such a DT might be used 
for. To answer this question, we propose to experiment around 
the definition of a DT. The study of DTs in other domains 
allows us to suggest ways to define a DT for a SA. The DT is 
defined using three models describing the part of the 
application to be observed and the probes used to gather data, 
the data transformation, and finally the data visualization. A 
prototype using this approach is currently under 
implementation. 

Our next work will be to search and deepen the solutions 
for the identified challenges. The framework will allow us to 
explore and test these solutions. The first aim of this short 
paper is to expose the ideas we want to develop and implement 
to be able to define what is a DT for a SA. The second aim is 
to initiate discussions. 
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