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ABSTRACT 

Many academic works prove that Model-Driven Engineering 

(MDE) improves the quality of the application's production in 

software engineering. However, its adoption remains limited for 

several reasons: the complexity of the tools makes them less 

productive, the modeling languages and the mechanisms 

manipulating the models are hard to grasp. In that sense, low-code 

platforms are an interesting proposition. These low-code 

platforms, despite their simplicity of use, do not allow the design 

of large systems because of the opacity of the various artifacts 

(models, code, generation...). In our work, we want to improve the 

adoption of MDE models, tools, and mechanisms in application 

design process through a more simplified interaction. Rather than 

constraining the developer in a closed environment as it is the 

case with the Low-code platforms, we wish to allow him to have 

access, if he wishes, to models as well as the generation 

mechanisms of the application. 

We propose to build applications that are instrumented with 

modification actions on each element of their user interface. The 

applications are generated from models. A developer can modify 

or develop his application directly from the UI by calling upon the 

added modification actions. This makes his work easier by 

quickly locating (in the UI of the produced application) where to 

make the modifications and directly visualizing the result, rather 

than manually modifying each part of the model concerned. The 

instrumentation is based on a descriptive language for possible 

modification actions and a mechanism for injecting this language 

into the application generation chain. We have designed a 

demonstrator allowing us to conduct experiments, with various 

audience, in order to validate our work.  
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1 Problem 

To design software applications, there are several design 

approaches with some of them based on models. We can cite 

generative programming [6], Model-Driven Engineering (MDE) 

[9], domain-specific languages [7], Model-Integrated Computing 

(MIC) [22], software factories [12], etc. A model is a simplified 

representation of an aspect of a system (note that the system can 

also be a model) that can be used instead of the modeled system, 

for example to reduce costs or decrease risk [18]. In this work, we 

are interested in Model-Driven Engineering (MDE). The MDE 

can be used to generate code from a descriptive model. In this 

case, the MDE can be decomposed in a chain made of five points 

(figure 1) which are: (1) modeling, (2) transformation, (3) 

generation, (4) maintenance and (5) execution. 

(1) The application is first designed as conceptual models 

using some design patterns where they are applicable. These 

models allow to conceptualize and build the architecture of the 

application. They allow to focus on the essentials without 

worrying about implementation details or technical issues. 

However, at this stage, modeling tools and languages can be an 

obstacle to the adoption of MDE, as they are often complex to 

master [4]. (2) Once the application has been designed, the models 

can be used for generation, analysis or simulation. And for these 

uses, models are, sometimes, transformed to more adapted 

models. (3) From these models, all or parts of the application can 

be generated [15]. Model-based generation improves the quality 

of the software, on one hand by producing an application that 

conforms to the design models and on the other hand by 

benefiting from the expertise of technical experts encapsulated in 

the generation mechanisms. But these generation mechanisms are 

complex to implement, which makes the task of designing the 

generation reserved only for modeling initiated and MDE experts. 

(4) In maintenance, the models make it possible to better 

understand the software architecture in order to locate the changes 

to make. Unfortunately, models quickly become obsolete, because 
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in practice, it often happens that changes are made directly in the 

code without updating the initial models [17]. We have modeling 

approaches like in [16,25] which tend to resolve this problem, by 

using an intermediate textual representation of the model. This 

textual representation is always updated with the graphical model 

but for the moment is not reflecting changes done in the Java or 

PHP generated code. (5) The generated code can be executed. 

As we can see, the use of MDE has many advantages to design 

software applications with a better quality, but requires a 

relatively long learning curve: it is necessary to know the 

modeling languages, to know how to use tools [5] and to 

understand the generation processes and the various mechanisms 

[4]. 

 

Figure 1: The five main points of a MDE approach for a code 

production chain  

Designing applications using the MDE approach can be 

difficult as illustrated by the problems raised above. But there are 

other approaches to design applications that are easy to use. 

Among them, there is the Low-code/No-code approaches. 

Low-code/No-code platforms have emerged in recent years 

[10,26]. They allow any profile/user, especially non-programmers, 

to create software applications by generating the different parts of 

the application. These platforms allow to design software 

applications through click-and-drop, add and modify actions in a 

dedicated environment. They allow not to write code or very little 

code to develop a software application [21]. Low-code platforms 

provide simplicity of use and facilitate the design and 

development of software applications. Despite the simplicity that 

these platforms bring, they have some drawbacks [8,14,21]: the 

developed applications constitute black boxes in which the 

generation mechanisms/processes are completely opaque to the 

user and very poorly configurable. The developed applications 

almost always run only in the dedicated environment of the 

platform or through third-party services linked to the platform. 

These software applications thus live in a very closed 

environment [21]. These limitations lead to a certain frustration 

for the designer and developer initiated respectively to 

programming and modeling and compromise the extensibility of 

tools and processes. 

Even if the Low-code movement and the MDE community are 

trying to get closer [8], Low-code platforms do not offer the 

ability to manipulate models in the MDE sense (conforming to 

languages/metamodels), nor to exploit the possibilities offered by 

the MDE mechanisms (essentially based on Eclipse tools and 

technologies). Low-code platforms (LCDP) do not allow to take 

advantage of the code generation work done in the MDE 

community. 

We end up with the power of models and generation processes 

on one side and the simplicity of using LCDP on the other side. 

However, for people initiated to programming and modeling, 

combining these advantages in a methodology or a tool would be 

great. 

Our problem can be expressed as follows: Can we propose an 

approach combining both the ease of design of low-code (drag 

and drop and interactions on an interface close to WYSIWYG) 

and the power of MDE (abstraction, multi-target source code 

generation, transformation, open tools ...). 

2 Proposed Solution 

To deal with the complexity related to most of MDE tools and 

to provide answers to the various problems mentioned above, we 

propose simple ways to interact with MDE models and 

mechanisms. This proposal (figure 2) allows the designer to 

interact with the User Interface of the running application, in 

order to trigger MDE actions and mechanisms, including 

modification of the application model, generation mechanisms 

and re-execution of the application. In our proposal, just for sake 

of simplicity and tool accessibility, we are working with web 

applications. But our proposition is also targeting other kind of 

application. As in figure 2, we are manipulating an application 

obtained from a web application metamodel, the application here 

always makes reference to a web application. 

The originality of the proposal is that the designer acts on the 

real application at runtime and not on a static model of it. To do 

this, we propose to instrument the user interface of the web 

application, so that an element of the interface that the designer 

wish to modify is provided with contextual actions allowing these 

modifications. These actions are of the CRUD (Create Read 

Update Delete) type and allow, depending on the intention, to 

create, modify and delete the element of the interface. These 

actions have an impact, not only on the user interface, but also on 

the application model. Moreover, depending on the application 

model, a CRUD action on a user interface element can trigger 

several modifications in the model. Thus, the designer acts 

directly on the application architecture through the user interface. 

In order to prevent an ordinary user from modifying the 

application, the modification actions will only be available on the 

user interface when the application is in 'development' mode. In 

'production' mode, the application will not have any actions (not 

even the action code). These two different modes are obtained 

thanks to the MDE principle: we generate ‘development’ code and 

‘production’ code from the same input model. In development 

mode, the application augmented with appropriate actions will be 

obtained by injecting a description of the actions into the 

generation process. This description will be made thanks to a 
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description language that we propose. This description language 

will describe the possible CRUD actions on each concept and how 

these actions are executed. 

 

Figure 2: Our proposal: model modification from the 

application user interface 

In summary, our proposal allows, from an action of the 

designer on the user interface of an application, to generate a set 

of actions on this application: the modification of the model; the 

automatic generation of the code containing the modifications 

made to the model; the re-execution of the code of the augmented 

application. 

3 Related Work 

In this section, we will present some related works according 

to two aspects: (i) those which deal with notions and technologies 

related to MDE close to our approach and which will be used in 

the realization of our approach and (ii) the works which try to 

answer the more general question of the complexity during 

modeling. 

3.1 Notions and technologies 

In the notions and technologies that enter in one way or 

another in our approach, we have: Live Modeling/Live 

Programming and Models at Runtime in relation with Adaptive 

Systems.  

According to [1], "in the context of Model-driven 

Development (MDD) models can be executed by interpretation or 

by the translation of models into existing programming languages, 

often by code generation". Live Modeling is then a technique 

allowing users of executable modeling languages to edit models 

during their execution, thus helping to better understand the 

impact of design choices.  

In [24], the authors make a parallel between Live Modeling 

and Live Programming, Live Modeling being seen as a 

transposition of the concepts of live programming to modeling 

languages. They bring the possibility to edit live models written 

with these modeling languages. They focus on strategies to 

instrument modeling languages in order to add live modeling to 

them. The modification of models during execution becomes 

possible, without necessarily stopping the execution.  

In Live Modeling, the question of interaction with the models 

is not addressed. The model is modified and we are interested in 

how to apply the changes during the execution of this model. And 

this regardless of the means by which the model has been 

modified. In our work, we aim more at improving the ways the 

designers interact with the model. In order to update the running 

application after the model is updated by our proposal, we will use 

the strategies of dynamic update offered by the live modeling.  

Blair et al [3] define models@run.time as a causal self-

representation of the associated system, which focuses on the 

structure, behavior, or goals of the system and can be manipulated 

during runtime for specific purposes. Models@run.time can thus 

be used to maintain different aspects of a system. They have been 

used very often in the context of work on self-adaptation or the 

evolution of software applications [2]. The works around self-

adaptation use models@run.time to have an updated view of the 

system on which the changes of the real system can be followed in 

real time (Monitoring) and conversely the real system can also be 

updated (Execute) from this view on which analyses have been 

performed [23]. This corresponds to the famous MAPE-K 

feedback loop [11]. 

The interest of this work in our thesis is to exploit on the 

medium term, the analysis possibilities offered by 

models@run.time. We will be able to analyze the impact of the 

changes on the models and at different levels of our system. Our 

goal is not to realize self-adaptive systems or to propose new 

strategies around them. We are much more interested in the user 

interaction with the models and in the complexity during the 

exploitation of MDE tools. 

3.2 Works around complexity in modeling 

Concerning the complexity during modeling, various works 

have been carried out to first measure this complexity and 

evaluate the reasons for this complexity  [5,19]. Other works have 

gone further by proposing approaches to reduce this complexity 

[13,20] and lead to a better adoption of MDE in application 

design. 

Hill [13] measures the modeling effort when using domain-

specific modeling languages (DSMLs). He evaluates this effort in 

terms of user actions. He proposes metrics to make this 

evaluation, and then looks at various techniques to reduce this 

modeling effort. Its work is based on external artifacts (model 

observers, model decorators and model solvers) present in DSML 

environments that can be used to reduce the modeling effort. 

Pourali, in his thesis [20], does an interesting analysis of the 

difficulties that modelers encounter when using UML modeling 

tools. In particular, he points out that one of the challenging tasks 

is to locate, understand and fix errors in a model. From these 

analyses, he extracts a set of recommendations for modeling tools 

in order to reduce the difficulties while using these tools. He 

proposes reduction techniques and makes implementations to 

verify some of these proposals. 
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We can see from the various works that the question of the 

complexity of modeling tasks is real and needs to be addressed. 

Many works focus either on modeling languages or on modeling 

tools. But very few address this issue from the point of view of the 

goal of the modeling tasks we perform, of the reason why we 

model. In our case, the aim of the designers is to design a software 

application. We are thus specifically interested in the modeling 

tasks that are performed in the design of a software application 

and we look for ways to simplify these tasks. 

4 Plan for Evaluation and Validation 

The evaluation and validation of our work is done in two steps: 

1) the realization of a demonstrator and 2) the validation through 

experiments.  

A first demonstrator has been realized. It allows to validate 

that it is possible to interact on the model of the application from 

the UI of this application, to re-generate and re-execute the code 

after the modification.  The demonstrator is described in section 6: 

Current Status. 

For the experiments, a first step will be to define evaluation 

criteria. These criteria will be based on questions we asked 

ourselves during the design of the demonstrator and on some tests 

done by first-time users in the laboratory. 

The objective of the experiments is to validate our proposal. Is 

it easier for an application designer to act directly on the 

application's interface compared to a classic MDE approach? Is it 

more efficient? Is the possibility of accessing the models and 

generation mechanisms useful for application designers compared 

to low-code tools that do not allow it? 

The demonstrator will be available to two different user 

profiles: learner profiles which are beginners in modeling and 

professionals more experienced in modeling. We will observe the 

users in the execution of modification tasks (addition, deletion of 

elements...) that we will ask them to complete. 

Regarding the learners, we will separate them into two groups, 

one will have to perform model modification tasks without using 

the demonstrator, the other will perform the same modifications, 

but using the demonstrator, and thus acting directly on the UI. We 

will be able to evaluate in which situations they can manage more 

easily, if they understand more easily the application architecture 

and if our approach helps them to integrate a new project. 

Expert will probably want to act directly on the models, the 

source code, or the various elements of the generation chain. As 

for the beginners, we will propose to two groups of experts to 

realize modifications of the application, for the ones in a classic 

MDE approach, for the others through our demonstrator. This will 

allow us to validate the fact that even experts in modeling 

appreciate using the interface to modify the application while 

having a look at the evolution of its models. 

We also want to evaluate and validate the implementation of 

the instrumentation. To do so, we will ask experts to instrument 

an MDE-based generation application other than the one we used. 

We want to evaluate the speed with which this implementation 

can be done and the efficiency of this instrumentation. The 

validation of such properties is crucial as they are determinant for 

the adoption of this type of model-based approaches in projects. 

5 Expected Contributions 

One of our objectives is to improve the adoption of MDE 

(models, tools, mechanisms) in the design of applications by 

trying to reduce the learning curve. We propose to act on models 

of an application by interacting with its user interface. This 

approach simplifies the understanding of complex models and 

MDE mechanisms. The direct interaction with the application 

interface can be found in Low-Code platforms. However, these 

platforms are often closed and opaque. By proposing a 

reproducible and easy to implement approach, we want to allow 

the designer to always have access to the models, code and 

generation mechanisms of his application. 

Our approach favors model modification over code 

modification, making the model the preferred "source of truth". 

This could lead to reduce model obsolescence. 

We will also need a description language for the modification 

actions proposed to the user and a mechanism to inject the 

elements of this language into the application generation process. 

In a first step, we will define an action description language 

specific to the design of web applications. By projecting this work 

in another application domain, we will extract a set of 

generalizable criteria allowing the definition of a higher-level 

action description language, to finally define an action description 

language metamodel. In parallel, we will contribute to the 

definition and implementation of an efficient and fast injection 

mechanism. The dynamic re-execution of the application will be 

based mainly on existing work on Live Modeling. 

As stated in section 4, our work will be validated through case 

studies and experiments. Then, we will extract from these case 

studies and experiments a set of use cases in which our approach 

has the most significant impact compared to other existing 

approaches. 

6 Current Status 

6.1 Work Done 

One of the main tasks that we have performed is the 

development of a demonstrator to implement our solution.  

To realize this demonstrator, we started from an existing 

application generator, WebSiteGen, built on the principles of 

MDE. WebSiteGen allows to generate websites from a model 

describing the site to generate. The generated code is in React and 

Spring. 

We have modified this generator so that it produces 

'instrumented' applications with actions allowing to modify the 

model from the UI of the application. Currently, this modification 

on the generator is 'manual': we have added the necessary code in 

the generation templates in an ad hoc way.  



Simplify Model Design in MDE Approaches MODELS’22, October, 2022, Montreal, Canada 

 

 

The demonstrator is composed of the modified generator and a 

basic model describing a web application with a simple home 

page (figure 3). 

 

Figure 3: Demonstrator made of an existing MDE application 

generator, a basic model, and ‘Model Modification Actions’ 

(MMA). A server is used to receive modification requests and 

to modify the model. 

With the demonstrator, the (generated) page of the web 

application contains actions allowing the addition and deletion of 

pages or fields in a form. These actions are accessible from the 

page when the application is running and as we mention already 

are contextual. In figure 4, we are displaying ‘add field’ and 

‘update field’ actions (blue buttons) on a form page. When an 

action is triggered, a request is sent to a server, which processes 

the action and modifies the model. The MDE chain re-generates 

the code, the application is restarted, and the user can then see the 

result of his action. 

As the code is re-generated each time the model is modified, 

the 'manual' code of the actions is inserted into the generation 

templates. Thus, the actions are also re-generated. 

Thanks to our demonstrator, we have a first complete loop 

allowing us to test various properties related to model 

modification from the user interface of a running web application. 

 

Figure 4: A form page with some modification actions (blue 

buttons)  

6.2 Work to be done 

For the next step, we will use and submit our demonstrator 

internally within the laboratory in order to get feedback. Then, 

tanks to discussions and observations, we will define and refine 

the evaluation criteria that we will use later. These evaluation 

criteria will be used to prepare a more formal experimentation 

with a larger audience outside the laboratory. We will thus define 

the tasks to be carried out during the experiments and the 

questions to be asked in order to reach our objectives. In parallel 

to the experiments, we will start working on the definition of the 

description language. 

In the actual demonstrator, we manually define the actions and 

changes that are performed on the model. Our goals being to be 

able to easily express and use these actions, a next step will be to 

set up a description language for these actions. For this, we will 

use the demonstrator to extract a base of simple and minimal 

actions. We will define (in a formal way) a semantic allowing to 

express these actions. Thus, the actions that we have written 

manually in the demonstrator will be defined using the description 

language.  

We also plan to study the way the MDE compilation chain is 

done: What are the best solutions to integrate the compilation 

language, to generate action code, to re-execute the generated 

application? For that, we will exploit works done around MDE 

code generation. 

We will explore how Live Modeling can be used to provide 

the best dynamic execution strategy to re-execute the application.  

Once the compilation chain is finalized, we will study how to 

use more complex and more abstract modification actions, but 

also the possibility of having modification actions on elements of 

the model that have no visible counterparts in the page. Among 

these elements we can mention the architecture of the cache in the 

services, the configuration of the different services, the internal 

processing operations, the relations between entities in the 

database... A possible way to explore is to make these elements 

visible in a 'configuration' page. 

While improving the language, we will publish our results. We 

will carry out a compilation and organization of our results in 

order to write our PhD thesis. 
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