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Abstract—This paper presents a framework for the management, the processing and the reuse, of information relative to defects. This framework is based on the fact that each defect triggers a resolution process in which information about the detected incident (i.e. the problem) and about the applied protocol to resolve it (i.e. the solution) is collected. These different types of information are the cornerstone of the optimization of corrective and preventive processes for new defects. Experimentations show that our prototype provides a very satisfactory quality of results with good performances.
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I. INTRODUCTION

To ensure the quality of a final product, processing and tracking defects that occur during its manufacturing process have become essential activities. Indeed, information relative to defects may represent a large percentage of the final volume of product information. In maintenance activities, we can notice many benefits in leveraging information from defects [1], especially in aeronautical, aerospace and pharmaceutical industries where complex highly regulated and often manual production activities result in high rates of defects during the manufacturing process. A first benefit, in the short run and in an online mode, is to make corrective maintenance activities easier by assisting the maintainer in his task of finding a solution to solve a problem. A second benefit, in the long run and in an offline mode, is to prevent the emergence of recurrent defects by highlighting the reasons of their emergence.

Thus, creating knowledge by generalization or expansion [2] (also called probability estimates view and enacted salience view [3] respectively), storing it and making it available is necessary. To make it available and reusable, this knowledge has to be structured. For this, patterns are widely used. They link a problem, that we can often describe as recurrent, with a template of solution to be applied to solve it. Another kind of information can be associated to a pattern: the context in which the problem appears [4], [5], variations or minor changes that can be applied to the pattern to obtain slightly different effects [6] or indicators like the source (internal or external), the frequency, the severity [7].

The aim of this paper is to propose a framework that automatically takes advantage of information relative to defects in order to identify various defects groups that we put at the heart of corrective and preventive maintenance activities. To achieve this, this framework uses information about past defects not only to give assistance to solve a new defect but also to improve manufacturing process quality by feeding back this information from manufacturing teams to design teams. The identified groups are comparable to patterns. They describe a problem and one or more solutions are associated to them. They are not defined a priori, since past defects are analyzed to generate relevant groups. These groups can evolve with the addition of new defects (e.g. a new solution to solve a problem).

The paper is structured as follows. First, in section II, the defect resolution process is described. Section III presents the related works in our context of maintenance and defects processing systems. In section IV, the framework we propose to take advantage of information relative to defects is described. Section V is dedicated to the evaluation of the software prototype both in terms of quality and performance, scalability. Section VI concludes and discusses future work.

II. THE DEFECT RESOLUTION PROCESS

During a manufacturing process, when a variation is noticed between what is defined by the standard process and what is actually being executed, a document, which we call defect form, is instantiated to materialize this gap and to try to solve it. Whether paper or electronic, this form serves as a support for a defect. Based on industrial experience, we represent the resolution of a defect as a process initiated by a trigger (defect detection), during which data about the problem and the solution are filled in a form (Fig. 1). Once the solution has been put in place or if the gap is acceptable (no solution needed), the defect is closed. This form is composed of fields that store information about the defect.
Figure 1. Our vision of the defect resolution process.

Here are some explanations about the objects involved in the activity diagram shown above:

- Detected defect: the user has to choose which defect form template should be used to solve the defect. We consider a set of templates because all defects are not solved in the same way according to their type. Several templates are defined to allow the user to choose the most appropriate one to solve the defect.

- Created defect form: it is an instance of a defect form template, data must be collected in its fields.

- Filled in defect form: defect description is filled in by several actors at different times. However, all actors have an overall vision about the defect. The defect form is not a set of fragmented elements that everyone has to fill in regardless of the other elements but a unique instance completed as the process evolves over time.

- Stored defect form / Closed defect: defect resolution process is complete, the defect is closed, and the form that serves as a support for it is stored.

A defect resolution ends with the storage of its form. We would propose an approach that goes beyond this process, the latter being the base on which we can elaborate an effective defects processing. Without any use of the information contained in the defect forms, i.e. without processing extracting knowledge, this resolution process suffers from several issues:

- Slow process: filling in fields is a manual activity, no assistance is given to the user to guide him during the defect resolution, whether it comes to entering data about the problem or the solution. The time to propose a solution should be reduced by using experience-based knowledge from past defects. The less time-expensive or the less cost-expensive solution should be preferred to solve a problem.
  - Costly process: following the previous point, the longer the defect resolution, the more expensive the process is, since it blocks the manufacturing process that depends on the resolution of the defect, and sometimes the whole production of the final product.
  - No knowledge creation: no assistance to analyze past defect forms is carried out. Understanding recurrent defects should avoid their emergence by feeding back this knowledge from manufacturing teams to process design teams.

III. RELATED WORKS

A. Background

In the literature, maintenance is divided into several categories. In the industrial context, three major categories emerge: preventive (or proactive) maintenance, corrective (or reactive) maintenance and self-maintenance [8]. We can also notice the predictive and holistic (process oriented) categories [9] and the condition-based and intelligent categories [10]. In the software context, Swanson had already presented corrective, adaptive and perfective maintenances in the mid 70s [11]. The evolutionary and preventive maintenances have been added to these first categories and are still valid nowadays. We do not want to cover all these categories; we focus here on the corrective and preventive dimensions. The role of corrective maintenance is to solve a new defect’s problem so that the element on which it is noted becomes again compliant with specifications. Preventive maintenance is intended to anticipate and prevent the emergence of known defects (recurrent defects management).

B. Defects Processing Systems

Regarding preventive maintenance, some analytical methods such as Failure, Mode, Effects and Criticality Analysis (FMECA) widely used in automobile [12], aerospace [13] and railway [14] sectors or Hazard Analysis and Critical Control Points (HACCP) derived from FMECA and used in chemical, pharmaceutical and food industries are used to prevent the emergence of defects. These methods, involving persons with various skills and experiences, aim at (1) searching and describing potential failures of a system from their origins (causes) to their consequences (effects), (2) quantifying the associated risks of these failures to the user thanks to a criticality indicator and (3) prioritizing corrective actions on the process definition to optimize it and maintain system reliability. Our goal is the same. We want to apply corrective actions on the manufacturing process template to prevent the emergence of defects. However, while these methods aim at manually identifying potential failures, a task that can be long and tedious, we prefer to use...
the information contained in past defect forms. Grouping similar defects in an automatic way will allow defining corrections to put on the manufacturing process template.

Regarding corrective maintenance, two approaches are differentiated. The first one consists in searching relevant defect forms, similar to the new defect form in some parts, using keywords. For this, the user is prompted to enter one or more keywords. This starts a searching process of these keywords in the database containing the solved defect forms and thus selects and presents similar defect forms to the user. Using information from some of these defect forms, and in particular information about the solution used, the user can find a solution more easily and more quickly. However, this method is rather addressed to users familiar with the domain and able to provide significant and discriminatory keywords for the search. The second approach consists in organizing defect forms according to an a priori defined structure to allow the user to browse by selecting different categories. Used to process industrial defects management in aerospace, this approach was recently proposed [1] using a faceted classification [15], [16]. It allows grouping similar defects and setting up a feedback between the maintenance department and the design department that defines the templates of industrial manufacturing processes on which defects occur. Nevertheless, a major effort must be made upstream to design a fully usable classification scheme of the defect forms database. Analyzing and taking advantage of the defect forms structure would make this work easier.

To overcome the limits of these approaches (domain expert knowledge, considerable upstream work), we propose a framework that automatically classifies defect forms thanks to a preliminary analysis of defect forms structure. Thus, we can identify various defect forms groups that we put at the heart of corrective and preventive maintenance activities. In this way, we use past defects information to solve a new one but also to improve the quality of the manufacturing process by feeding back this information from manufacturing teams to design teams, feedback rarely existent within companies [17].

IV. REVEALING KNOWLEDGE FROM DEFECTS FORMS

A. Defect Form Description

Considering nominal defects (i.e. those that can be foreseen), forms involve fields that can be qualified as regular. Indeed, all of them are distinctly named and the data a user fills in are clearly identifiable. Some of these fields define structured data, e.g. with a finite list of values and some others define unstructured data, such as free text. Considering non-nominal defects (i.e. those that cannot be foreseen), the form involves non-regular fields. These fields are, for example, comments or description of the first occurrence of a new kind of defect. They define unstructured data. Thus, a defect form is a semi-structured document that involves various fields containing structured and unstructured data. In the literature relative to the maintenance, we note a lack of such a formalization of a defect form because authors are more interested in the formalization of the maintenance process, whether in an industrial context [18], [19], [20] or in a software context [21], [22], [23], [24]. Although this process leads to make the defect resolution easier, it does not define how to process and reuse the information contained in defect forms.

The document that serves as a support for a defect contains data about the characteristics of the detected incident (i.e. the problem) and about the applied protocol to resolve it (i.e. the solution). It involves elements we call “attributes” in which data are contained. We define these attributes by two features: their structure and their descriptive quality (Table 1).

The structure feature divides attributes between constrained and loose attributes. Constrained attributes contain accurate, structured data. The set of values these attributes can take is known, beforehand or not. Even if this set is not defined beforehand, the value of such an attribute is not unique among the set of defect forms and can frequently be found in other ones. Loose attributes contain unstructured data, in a textual form. Among them, we will particularly note the problem description of the defect and its solution description. The value of such an attribute is a free text. Constrained attributes can be compared to closed questions whereas loose attributes may be compared to open ones. We present this first classification in order to emphasize the need to apply a specific processing to loose attributes to extract information from them as easily as this could be done from constrained attributes.

Defect forms templates set up many attributes during the resolution process. However, all attributes do not provide the same kind of information. The descriptive quality feature divides them into three groups: the problem descriptive, the solution descriptive and the non-descriptive attributes. Thanks to this second categorization, we emphasize attributes that contain relevant data. Therefore, we give the possibility to partition attributes into:

- Problem descriptive attributes, which provide information about the encountered problem;
- Solution descriptive attributes, which explain how to solve the problem;
- Non-descriptive attributes, which do not fit into either of the two previous partitions.

An expert must decide the classification of attributes in the proposed partitions. Indeed, while the structure feature of an attribute can be automatically found, its descriptive quality feature is knowledge that must be provided by an expert who well knows the defect form template. Of course, the cost of this work increases with the number of attributes. To minimize human interaction, one can imagine that the expert is assisted in his choices by a tool giving a first classification using, for example, an ontology.

An attribute can contain data filled in by the user but also data the user did not directly fill in for the needs of
B. Our Framework to Manage Defects Information

To assist the user in his solution proposal and to prevent the emergence of recurrent defects, we take advantage of information from past defect forms, whose problem has been already solved. For this, we organize the defect forms database in a scheme allowing us to meet quickly and precisely our searching and grouping objectives.

At first, as mentioned previously, all defects are not solved in the same way. Thus, it is meaningless to make comparisons between all defect forms in a database. What relevant similarity relationship may be established between a documentation defect and a defect that occurs during a drill activity? One can imagine that the drilling defect was caused by the documentation defect but it would be difficult to find similarity between their corresponding forms, between their problem and/or their solution. Therefore, we make a distinction between defect forms categories inside a unique defect forms database. These categories are defined according to various discriminatory elements.

The interest of creating defect forms categories is to have a first simple grouping in order to avoid comparing all defect forms whereas it is known that distinct populations exist. The difficulty is to identify discriminatory criteria leading to relevant categories creation. Because of the unstructured information they contain, these criteria cannot be loose attributes, it would require an important work of analysis by an expert or the use of a text processing algorithm that we want to apply only later. Therefore we have to consider only constrained attributes. As we want to facilitate the search for defect forms that are similar to a new defect form whose solution is obviously unknown, this classification must separate defect forms only according to their problem. Therefore, we are particularly interested in constrained and problem descriptive attributes. Some of them will define so characteristic values that searching similarity between defect forms that do not have the same value for one of these attributes does not seem to make sense.

Consequently, among the set of attributes, only some of them are used to define categories. Thanks to the defect description we propose, attributes that can serve as defect forms categories criteria can be filtered. A first filtering is performed through the descriptive quality feature, only problem descriptive attributes are retained. Among the remaining attributes, whose number could be quite large in spite of the filtering step, an expert, who knows the domain well, identifies those that are really discriminatory. This work is necessarily specific to the domain, no attribute can be defined as a category criterion by default.

After that, within each category, defect forms groups, in which problems are similar, are identified. A clustering algorithm uses these comparisons to build problems groups. Then, within each problems group, defect forms groups, in which solutions are similar, are identified. In the same manner that problems groups are created, a clustering algorithm uses these comparisons to make solutions groups.

For each problems and solutions group, a prototype is defined, i.e. a defect form automatically constructed that is representative of the defect forms of the group. Thus, problem information of a problems group’s prototype is used to calculate similarity in comparison with the problem information of a new defect form. Therefore, it is not necessary to compare the new defect form to all defects that belong to the problems group. With regards to solutions groups, on the one hand, solution information of the prototype is used to present a summary of a possible solution. On the other hand, to identify the solution of the problems group’s that is best suited to a new problem, problem information of the prototype and of the defect form are compared.

C. The Framework Architecture

To implement this framework, two processes must be established, one offline to perform the classification of defect forms and another one online to search for similar defect forms (Fig. 2). This second activity relies on results obtained from the first one.

Regarding the classification of defect forms process, we call “defined attributes” the fact that the structure and descriptive quality features have been defined for each attribute and if the attribute serves as defect forms category criterion. Before the processing of defect forms, i.e. the similarity computation between them, keywords are extracted from attributes value. Keywords about the problem (extracted from problem descriptive attributes) and keywords about the solution (extracted from solution descriptive attributes) are retrieved. The result is a descriptor for each defect form; each defect form is represented as a couple of vectors of keywords, a problem vector and a solution vector. Clustering on problem information is performed by computing the similarity between problem vectors. In the same manner, clustering on solution information is performed by computing the similarity between solution vectors. As they have to be constructed defect forms, prototypes are also represented as a couple of problem/solution vectors.

Regarding the search for similar defect forms process, the first activities are identical to the process described above,
namely the categorization of the new defect form and the extraction of its descriptor. With this information and the database of classified defect forms obtained with the process described above, the problem vector of the new defect form is compared with the problem vector of the prototype of all problems groups in the category. Those with sufficient similarity are retained. Each of these prototypes represents a problems group in which solutions groups are identified. The problem vector of each prototype of the solutions group is compared with the problem vector of the new defect form. Thus, solution groups are ranked according to their relevance between the problem they solved and the problem described in the new defect form.

The first activity enables improving preventive maintenance. Recurrent defects can easily be deduced using problems groups that have been identified. The analysis of large groups by an expert allows to understand the reasons of their emergence and to set up ways to prevent their recurrence. Production issues are capitalized and experience-based knowledge is fed back from manufacturing teams to process design teams. The second activity enables improving corrective maintenance. The framework automatically and quickly browses the problems groups to find the most similar one to the problem described in the new defect form. The solutions groups in the elected problems group that are presented to the user, are the most suited solutions to solve the new problem. Thus, the time spent by a user to process a defect is reduced. By referring to experienced solutions, every user can propose a better solution than if he had to find one using his own experience.

V. EXPERIMENTATION

This framework has been tested on a database containing more than 7000 real software defects from the bugs' database of the Intercim Company, involved in this research project. Intercim offers manufacturing execution and optimization systems for, especially in the aerospace and pharmaceutical industries. All defects relate to only one software but possibly various versions of it. They have been recorded by persons in charge of quality assurance (not final users) during more than 3 years, from Sep. 2005 to Dec. 2008.

All of the 7216 defects come from the same form template that involves 8 steps. These steps are not executed sequentially, the succession of steps is defined during the defect resolution, based on collected data. In this form template, 91 attributes have been identified. Partition according to the structure feature has revealed 20 loose attributes and 71 constrained attributes. One of the experts who defined this form template indicated the following partition according to the descriptive quality feature: 6 attributes are problem descriptive among which only one is loose. The major issue in this dataset is that there is not any attribute that describes the solution, in other words, no attribute can be defined as solution descriptive. After having used a list of stop words and applied a suffix stripping algorithm, 2680 keywords from problem descriptive

Figure 2. The framework activities.
attributes have been extracted. Thanks to the definition of defect forms categories, these 2680 keywords are not used at the same time to perform the similarity computation. One of our 59 categories reaches 1098 keywords in the computation, the average being 213.

A. Implementation

Our software prototype, implemented in Java, is divided into several modules running sequentially. Once the categories are created and assigned to defect forms, keywords extraction is run. Regarding loose attributes, the text (their value) is split into words according to spaces and special characters. A list of general English stop words (containing 671 terms) and a list of field-specific stop words (poorer for the moment) are used to remove common words. Porter’s suffix stripping algorithm [26], well-suited to Information Retrieval, is also applied to produce more relevant groups by considering only the root of the words. To improve similarity between defect forms, an algorithm of dimension reduction such as Singular Value Decomposition (SVD) [27], Principal Components Analysis (PCA) [28], Latent Semantic Analysis (LSA) [29] aka Latent Semantic Indexing (LSI), etc. could also be used.

Then, concerning the similarity computation, we chose to use the Vector Space Model with the TF-IDF measure (Term Frequency – Inverse Document Frequency), widespread in Information Retrieval [30], [31] and in Text Mining [32], [33]. This statistical measure evaluates the importance of a word with respect to a document from a corpus of documents and to the corpus itself. The obtained values are used to calculate the similarity between descriptors of defect forms using the cosine measure, according to the problem vector then the solution one. These similarity measures are then used in a hierarchical ascendant classification. Unlike most of the other algorithms, this clustering algorithm does not require a preliminary setting of the number of groups to obtain. It only requires the setting of a similarity threshold. In a category, all defect forms whose similarity between descriptor’s problem vectors exceeds the threshold constitute a problems group. Solution groups are built in the same manner. Finally, a prototype is created for each group.

To evaluate the proposed framework both in terms of quality of the obtained clusters and in terms of performance of the hierarchical ascendant clustering algorithm, three methods of this algorithm have been implemented:

- The single-link method (aka MIN), which produces large groups potentially heterogeneous due to the chain effect it suffers (complexity: O(n²));
- The complete-link method (aka MAX), which solves the problem of the chain effect and produces smaller homogeneous groups (complexity: O(n².log(n)));
- The incremental method which solves the problem of the quadratic complexity of the methods mentioned above but which is sensitive to the selection order of documents [34], [35], [36] (complexity: O(n.log(n))).

B. Qualitative Evaluation

A study was conducted in a category containing 92 defect forms. This category possesses the advantage to have enough defect forms to obtain interesting results using our automatic approach and to have a sufficiently limited number of defect forms to compare the results with those we would accept using manual clustering. First, groupings have been manually identified, thus serving as a reference classification. This manual classification results in 70 groups.

Then, to identify the threshold value of similarity that produces the most relevant groups, different classifications have been obtained by varying the similarity threshold between 0.9 and 0.3 and compared with the reference classification. To assess the quality of classification, we present the precision-recall (Fig. 3), and the F-measure (Fig. 4) curves. The numbers shown besides the points of Fig. 3 indicate the best threshold value of similarity.

Fig. 3 shows a curve for each method of the algorithm. Each curve presents the proportion of correct groupings made by the algorithm among all the groups found (the precision) with respect to the proportion of correct groupings made by the algorithm among all the groups we would like to obtain (the recall). It shows that, whatever the method, the algorithm proposes a best classification for a similarity threshold between 0.43 and 0.5. Outside this range of values, the precision decreases, there is too much noise (i.e. too many incorrect groups), or it is the recall that decreases, there is too much silence (i.e. not enough correct groups).

In the precision-recall curve, the objective is to maximize the precision and the recall. However, it is very difficult to estimate a good similarity threshold because when the precision increases the recall decreases and inversely. The F-measure considers both the precision and the recall. Fig. 4 shows a curve for each method of the algorithm that represents a weighted average of the precision and the recall. The best similarity threshold can easily be identified at 0.45.

The three methods give very similar results. The chain effect does not seem to be very important on our dataset since the values obtained with the single-link method are close to the two other methods. Whatever the method, on our dataset, results point out relevant clusters of defect forms for a similarity threshold of 0.45. With this value, we have:

- For the single-link method, a precision and a recall of about 0.8;
- For the incremental method, a precision of 0.9 and a recall slightly lower than 0.8;
- For the complete-link method, a precision equal to 1 and a recall at 0.7;
- For all the methods, an F-measure score upper than 0.8.
C. Performance and Scaling Assessment

To evaluate the performance of the algorithm, classifications have been executed on defect forms categories of various sizes (from 17 to 1232 defect forms) to identify problems groups. The similarity threshold has been set to 0.45 since the best classification is obtained in every method with this value. The execution time represents the time spent by the methods of the algorithm to identify groups and the time to create each group prototype. Since the incremental method necessarily creates all prototypes for its own execution, this second time is included in the first one.

As expected, the incremental method is really faster than non-incremental ones even if the time to create group prototypes is not included (Fig. 5). Considering the category containing 1005 defect forms, the single-link method is 60% and the complete-link method is 85% more time consuming than the incremental method. When this time is included, the gap widens (Fig. 6). Considering the same category as previously, the single-link method is 5.5 times and the complete-link method is 9 times more time consuming than the incremental method. The execution time depends on the number of defect forms but also on the number of involved keywords, that explains the slight decrease of time around the category containing 950 defect forms.

VI. CONCLUSION AND PERSPECTIVES

We have presented a framework for the processing and the reuse of information contained in past defect forms. It reveals knowledge in order to make corrective maintenance activities easier by assisting the user in his search for a solution. It is suited to preventive maintenance since an analysis can be made on each problems group in order to identify their causes of emergence.

Moreover, it is logical to see that the complete-link method is slower than the single-link one because it needs more comparisons between defect form descriptors during the potential addition of a defect form in a group (Fig. 5) and it creates more groups, which requires the creation of more group prototypes (Fig. 6).

Thus, the incremental method seems to be able to process a large volume of data within a reasonable processing time while preserving a good quality of clustering. The creation of group prototypes, required in the framework we propose, is inherent to this method, it does not add a new step contrary to the non-incremental methods.
repetitive (more than in software development). We should therefore find more recurrent defects since a kind of defect may be repeated on numerous products.

Eventually, we could take into account the user’s profile in the solution ranking. By considering his skills on one hand, and the way he is used to executing a kind of solution to solve a problem on the other hand, we could re-rank the list of proposed solutions to be adapted to his profile. A solution he usually fails to execute could be depreciated in the list.
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