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Abstract

The paper improves a preliminary experimental study on a cluster by adding both theoretical results and exper-
imental tests on a grid platform. These algorithms solve univalued and multivalued pseudo-linear problems using
parallel asynchronous multisplitting methods combined with Krylov’s methods. This paper also analyses these
algorithms using contraction techniques. Two distinct applications, with discretized boundary value problems, are
analyzed and simulated. First, a univalued convection-diffusion problem perturbed by an increasing diagonal oper-
ator is presented. Then, follows the description of a diffusion problem whose solution is constrained. This situation
classically leads to the solution of a multivalued pseudo-linear problem in which the linear part is perturbed by an
increasing diagonal multivalued operator. Parallel asynchronous and synchronous algorithms were implemented
and tested on a grid platform composed of physically adjacent or geographically distant machines. In addition,
the simulation results are detailed and show that the elapsed times obtained for the asynchronous algorithms are
significantly less than those obtained for the synchronous algorithms.

Keywords: multisplitting methods, synchronous parallel algorithms, asynchronous parallel algorithms, sparse
non-linear systems, Krylov methods, pseudo - linear problem, boundary value problem.

1. Introduction and motivation.

The present study is related to the analysis and application of mixed multisplitting methods for solving pseudo
- linear stationary problems. These problems are stationary either intrinsically or as a result of the discretization of
time evolution problems by implicit or semi-implicit time marching schemes. The considered problems are defined
as an affine application AU − F perturbed by an increasing diagonal operator Φ as follows

AU −G + Φ(U) = 0, (1)

where in the sequel A has the property of being a large scale M-matrix, G a vector, U is the unknown vector. Note
that this type of problem occurs when solving elliptic, parabolic or hyperbolic second order boundaries values
problems and that the M-matrix property is well verified after discretization by classical finite differences schemes,
finite volumes schemes or finite elements methods provided that, in this last case, the angle condition is verified. In
fact two distinct cases are then considered; in the first case corresponding to problem (1) U → Φ(U) is a strongly
non-linear univalued operator; while in the second case Φ is a multivalued application, for example Φ ≡ ∂Ψ sub-
differential of the indicator function Ψ of the convex K taking into account constraints on the unknown U to be
determined; so in this latter case, the problem to solve is defined by

AU −G + ∂Ψ(U) 3 0, (2)
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where for example the convex set is defined by

K = {U such that U ≥ %}

where % is a given application. Two different kinds of sets can be considered: a convex set with a one sided
inequality constraint like the previous one or a set where the solution U must be between two extreme values.
In both previous cases each problem will be solved by a specific method; for the univalued problem (1) a local
linearization corresponding to the implementation of the iterative Newton method will be carried out; while for
the multivalued problem (2), one operates in an iterative alternative way by solving the linear equation without
taking into account the constraints we obtain an intermediate value and then projecting this intermediate value on
the convex set K until convergence. In each case, the computation method consists in solving a large sparse linear
system. Each system is then associated with a fixed point problem and we intend to solve it by asynchronous
parallel iterations [1]-[5]. Taking into account the properties of the matrix A and the operator’s monotony property
of the perturbed diagonal operator, it is proven in the following that the fixed point application is contractive
with respect to a uniform weighted norm [6], which ensures on the one hand the existence and uniqueness of
the solution of the algebraic system to be solved and on the other hand the convergence of parallel asynchronous
iterations towards the solution of the target problem.

Using the fixed point equation, the parallel iterative asynchronous algorithms are then classically defined in
[1] for the solution of large linear algebraic systems and [2] for large algebraic systems. In the first work on
asynchronous parallel iterations, delays modeling the asynchronism between the processors were bounded (see [1]
and [2]); in fact in [3] G. Baudet has extended the framework of the study to cover cases where delays are no longer
bounded, allowing for cases of failure of one or more processors to be taken into account.

In addition, in order to unify the presentation and analysis of algorithm behavior, we consider multisplitting
methods that unify the presentation of subdomain methods, either to model subdomain methods without overlap, or
to model subdomain methods with overlap such as Schwarz’s alternating method. The multisplitting method was
introduced by O’Learry and White and also White (see [7]-[8]) in order to give a unified presentation of subdomain
methods. Several contributions have been developed by many authors such as J. Arnal, Z.Z. Bai, R. Bru, A.
Frommer, V. Migalon, J. Penades. D. Szyld, ... etc ... in collaboration with several co-authors (see [9]-[20]) for the
solution of linear and nonlinear problems. Nevertheless, note that these previous works do not concern problem
solution of multivalued problem except for the work of J. Bahi et all [21] developed in an Hilbertian context.
These multisplitting methods are then applied to determine the solution to the two previous target problems as well
as to the univalued problem (1) and to the multivalued problem (2). The convergence analysis is carried out by
contraction techniques with respect to a weighted uniform norm. To solve the model problems, efficient methods
are used to find the solution of each of the subproblems handled by each processor. More precisely, a coupling
between asynchronous parallel methods and Krylov methods [22] is considered, since each diagonal subproblem
obtained by the decomposition of problem (1) or (2) is solved by this last type of algorithm.

As an application, a convection-diffusion problem, perturbed by an increasing diagonal operator [23], is con-
sidered, the problem then being solved by a mixed Newton-multisplitting method. On the other hand, there is a
diffusion problem whose solution is subjected to constraints of an inequality type, this problem being solved by
a relaxation method with projection after each update of the iterative process, each linearized or linear subsys-
tems being solved by the generalized minimal residual method (GMRES). Thus the results of parallel simulation
achieved on a grid are presented and discussed in this paper.

The present study completes a preliminary study both theoretically and experimentally. Indeed, theoretically,
in relation to [24] this paper is not limited to the single-valued problem but the resolution of multi-valued problems
of the form (2) is also considered. On the experimental level, in [24] results on a cluster were presented while in
the presented results come from grid, composed of distant and heterogeneous clusters.

In this paper there are two original contributions. The first contribution is in the theoretical part, especially with
regard to the resolution of pseudo-linear univalued or multivalued problems by multisplitting methods. From an
algorithmic point of view for the resolution of univalued problems the Newton’s method is for example used. As
previously said multivalued problems are formulated when the solution to be determined is subject to inequality
constraints where, from an algorithmic point of view, one must update several components (additive type algo-
rithm) or component by component (multiplicative type algorithm), in both cases without taking into account the
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constraint and thus obtain an intermediate value which is projected onto the convex set to take into account the
inequality constraints to which the solution is subject. The common point between the univalued and multivalued
aspects is that the operator which perturbs the affine application AU − G is in both univalued and multivalued
cases (See books [25] and [26]) diagonal monotone, which facilitates the analysis of the behavior of the parallel
asynchronous algorithms used to solve the target problems. In particular, the forthcoming Proposition 2 recalls a
convergence result for any sub-problem decomposition due to the fact that matrix A is an M-matrix (see [27]). This
has a consequence for the use of multisplitting methods where, usually, it is assumed that fixed point applications
associated with model problem to solve are contractant. However, in the working framework considered in this
paper, given the result of Proposition 2, this assumption of contraction of fixed point applications associated with
problem to be solved is not necessary since this assumption is of course verified for every decomposition of the
problem. In particular, this assumption is applicable for multi-valued problems which are not generally studied in
paper concerning multisplitting methods and which are completely solved in this paper (see in particular the result
of the forthcoming Corollary 1). Thus, in brief, the contribution at the theoretical level concerns the convergence
of multisplitting methods applied to pseudo-linear problems (affine applications perturbed by monotone diagonal
operators) in particular for problems whose solution is constrained and classically formulated under a multivalued
formulation, since it is well known that the subdifferential of the indicator function is monotone (See book V. Barbu
[25]). The second contribution is at the experimental level where, for the solution of pseudo-linear problems, on
the one hand we combine a coordination iteration constituted by an asynchronous parallel iteration and on the other
hand we solve local sub-problems by a very efficient conjugated gradient method.

The present paper is organized as follows. Section 2 presents the formulation of synchronous and, more gen-
erally, asynchronous parallel algorithms and some results allowing to analyze the convergence by contraction
techniques are given. In the next section the parallel asynchronous multisplitting algorithms applied to pseudo
linear problems are detailed. Section 4 is devoted to present boundary value problems, which, after appropriate
discretization leads to solve pseudo linear algebraic systems. Thus the following section is devoted to present the
principle of implementation of the studied parallel numerical methods. Section 6 presents the results of parallel
experiments achieved on a grid. Finally a conclusion, some future studies and an appendix conclude the paper.
This appendix presents the values of the maximum error of the correction obtained in both synchronous and asyn-
chronous mode for the Newton method and these results are commented, both on an experimental and a theoretical
level.

2. Parallel asynchronous algorithms

2.1. Discretized model problems

In the sequel, the set of natural integers will denoted by N . Let M ∈ N. Let us consider the following pseudo -
linear problem, issued from the discretization of various boundary value problems

AU + Φ(U) = G, (3)

where A ∈ L(RM) is the discretisation matrix, U ∈ RM , G ∈ RM , and Φ and G result from the discretisation of a
diagonal maximal monotone operator Φ, which means that i−th component of Φ is equal to Φi(ui) where ui is the
i−th component of U and g the right-hand side of the problem, modelling the source term. Let us assume

A is an M-matrix (4)

Φ is a diagonal increasing operator. (5)

Note that problem (3) is singlevalued.

Nevertheless when the solution U is submitted to some inequality constraints such that

Umin ≤ U or U ≤ UMax or Umin ≤ U ≤ UMax, (6)

then, classically, the problem can be expressed by a multivalued formulation (see for example [25], [26]) as follows

AU + ∂Ψ(U) −G 3 0, (7)
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where ∂Ψ(U) results from the discretization of ∂ψ(u), ψ being the indicator mapping of the convex set defining the
constraints and ∂ψ(u) denotes the subdifferential mapping of ψ; classically ∂Ψ(U) satisfies the following property

∂Ψ(U) is a diagonal increasing or more generally monotone operator. (8)

Let us denote by E = RM; note that E is an Hilbert space. Consider also that the space E =

α∏

i=1

Ei is a finite

product of α > 0 subspaces denoted Ei = Rmi , where
α∑

i=1

mi = M; note that Ei is also an Hilbert space where

〈 . , . 〉i denotes the scalar product and | . |i the associated norm, for all i ∈ {1, . . . , α}. Then for all U,V ∈ E let us

denote by 〈U ,V〉 =

α∑

i=1

〈Ui ,Vi〉i the scalar product on E and ‖ . ‖ its associated norm.

We consider now a block-decomposition of problem (3) or (7) in α blocks, which leads for the first one to solve

α∑

j=1

Ai jU j + Φi(Ui) = Gi, for all i ∈ {1, . . . , α}, (9)

and for the second one (7)

α∑

j=1

Ai, j.U j + ∂Ψi(U
i) −Gi 3 0, for all i ∈ {1, . . . , α}, (10)

where Ui ∈ Ei , A = (Ai j), and ∂Ψi (or Φi ) result from the associated block decomposition; the subdifferential
mapping being multivalued, the previous relation (10) can also be written as follows

α∑

j=1

Ai, j.U j + wi(Ui) −Gi = 0,wi(Ui) ∈ ∂Ψi(Ui),∀i ∈ {1, . . . , α}. (11)

Then, the following fixed point mapping, at its fixed point U? if it exists, is associated to the problem (9) or (11)
(in the following, this property is verified to be true):

{
Find U∗ ∈ E such that
U∗ = F(U∗) (12)

where V 7→ F(V) applies from E to E. The mapping F is implicitly related to problem (3) to solve as follows

Ai,i.Ui + Φi(Ui) = Gi −
α∑

j,i

Ai jV j, for all i ∈ {1, . . . , α},

while for the multi-valued problem (10) the associated fixed point problem is

Ai,i.Ui + wi(Ui) = Gi −
α∑

j,i

Ai jV j,wi(Ui) ∈ ∂Ψi(Ui), for all i ∈ {1, . . . , α},

2.2. Parallel fixed point methods

According to the decomposition of E, let us consider the corresponding block decomposition of F and V

F(V) = (F1(V), . . . , Fα(V)).
V = (V1, . . . ,Vα)

The parallel asynchronous fixed point iterations {U p}p∈N, which are formally defined by using the following con-
cepts, are then considered.
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Definition 1. A steering of block-components of the iterate vector is a sequence {s(p)}, p ∈ N, such that s(p) ⊂
{1, . . . , α}, s(p) , ∅, for all p ∈ N, where in addition the steering satisfies

{p ∈ N | i ∈ s(p)} is infinite, for all i ∈ {1, . . . , α}. (13)

A sequence of delayed iteration numbers {ρ(p)} of vectors ρ(p) = (ρ1(p), . . . , ρi(p), . . . , ρα(p)) ∈ Nα is such that
for all p ∈ N and i ∈ {1, . . . , α} we have 0 ≤ ρi(p) ≤ p and ρi(p) = p if i = s(p). Moreover the delayed iteration
numbers satisfy

lim
p→∞ ρi(p) = +∞, for all i ∈ {1, . . . , α}. (14)

Definition 2. The general class of asynchronous iterative methods is defined recursively as follows. U0 being
given, for all p ∈ N and i ∈ {1, . . . , α}:

U p+1
i =

{
Fi(Ũ p) if i ∈ s(p),
U p

i if i < s(p),
(15)

where
Ũ p = {Uρ1(p)

1 , . . . ,Uρi(p)
i , . . . ,Uρα(p)

α } ∈ E, if p ≥ 1 (16)

s(p) and ρ(p) being defined according to Definition 1.

Remark 1. Asynchronous iterations defined recursively by (15)-(16) are general iterative methods whereby iter-
ations are carried out in parallel by up to α processors without any order nor synchronization. The main feature
of this class of iterative methods is to allow flexible communications between the processors and to minimize the
weight of synchronisations between the parallel processes. In such computational method, to make the most of
computing power by eliminating idle times due to blocking expectations, synchronizations are not necessarily re-
quired which avoids having to wait for the communications of the values computed by the other processors; thus
each process performs its own calculations using available data calculated by other processors. Then each proces-
sor advances its own calculations at its own pace, with communications taking place in no pre-established order.
The choice of the relaxed components is performed using a selection of several components of the strategy s(p)
at each step p of the calculation; this strategy is in fact a non-empty subset of the set s(p) ⊂ {1, 2, . . . , α} which
well models parallelism between the processes, since each element of the strategy is not limited to a single ele-
ment. In addition, theoretically, each block component of the iterate vector is continuously updated; but in practice
the parallel iterative method is ended by a stopping criterion, which in the asynchronous context, is very hard to
perform. For a fixed process, the asynchronism between updates is modelled by the introduction of delayed com-
ponents calculated by other processors to take into account the necessary coupling between the various processes.
Thus, in a typical update of the i-th block-component of the iterate vector at iteration p + 1, all the values Ũ p

j of

the block-components of the iterate vector are taken equal to Ũ p
j corresponding to the value computed in the last

update of the j-th block-component; so Ũ p
j ≡ U

ρ j(p)
j models the nondeterministic behavior of the iterative scheme.

Practically, one will choose update corresponding to the last available value of each component. It should also be
noted that in the asynchronous parallel iteration model the information exchanged between processors is no longer
time-limited and can have unlimited communication delays, which makes it possible to take into account possible
temporary failures of multiprocessors, clusters or grids. Note that parallel synchronous iterations correspond to
the particular case where ρ j(p) = p for all p ∈ N; moreover, in this case, if for all p ∈ N, s(p) = {1, . . . , α}
(respectively s(p) = (1 + p mod α)) then algorithm (15)-(16) model the sequential block-Jacobi (respectively
Gauss-Seidel) method.

For simplicity’s sake the study of the convergence is limited in this paper to the use of contraction techniques.
The convergence of parallel asynchronous iterations for the solution of the multivalued problem (7) is considered;
the case of singlevalued problem (3) being treated similarly in a straightforward way. First, a contraction result
associated with the point decomposition is established; then it can be concluded that the fixed point F is contracting
for any decomposition into α large blocks.

Proposition 1. Consider the problem (7) (or (3)) and assume that the matrix A is an M-matrix and that the affine
application AU −G is perturbed by a diagonal monotone maximal operator eventually multivalued satisfying (8)
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(or (5) in the singlevalued case). Then, we can associate to problem (7) defined in the space E a contracting fixed
point mapping denoted FP associated to the point decomposition, and there exists one and only one fixed point
U? also unique solution of the discretized problem (7) (or (3)). Furthermore the parallel asynchronous method
associated to the fixed point mapping FP converges to U? whatever be the initial guess U0.

Proof. Indeed, for generality’s sake, problem (7) should be considered; let us decompose this problem into M
subproblems; let us write the ith equation verified on the one hand for the exact solution and on the other hand for
a current value of the (p + 1)th relaxation component; subtracting member to member, multiplying each of the M
relations by (u?i − up+1

i ) and taking the absolute value on both side leads to

0 ≤ ai,i(u
?
i − up+1

i )(u?i − up+1
i ) + (w?

i − wp+1
i )(u?i − up+1

i )

≤
∑

j,i

|ai, j(u
?
j − v j)(u

?
i − up+1

i )|, ∀i ∈ {1, . . . ,M},

where w?
i ∈ ∂Ψi(u?i ) and wp+1

i ∈ ∂Ψi(u
p+1
i ) and v j are the available current values produced by the other

processors according to the algorithm (15)-(16); then, since the subdifferential mapping is monotone the following
inequality is true (w?

i − wp+1
i ).(u?i − up+1

i ) ≥ 0 and the left hand-side of the previous inequality can be minored by

ai,i|u?i − up+1
i |2, which leads to

0 ≤ ai,i|u?i − up+1
i |2 ≤

∑

j,i

|ai, j(u
?
j − v j)(u

?
i − up+1

i )|, ∀i ∈ {1, . . . ,M};

as in the sum of the right member appears the absolute values the right-hand side of the previous inequality can be
majored using a classical and straightforward inequality and since A is a M-matrix, its diagonal entries are negative
or null and one can thus write |ai, j| = −ai, j which leads finally to

|u?i − up+1
i | ≤

∑

j,i

−ai, j

ai,i
|u?j − v j|, ∀i ∈ {1, . . . ,M}. (17)

Note that the matrix J with diagonal entries that are null and off-diagonal entries equal to − ai, j

ai,i
is the Jacobi matrix

of the matrix A. Since the matrix A is an M-matrix, then J is a nonnegative matrix and all eigenvalues of J have
a modulus less than one. Let us denote by ν the spectral radius of J and by Θ the associated eigenvector; then
0 ≤ ν < 1. Classically by the Perron-Frobenius theorem, all the components of Θ are strictly positive and the
following inequality JΘ ≤ νΘ is valid (see [21]). Then, in a straightforward way, the result is

‖U? − U p+1‖ν,Θ ≤ ν‖U? − V‖ν,Θ,∀ V ∈ E, 0 ≤ ν < 1, (18)

where ‖V‖ν,Θ, is a uniform weighted norm defined as follows

‖V‖ν,Θ = max
i=1,...,M

(
|vi|
Θi

); (19)

thus, (18) shows that the fixed point mapping FP associated to the point-decomposition is a contraction and we
obtain a result of existence and uniqueness of both the fixed point U? of FP and of the solution of problem (7),
which achieves the proof. In the case of problem (3), since Φ is also monotone, the proof follows accordingly.

In fact, in parallel computation, the user does not access as many processors as components. Practically, the
algebraic system to solve is split into α contiguous blocks, α < M, corresponding to a coarser decomposition, the
communications consisting in exchanging only the necessary values of the components computed by the neigh-
bouring processors. To solve the model problem (7) or (3) let us consider a parallel asynchronous block relaxation
algorithm, associated to the α−block decomposition of the discretized problem. Then several adjacent block com-
ponents of the discretization matrix, and of the iterate vectors are processed accordingly by each processor. Such an
implementation leads to a more multiplicative behavior of the considered subdomain methods. Furthermore, using
a result of [28]-[27], if the subdomain decomposition is a point decomposition, the following result is obtained
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Proposition 2. Consider problem (7) or (3) and assume that the assumptions of Proposition 1 hold, particularly
that the matrix A is an M-matrix and that the affine algebraic system is perturbed by a monotonous diagonal
operator, singlevalued or multivalued. Consider any block decomposition in α < M blocks. Then, for any block
decomposition, the associated fixed point mapping F is contractive; then there exists one and only one fixed point
U? also unique solution to the discretized problem (7) (or (3)). Furthermore, for every subdomain decomposition,
the parallel asynchronous methods converge to U? whatever the initial guess U0 is.

Proof. The proof is not very difficult but essentially technical. It consists of writing the equations considered in
the proof of Proposition 1, then grouping them in α parts; in this context of block decomposition, using the concept
of regular decomposition of M-matrix (see [29]), the result is established. So the fixed point mapping is contractive
and the parallel asynchronous methods associated to each block decomposition converge for every decomposition.
For more details the reader is referred to [27].

Remark 2. Moreover the considered pseudolinear problems can also be solved by subdomain methods with over-
lapping, like the Schwarz’s alternating method; in this case, due to the augmentation process of the Schwarz’s
method, the pseudo-linear problems (1) are respectively written as follows

ĀŪ − Ḡ + Φ̄(Ū) = 0. (20)

and for problem (2) in the following way
ĀŪ − Ḡ + Ψ̄(Ū) 3 0. (21)

Using a result of D.J. Evans and Van Deren (see [30]), if A is an M-matrix, then Ā is also an M-matrix. Moreover,
by applying the augmentation process, the diagonal operator Φ̄ or Ψ̄ are still diagonal monotone operator. So
this is in the framework of the study of [28]-[27] and the results of this last papers concerning the convergence of
parallel synchronous and asynchronous subdomain methods with or without overlapping can still be applied. In
fact the multisplitting method presented below allows to give an unified presentation of subdomain methods with
or without overlapping.

3. Parallel asynchronous multisplitting method

3.1. Analysis of the behavior of the method in a general context

Let us consider now the solution of problem (7) (or problem (3)) by the parallel asynchronous multisplitting
method when A satisfies assumption (4). Let us also consider the n following regular splittings (see [29]) of matrix
A

A =Ml − N l, l = 1, ..., n, n ∈ N, (22)

where in what followsMl are block diagonal, i.e.Ml = diag(Ml
i), i = 1, . . . , α, l = 1, ..., n and moreover (Ml)−1 ≥

0 and N l ≥ 0; note that classicallyMl are M-matrices for all l.

Let F l : D(F l) → D(F l),D(F l) ⊂ E, l = 1, ..., n, be n fixed point mappings associated with problem (7) (or
problem (3)) and defined by:

F l(V) = U, l = 1, . . . , n, U,V ∈ D(F l) ⊂ E, (23)

such that
MlU = N lV + Ḡ;

then, for all l = 1, ..., n, the mapping F l associated with problem (7) (or problem (3)) are implicitly defined by

G +N lV ∈ MlU + ∂Ψ(U)⇔ U = F l(V), ∀V ∈ E = RM . (24)

(G +N lV =MlU + Φ(U)⇔ U = F l(V), ∀V ∈ E = RM). (25)

Assume that the space E = En is normed by the uniform weighted norm, defined in a similar way to (19) by

‖V‖ν,ϑ̄ = max
l=1,...,n

( max
i=1,...,α

(
|V l

i |
(ϑ̄l)i

)), ϑ̄l > 0, (26)
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where here |Vi| denotes any Hilbertian norm of Vi in Ei, i = 1, . . . , α, subspace of E; assume that for l = 1, ..., n, F l is
contractive with respect to U∗, its fixed point, with constant 0 ≤ νl < 1, l = 1, . . . , n so that the following inequality
is verified

‖F l(V) − U∗‖νl,ϑ̄l
≤ νl.‖V − U∗‖νl,ϑ̄l

, for l = 1, ..., n. (27)

Remark 3. Note that for problems (7) and (3), according to the result of Proposition 2, due to the fact that A is an
M-matrix and that in both cases the affine mapping AU − G is perturbed by a diagonal monotone operator, then
the fixed point mapping F l, l = 1, . . . , n are contractive.

A formal multisplitting associated with problem (7) (or problem (3)) is defined by the collection of fixed point
problems (see [21])

U∗ = F l(U∗), l = 1, ..., n, U∗ ∈ E. (28)

Let us now consider space E = (E)m like a finite product space of the n spaces E defined by

E =

n∏

l=1

El,

where El = E and consider the following n−block-decomposition of Ũ ∈ E, defined by

Ũ = {U1, . . . ,U l, . . . ,Un} ∈
n∏

l=1

El,

where U1, . . . ,U l, . . . ,Un denote n vectors of E.

Definition 3. The extended fixed point mapping F : E → E associated with the formal multisplitting is given as
follows

F (Ṽ) = Ũ, such that U l = F l(
n∑

k=1

WlkVk), l = 1, ..., n,

where Wlk are nonnegative diagonal weighting matrices satisfying for all l ∈ {1, . . . , n}
n∑

k=1

Wlk = Il,

Il being the identity matrix in L(El).

Since F l(D(F l)) ⊂ D(F l), then obviously F (D(F )) ⊂ D(F ) whereD(F ) =

n∏

l=1

D(F l).

Note that considerable saving in computational work may be possible by using such a method, since a com-
ponent of Vk needs not be computed if the corresponding diagonal entry of the weighting matrices is zero; then,
in parallel computing, the role of such weighting matrices may be regarded as determining the distribution of the
computational work of the individual processors.

Let the following block-decomposition of the mapping F

F (Ṽ) = {F 1(Ṽ), . . . ,F l(Ṽ), . . . ,F n(Ṽ)} ∈
n∏

l=1

El.

Note that for a particular choice of the weighting matrices Wlk, we can obtain various iterative methods and
particularly on the one hand a subdomain method without overlapping and on the other hand the classical Schwarz
alternating method (see [21]). According to [21] the block - Jacobi method corresponds to the following choice
ofMl

Ml = diag(I1, . . . , Il−1, Al,l, Il+1, . . . , In) , (29)

8



and to the choice of Wlk ≡ W̄l given by

W̄l = diag(0, . . . , 0, Il, 0, . . . , 0), (30)

which in other words means that the entries of the weighting matrices are equal to one or to zero.

For the additive Schwarz alternating method more than one processor computes updated values of the same
component, and the matrices Wl have positive entries smaller than one. The reader is referred to reference [7]
and to other various references for other choices of weighting diagonal matrices and splittings for the definition of
various multisplitting methods.

Let us recall now a result of [21]

Proposition 3. Let us denote by Ũ∗ = {U∗, . . . ,U∗} where U∗ is the solution of (7) (or problem (3)); then if as-
sumption (27) is verified, F is ‖ . ‖ν,ϑ̄ contractive with respect to Ũ∗, where ‖ . ‖ν,ϑ̄ is defined by (26) the associated
constant of contraction being

ν = max
1≤l≤n

(νl) < 1.

Then, using the result of Proposition 3, the following result is obtained

Corollary 1. Consider the solution of problem (7) (or problem (3)); then if assumptions (4) - (5) (or (4) - (8))
are verified, in particular if matrix A is an M-matrix, then the formal multisplitting F is contractive with respect
to Ũ∗ and any sequential, parallel synchronous or asynchronous multisplitting method starting from Ũ0 ∈ D(F )
converge to the solution of problem (7) (or problem (3)).

Proof. Indeed, if assumption (4) is verified, and if the other assumptions of Proposition 2 concerning the monotony
of the disturbing diagonal operator are satisfied, then each fixed point mapping F̂ l is contractive, for l = 1, . . . , n
and then the proof is complete.

Then, for l = 1, . . . , n, and for i = 1, . . . , α, for problem (7) such an asynchronous multisplitting method can be
given by 

Ml
iU

l,p+1
i + ωi(U

l,p+1
i ) = (N l(

n∑

k=1

WlkVk,ρk(p)
i ) + G)i , if i ∈ s(p)

U l,p+1
i = U l,p

i if i < s(p)

where ωi(U
l,p+1
i ) ∈ ∂Ψi(U

l,p+1
i ) and accordingly for problem (3).

3.2. Application to pseudolinear problem

3.2.1. The case of singlevalued problem and Newton method

For the solution of problem (3), the block-diagonal matrix C(W), derived from Newton’s method is introduced,
with diagonal blocks Ci(W) given by

Ci(W) = Aii + Φ′i(W).

Obviously, matrix Ci(W) is an M-matrix since matrix Aii is an M-matrix and Φi is increasing and then its derivative
Φ′i is positive.

Let U0 given and Uk is the k-th iteration of the following algorithm:

U p+1 = U p −C−1(Uρ′(p)). (AUk + Φ(Uk) −G), p = 0, 1, . . . , (31)

where 0 ≤ ρ′(p) ≤ p.

Proposition 4. Assume that assumptions (4) and (5) hold. Then, the sequence {U p} defined by (31) converges to
U? solution of problem (3).

Proof. Obvious since C is an M-matrix.
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3.2.2. The case of multivalued problem

Consider now the solution of the multivalued semi-linear problem (7) when assumptions (4) and (8) are verified.
For such a problem, by using the same kind of proof than the previous ones, and mainly due to the monotony of the
disturbing multivalued diagonal operator, a result similar to the one presented in Proposition 4 is obtained. Then it
can stated that

Proposition 5. Assume that the assumptions (4) and (8) hold. Then, the sequence {U p} obtained by using the
parallel asynchronous multisplitting method converges to U? solution of problem (7).

Proof. The convergence of the considered method is analyzed by combining the monotony of the diagonal
operator with the main property of the discretization matrix. Indeed, since the subdifferential of the indicator
function is monotone and diagonal, the multivalued formulation allows to prove the convergence of the parallel
synchronous and asynchrounous iterations in a similar way than the one used for the proof of Proposition 1.

Remark 4. In the continuous case, for the solution of the convection - diffusion problem with constraints on the
solution, the formulation of the problem is achieved by the perturbation of the continuous convection - diffusion
operator by the multivalued increasing diagonal operator ∂ψ(u). This multivalued formulation takes some interest
only from a theoretical point of view. For the solution of the discretized problem (7) it is necessary to take into
account the constraints and so to project the relaxed updates computed by the previous iterative algorithm on a
convex set which defines such constraints as follows:
1. first to compute an intermediate value of a component of the iterate vector by solving for example, one equation
of the algebraic linear system without taking into account the constraint,
2. and then to project this intermediate value of the component on the convex set until convergence of the iterative
process; more precisely, if the constraint is satisfied, the intermediate value of the component is not changed and
if the constraint is saturated, for example, if a component of U is less to the corresponding component of %, then
the result of the projection on the convex set is such that the final update considered consists in setting the value of
the component to %.

4. Application to nonlinear partial differential equations

There are several kinds of partial differential equations which, after discretization, lead to the solution of
pseudo-linear algebraic systems like (3) and (7). In the sequel two distinct kinds of pseudo-linear algebraic systems
are considered.

4.1. Newton - multisplitting method for unconstrained boundary values problems

In the sequel Ω will denote an open domain included in R3, ∂Ω the boundary of Ω, g a sommable square
function and u→ φ(u) a diagonal monotone increasing, convex and continuously differentiable nonlinear operator.
So let us consider the following nonlinear convection diffusion problem

{ −ν∆u + a ∂u
∂x + b ∂u

∂y + c ∂u
∂z + du + φ(u) = g, everywhere in Ω,

u = 0, everywhere in ∂Ω,
(32)

where ν, a, b, c, d are some constant coefficients, ν > 0, d ≥ 0.

For example, problem (32) occurs in plasma physics or to model solar ovens [23]; such a problem arises from
the implicit temporal discretization of a parabolic problem that appears in such applications modeled as follows



∂u(t,x)
∂t − ν∆u(t, x) + Qt∇u + eru = g(t, x), everywhere in [0,T ] ×Ω, b > 0,

u(t, x) = 0, everywhere in [0,T ] × ∂Ω,
u(0, x) = u0(x), everywhere in Ω,

(33)

where T > 0, u0 : Ω→ R is the initial condition, Q is a vector with components (a, b, c).
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After temporal discretization the stationary problem associated to the implicit time marching scheme, is defined
as follows { −ν∆u + Qt∇u + u

δτ
+ eru = g, everywhere in Ω ⊂ R3,

u = 0, everywhere in ∂Ω,
(34)

where δτ is the time step arising in the implicit scheme.

After spatial discretization we have to solve a pseudo-linear algebraic systems of kind (1) by combining the
Newton method with the parallel asynchronous multisplitting method. Note that, by choosing appropriate finite
difference approximation, particularly for the convection term where according to the sign of the coefficients a, b, c,
forward or backward schemes are considered so that the discretization matrix is an M-matrix; moreover since φ(u)
is a diagonal monotone increasing nonlinear operator, assumptions (4) and (5) are well verified. Thus the previous
parallel synchronous or asynchronous multisplitting studied method for the parallel solution of this problem can
be applied.

4.2. Multisplitting method for constrained boundary values problems

Lastly note also that in the previous mathematical models, the solution u can be subject to some constraints,
for example umin < u or u < umax or umin < u < umax; in such situations, the associated boundary value problem is
classically formulated as the following multivalued problem (see [25])

{ −∆u + φ(u) + ∂ψ(u) − g 3 0, everywhere in Ω,
u = 0, everywhere in ∂Ω,

(35)

where ∂ψ(u) is the subdifferential of the indicator function ψ(u) of the convex set K defining the constraints. It
can be noted that this multivalued formulation expresses the fact that the problem is subject to some constraints.
This approach is very convenient and is mainly applied to analyze the behavior of iterative algorithms used for the
numerical solution of problems like (35) since the continuous diffusion operator is perturbed by the multivalued
increasing operator ∂ψ(u). From a practical point of view, once the problem is discretized, after each update of a
block component, a projection on the convex set K is processed.

5. Implementation of the multisplitting method

The algorithms of the Newton-multisplitting method and the multisplitting method with projection have been
implemented, both used to solve univalued and multivalued pseudo-linear problems (3) and (7) respectively.

In this paper the 3D nonlinear problems (34) presented in Section 4 are solved on a computing platform com-
posed of n blocks, each of them composed of q processors, physically adjacent or geographically distant. Figure 1
illustrates an example of such a computing platform composed of four blocks, each of them composed of four pro-
cessors. In each block a master processor is designed and the inter-communications between blocks are performed
via the masters.

A 3D nonlinear problem is split into n blocks and each block (which represents a splitting in the previous
mathematical description) is in turn split into q portions, as it is presented in the example of Figure 2. In this case
each block of data is assigned to a block of processors and each portion to a processor.

5.1. Case of Newton-multisplitting method

In this section the multisplitting algorithm to solve nonlinear stationary convection-diffusion problems (34)
presented in sub-section 4.1 is described. It should be noted that no difference is made between processors or
cores.

For each splitting l, l = 1, . . . , n, starting with an initial guess U l,(0) the following equations should be solved

AU l + Φ(U l) −G = 0,
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Figure 2: Example of a decomposition of a 3D problem among blocks of processors.

by the Newton method; then, globally, at step i of the Newton method it follows that

(A +
∂Φ(U l,(i))

∂U
)δU l,(i) = G − AU l,(i) − Φ(U l,(i))

and then
U l,(i+1) = U l,(i) + δU l,(i),

until convergence of the iterative method.

Let Ĉ(U l,(i)) = A +
∂Φ(U l,(i))

∂U and according to the choice of the weighting matrices Wl,k let us consider a block
decomposition of the matrix Ĉ(U l,(i)) such that

Ĉl,l(U
l,(i)) = (A +

∂Φ(U l,(i))
∂U

)l,l (36)

denotes the block diagonal of the matrix Ĉ(U l,(i)), and since the operator U → Φ(U) is diagonal increasing, then
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the Jacobian matrix of Φ, given by ∂Φ(U l,(i))
∂U , is a positive diagonal matrix; for the same reason, due to the fact that

Φ(U) is diagonal the off-diagonal blocks of Ĉ(U l,(i)) are reduced to the blocks Al,k of the matrix A. Consequently
Ĉ(U l,(i)) is an M-matrix.

So the implementation of the Newton method requires the solution of the following linear system

Ĉ(U l)δU l = Ĝ(U l),

which will therefore be solved by a multisplitting method; since the matrix Ĉ(U l) is an M-matrix, the multisplitting
method will converge according to the results stated in subsection 3.1.

For the solution of problem (1) by the Newton method and considering for example the block Jacobi method
obtained by choosing Ml and W̃l given by (29)-(30), the implemented multisplitting method associated to the
iteration number i of the Newton method leads to solve iteratively in parallel for l = 1, . . . , n, the algebraic sub-
systems

Ĉl,l(U
l,(i))δU l,(i)

l = Bl, l = 1, . . . , n, (37)

where Bl is given by
Bl = Ĝl(U

l,(i)) −
∑

k,l

Al,kδU
k,( j(k))
k , l = 1, . . . , n (38)

and Ĝ(U l,(i)) is the right hand side resulting from the Newton process, i.e.

Ĝ(U l,(i)) = G − Φ(U l,(i)) − AU l,(i), (39)

and the values of the components of the local vectors δUk,( j(k))
k come from the computation performed on splitting

number k, k , l, and performed by other processors by using the iterate number j(k) of the iterative method.

Then, in other words, each sub-system (37) is solved independently by a block (or splitting) of processors and
communications are required to update the right-hand side of each sub-system. The local vectors δUk updated
according to (38) by each block represent the data dependencies between the different blocks. In the multisplitting
method there are two level of iterations; outer and inner parallel iterations. In fact, since the matrices Ĉl,l are also
sparse, it is highly recommended to solve the subsystems (37) by an iterative method. It is well known that iterative
methods scale well. In our implementation a Krylov method was chosen to solve each block (37). It should be
noted that the outer-iteration fits well within the general formulation of parallel asynchronous iterations described
in sub-section 2.2, since the inter-block communications can be either synchronous or asynchronous.

The focus was put on solving 3D nonlinear single-valued systems of equations which can be formulated as
shown in (1). Algorithm 1 presents the main key-points of the Newton-multisplitting method. The algorithm uses
the Newton method to linearize the nonlinear system to solve (lines from 2 to 12). Then it applies the parallel
multisplitting method to each linear system issued from the linearization (lines from 5 to 9), such that each system
is associated to n splittings as shown in (37).

In the previous description, it should be noticed that all variables indexed with l are local to a block. First, a loop
on the Newton iteration is computed. When starting a new Newton iteration, the right-hand side of the Newton
process is updated. And the local sub-matrix Ĉl,l is updated. Then the second loop based on the Multisplitting
iteration is computed. In the multisplitting loop, first the local right-hand side Bl is involved, taking into account
the neighbor’s values computed by the other processors. Then each sub-system is solved in parallel by using the
well-known Krylov method GMRES [31] (line 7 in Algorithm 1). GMRES iterations represent the inner-iteration
of the multisplitting method. It should be noticed that the iterations and the communications performed within the
GMRES solver are synchronous inside a block of processors. At the end of the Multisplitting iteration, each local
solution of the sub-system is exchanged to all neighbor blocks (see line 8). On line 10, the local solution on block
l is updated, then on line 11, the global correction δU(i+1) is performed.

The global convergence of the synchronous Newton-multisplitting method is detected when the global value of
δU(i+1) is stabilized corresponding to the following stopping test

‖δU(i+1)‖2 ≥ εNewton (40)

where εNewton is the tolerance threshold for the computation of the Newton method.
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The parallel algorithms described in this section are implemented in two ways: synchronous and asynchronous.
For the parallel synchronous algorithms, we use MPI S end() and MPI Recv() routines to perform the communi-
cations. In contrast, for the parallel asynchronous algorithms, we use the MPI non-blocking communications
MPI Isend(), MPI Irecv() and MPI Test(). The reduction operations are implemented using MPI Allreduce().

In the asynchronous version, the global convergence is detected when all blocks have locally converged. The
convergence detection implemented in [32] was used. In fact, as is shown in Figure 1, a virtual unidirectional ring
network is implemented between masters of the blocks of processors. At the beginning of the resolution, a Boolean
token is set to False by the master of block 0. During the computation, the Boolean token circulates around the
virtual ring network until the global convergence. Locally at the end of the resolution of a sub-system, each master
of block i updates the value of the token by evaluating the following logical expression:

token = token && is_locally_converged_i()

where is locally convergedi() returns True if the local convergence is achieved or False otherwise. Then the token
is sent to the master of block i + 1 if i < n − 1 or to the master of block 0 otherwise. The global convergence is
detected when the master of block 0 receives from the master of block n − 1 a token set to True. To this effect, the
master of block 0 broadcasts a message to all masters of other blocks of processors in order to stop the computation.

Algorithm 1: Parallel nonlinear multi-splitting method performed on a block of processors

Output: Solution U l,(i+1)

1 Set initial solution: U l,(0) = 1.0
2 while ‖δU(i+1)‖2 ≥ εNewton do
3 Compute the right-hand side of Newton Ĝ(U l,(i)): Formula (39)
4 Update local sub-matrix Ĉl,l: Formula (36)
5 while ‖δU l,(i) − δU l,(i−1)‖∞ ≥ εMultisplitting do
6 Compute local right-hand side: Bl Formula (38)
7 Parallel GMRES to solve δU l,(i): (Formula 37)
8 Exchange local shared values of δU l,(i) with neighbor blocks
9 end

10 Compute the local solution on block l: U l,(i+1) = U l,(i) + δ U l,(i)

11 Compute the global correction δU(i+1)

12 end

5.2. Case of multisplitting method with projection

This sub-section shows the implementation of the multisplitting method for solving a boundary value problem
of the kind (35) where the solution is subject to inequality constraints. The principle of implementation is the same
as the one considered in the previous sub-section. In fact, the implementation is even simpler since we have to
solve the linear system associated to the sub-problem without taking into account the constraints and then project
the intermediate solution Ūl on the convex set defining the constraints as follows.

Al,l.Ūl = Gl −
∑

k,l

Al,kUk (41)

and then Ūl is obtained by a projection
Ū = Pro j(Ūl) (42)

It should also be noted that the formulation (35) is not used directly to code the algorithms, because this last
formulation is a formal formulation of the problem to be solved. In particular, it is not necessary to discretize the
sub-differential operator of the indicator function of the convex set defining the constraints on the solution. It is
therefore sufficient to discretize by classical methods, on the one hand the partial derivative operator taking into
account the boundary conditions, and on the other hand the second member of the partial derivative equation.
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Algorithm 2: Parallel projected multi-splitting method

Output: Solution U l

1 Compute local sub-matrix Al,l

2 norm=1
3 while norm ≥ εglobal do
4 Compute local right-hand side: Bl = Gl −

∑

k,l

Al,kUk

5 Parallel GMRES to solve Ū l from Al,lŪl = Bl

6 Ūl=max(Ūl,constraint)
7 norml = |(Ul − Ūl)|;
8 norm = maxl(norml)
9 Ul = Ūl

10 Exchange local shared values of U l with neighbor blocks
11 end

Algorithm 2 presents the main key-points of our synchronous or asynchronous multisplitting method in order to
solve the discrete problem subject to constraints. All variables are local to a block, except norm which represents
the global norm defined as the max of all the local norms. As Algorithm 2 has many similarities to Algorithm 1
except that there is no Newton iteration, all the previous explanations and remarks are valid.

6. Parallel experiments

In paper [24], experiments were achieved on a single cluster. In present version, larger experiments are made
on a grid. The reason is that making parallel computation on a distributed grid with geographically distant sites is
more difficult and challenging than using a supercomputer. In addition, when one have to solve very large algebraic
systems, impossible to solve on an unique cluster with few processors, grid environment is very interesting to use.

So, parallel experiments have been performed on Grid’5000 a French grid platform which is a large-scale
and flexible testbed for experiment-driven research in all areas of computer science, with a focus on parallel and
distributed computing [33]. Actually this environment provides access to a large amount of resources: 15358 cores,
840 compute-nodes grouped in 37 homogeneous clusters on 8 sites, connected with a dedicated 10-Gbps backbone
network and featuring various technologies for example GPU, different CPU type, ssd, 10G and 25G Ethernet.

Our parallel simulations for the solution of the different problems have been performed on various distant
clusters connected by highspeed communication of the Grid5000 platform. At that time, on Grid’5000, the speed
of communication was about a Gigabit Ethernet network for local machine on each cluster and links between
different sites range from 10-Gbps.

Figure 3 illustrates the sites of the Grid’5000 architecture.

Let us consider problems (34) and (35), solved respectively by parallel asynchronous Newton-multisplitting
method and parallel asynchronous multisplitting algorithm with projection. For the parallel simulations performed
on distant clusters of the Grid’5000 platform, several sizes of the algebraic systems to solve have been considered.
Indeed the problems are defined on a cube Ω ≡ [0, 1[3 and we consider in the achieved simulations on each axis
240, 300, 360, 420 and/or 480 discretization points. So the size of the algebraic systems to solve are respectively
2403, 3003, 3603, 4203 and/or 4803 (see Table 1).

The parallel experiments were carried out by using the cluster named ”parapide” or ”paravance” of Rennes, the
cluster named ”ecotype” of Nantes and the cluster named ”suno” of Sophia. Table 2 gives the characteristics of
each machine used.

So, readers can find below the results for 2403, 3003, 3603, 4203 and/or 4803 size of algebraic systems dis-
cretized by a finite difference scheme, on a grid composed of two or three distant clusters. The code written in
C language is parallelized with facilities provided by Open MPI v2. The MPI machine file alternates dedicated
computers on clusters to reach the desired number of cores to perform the experiments.
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Figure 3: Grid’5000 architecture.

Size of the algebraic systems
2403 = 13 824 000 4203 = 74 088 000
3003 = 27 000 000 4803 = 110 592 000
3603 = 46 656 000

Table 1: Size of the algebraic systems.

Site Cluster Processors type GHz CPU cores/CPU RAM size more information
Nantes ecotype Intel Xeon E5-2630L v4 1.8 2 10 128 GB [34]
Rennes parapide Intel Xeon X5570 2.9 2 4 25 GB [35]
Rennes paravance Intel Xeon E5-2630 v3 2.4 2 8 128 GB [36]
Sophia suno Intel Xeon E5520 2.27 2 4 32 GB [37]

Table 2: Characteristics of machines on each site.

In these simulations, the number of blocks was fixed to n = 2 since it has been observed that this enables one
to obtain the best performances. So in all the results, n × q configuration were used. Moreover, the cores of each
block q are randomly deployed on the distant clusters used.

In order to measure the efficiency of the asynchronous methods compared to the synchronous ones, the values
of τ which is the ratio of the synchronous and asynchronous computation time is used.

For each simulation, the tolerance thresholds are used: for GMRES 10−12, for the Multisplitting 10−7 and for
the Newton method 10−4. The values for problem (32) of a, b, c and d are respectively a = 0.1, b = 0.2, c = 0.3
and d = 0.

6.1. Parallel simulations for synchronous and asynchronous Newton - multisplitting algorithm and multisplitting
algorithm with projection.

Several simulations have been carried out for each problem. The following Table 3 resumes cluster and grid
tests on Grid’5000 platform.

The results of each grid simulations for synchronous and asynchronous versions are summarized in Tables 4 to
11 for the Newton - multisplitting algorithm and in Tables 14 to 19 for the multisplitting algorithm with projection.
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Experimentations Newton - multisplitting Multisplitting with projection
Clusters Cores Machines Tables Figures Tables Figures

Sync Async Sync Async
paravance 600 about 38 4 5 4

ecotype parapide 600 about 40 6 7 5 14 15 9
ecotype parapide suno 600 about 48 8 9 6 16 17 10
ecotype paravance suno 1000 about 64 10 11 7 18 19 11

Table 3: Simulations on GRID’5000.

In these Tables, the values of domain size, average iteration number by core to reach convergence followed by
GMRES number of iterations, elapsed and communication times are detailed. For the Newton - multisplitting
algorithm, the number of iterations necessary to reach convergence for linear systems derived from the Newton
method is mentioned and the Newton iterations is indicated in parentheses. In addition, in Tables which contain
asynchronous results, the values of τ for each problem is given.

The results of the synchronous and asynchronous elapsed times and communications times with respect to the
different domain sizes are presented on Figures 4 to 7 for the first problem and on Figures 9 to 11 for the problem
with projection.

6.1.1. Newton - multisplitting algorithm

Results with 64 cores on single cluster.

As previously said, in paper [24], experiments for Newton - multisplitting algorithm were achieved on a single
cluster where the dimension of the 3D problem was discretized in 150 elements, with a size of algebraic system
to solve of 1503 using up to 64 cores. Experiments have been achieved on the mesocentre of the University of
Franche-Comt and machines was composed of Xeon(R) CPU E5-2640 v3 @ 2.60GHz processors.

In the present experiments, we have performed additional tests on single cluster constituting one cluster of
Grid’5000.

Results with 600 cores on single cluster with n = 2 and q = 300.

Table 4: Domain size, iterations, elapsed and communication time on cluster (parapide) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi (Nwt) GMRES
2403 4 229 (3) 21 145 251 63
3003 6 387 (3) 31 935 426 103
3603 8 827 (3) 44 135 687 157
4203 11 785 (3) 58 925 1 053 224
4803 15 025 (3) 75 125 1 657 363
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Table 5: Domain size, iterations, elapsed and communication time on cluster (parapide) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi (Nwt) GMRES
2403 3 191 (17) 15 957 150 38 1.67
3003 4 125 (5) 20 625 237 55 1.79
3603 6 006 (26) 30 030 385 86 1.78
4203 7 641 (39) 38 207 677 137 1.56
4803 9 745 (33) 48 725 1 150 205 1.44
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Figure 4: Newton - multisplitting algorithm : Results with 600 cores on 1 cluster

Results with 600 cores on 2 clusters with n = 2 and q = 300.

Table 6: Domain size, iterations, elapsed time on grid (ecotype, parapide) with synchronous and asynchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec)

Multi (Nwt) GMRES Total
2403 4 229 (3) 21 145 4 213
3603 8 827 (3) 44 135 16 999
4803 15 025 (3) 75 125 29 425

Table 7: Domain size, iterations, elapsed time on grid (ecotype, parapide) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec)

Multi (Nwt) GMRES Total τ

2403 3 197 (10) 15 987 2 779 1.52
3603 6 036 (39) 30 180 6 959 2.44
4803 9 001 (53) 45 005 10 689 2.75
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Figure 5: Newton - multisplitting algorithm : Results with 600 cores on 2 clusters

Results with 600 cores on 3 clusters with n = 2 and q = 300.

Table 8: Domain size, iterations, elapsed and communication time on grid (ecotype, parapide, suno) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi (Nwt) GMRES
2403 4 229 (3) 21 145 4 368 1 099
3003 6 387 (3) 31 935 6 713 1 711
3603 8 827 (3) 44 135 14 332 3 217
4203 11 785 (3) 58 925 18 331 4 833
4803 15 025 (3) 75 125 24 855 6 933

Table 9: Domain size, iterations, elapsed and communication time on grid (ecotype, parapide, suno) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi (Nwt) GMRES
2403 3 272 (8) 16 360 3 025 800 1.44
3003 5 809 (9) 29 045 4 553 1 150 1.47
3603 5 375 (9) 26 875 7 828 1 760 1.83
4203 6 836 (19) 34 180 9 495 2 541 1.93
4803 8 147 (39) 40 735 12 287 3 446 2.02
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Figure 6: Newton - multisplitting algorithm : Results with 600 cores on 3 clusters

Results with 1000 cores on 3 clusters with n = 2 and q = 500.

Table 10: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi (Nwt) GMRES
2403 2 626 (20) 13 130 2 998 652
3003 3 756 (14) 18 780 4 355 944
3603 4 964 (63) 24 820 6 816 1 372
4203 6 710 (62) 33 550 9 395 1 846
4803 8 939 (7) 44 695 14 813 2 849

Table 11: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi (Nwt) GMRES
2403 2 276 (393) 11 382 2 565 558 1.17
3003 3 158 (415) 15 792 3 505 773 1.24
3603 4 324 (843) 21 622 5 036 1 085 1.35
4203 5 603 (1 235) 28 017 6 787 1 421 1.38
4803 6 313 (1 064) 31 567 9 374 1 792 1.58
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Figure 7: Newton - multisplitting algorithm : Results with 1000 cores on 3 clusters

Results with 1000 cores on 3 clusters with n = 4 and q = 250.

Table 12: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi (Nwt) GMRES
2403 3 186 (7) 15 930 3 483 782
3003 4 586 (5) 22 930 5 035 1 132
3603 6 412 (10) 32 065 7 100 1 599
4203 8 400 (10) 42 000 10 261 2 284
4803 10 491 (8) 52 455 16 812 3 508

Table 13: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi (Nwt) GMRES
2403 15 664 (17) 78 322 2 437 676 1.43
3003 21 210 (24) 106 051 3 431 953 1.47
3603 25 563 (71) 132 817 4 613 1 267 1.54
4203 32 612 (448) 163 061 6 604 1 681 1.55
4803 42 609 (597) 213 047 9 864 2 430 1.70
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Figure 8: Newton - multisplitting algorithm : Results with 1000 cores on 3 clusters

6.1.2. Multisplitting problem with projection

Results with 600 cores on 2 clusters with n = 2 and q = 300.

Table 14: Domain size, iterations, elapsed time on grid (ecotype, parapide) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec)

Multi GMRES Total
2403 7 481 37 405 7 496
3603 15 814 79 070 30 484
4803 28 538 142 690 55 725

Table 15: Domain size, iterations, elapsed time on grid (ecotype, parapide) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec)

Multi GMRES Total τ

2403 6 501 32 507 5 823 1.29
3603 12 844 64 222 15 452 1.97
4803 21 221 106 105 26 642 2.09
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Figure 9: Multisplitting problem with projection : Results with 600 cores on 2 clusters

Results with 600 cores on 3 clusters with n = 2 and q = 300.

Table 16: Domain size, iterations, elapsed and communication time on grid (ecotype, parapide, suno) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi GMRES
2403 7 481 37 405 7 759 1 984
3003 11 249 56 245 11 734 2 994
3603 15 814 79 070 25 808 5 828
4203 21 030 105 150 33 727 7 898
4803 28 538 142 690 45 997 12 936

Table 17: Domain size, iterations, elapsed and communication time on grid (ecotype, parapide, suno) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi GMRES
2403 6 483 32 415 6 185 1 583 1.25
3003 9 429 47 145 9 080 2 339 1.29
3603 11 241 56 205 17 114 3 639 1.51
4203 13 430 67 150 19 903 5 123 1.69
4803 16 733 83 665 25 437 7 026 1.81
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Figure 10: Multisplitting problem with projection : Results with 600 cores on 3 clusters

Results with 1000 cores on 3 clusters with n = 2 and q = 500.

Table 18: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with synchronous parallel algorithm.

Synchronous results
Size Iterations Elapsed time (sec) Communication time (sec)

Multi GMRES
2403 5 838 29 190 6 707 1 451
3003 8 551 42 755 9 820 2 151
3603 11 898 59 490 16 298 3 272
4203 15 296 76 480 21 368 3 847
4803 19 448 97 240 33 272 6 335

Table 19: Domain size, iterations, elapsed and communication time on grid (ecotype, paravance, suno) with asynchronous parallel algorithm.

Asynchronous results
Size Iterations Elapsed time (sec) Communication time (sec) τ

Multi GMRES
2403 5 286 26 432 5 654 1 261 1.19
3003 7 680 38 400 8 227 1 858 1.19
3603 9 330 46 715 12 537 2 066 1.30
4203 13 427 67 135 15 056 3 306 1.42
4803 18 749 93 347 19 943 5 465 1.67
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Figure 11: Multisplitting problem with projection : Results with 1000 cores on 3 clusters

6.2. Experiments analysis.

Results on a single cluster.

For the experiment on a single cluster, the asynchronous elapsed time is better than the synchronous one but
the ratio τ shows a degradation when the size increases (see Tables 4, 5 and Figure 4). The communications and
the execution times are very fast between the cores of a cluster which removes the benefit of the asynchronous
compared to the synchronous. Indeed, the different simulations show that the best performances for asynchronous
algorithms are in the context of grid use with remote and heterogeneous configurations. In view of these results,
no further experiments were carried out on a single cluster because of degraded communications and limited
simulation size. So, the simulations focused on grid experiments for the two problems considered.

Results on grid.

The experiments were carried out on grids with machines distributed over several remote sites using 600 and
1000 cores on 2 and 3 clusters.

In order to verify our assertion concerning the choice of n = 2, a simulation on 3 clusters was carried out on
1000 cores and n = 4 blocks (see Tables 12, 13 and Figure 8).

This simulation shows good results for the asynchronous algorithm. Concerning the synchronous algorithm,
n = 4 blocks increases the execution time and the communication time compared to a n = 2 blocks. For the
asynchronous, this configuration increases the number of iterations to reach convergence and the communication
time. In view of these results, the simulations were carried out by taking n = 2 blocks (see Table 3).

In our experiments, the elapsed times obtained for the asynchronous method is largely better than the ones
obtained for the synchronous method; this is essentially due to the latency of the network which implies costly
communications and also due, as previously said, to the choice of a number of blocks equal to 2. It can be
observed that the parameter τ, the ratio of the synchronous and asynchronous computation time which allows to
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measure suitably the efficiency of the asynchronous methods compared to the synchronous ones, shows us good
performances.

In Table 6 and Table 7, parallel simulations for the Newton - multisplitting algorithm on grid composed of
two clusters with 600 cores show that the asynchronous mode is more efficient than the synchronous one. The
parallel asynchronous simulation times are clearly inferior to those obtained in the synchronous mode and it can
be observed that the values of τ vary between 1.52 and 2.75. So for the size of 4803 the asynchronous simulation
works almost three times faster than the synchronous version. In view of the results indicated in Table 6 and
Table 7, it appears that the Newton method converges quickly. It is therefore the resolution of linear systems
resulting from the Newton method that requires a large amount of computation (see Tables 6, 7 and Figure 5).

Similarly, in Table 14 and Table 15, the parallel simulations for the multisplitting algorithm with projection
achieved on grid also show that the asynchronous mode is, once again, more efficient than the synchronous mode
and the values of τ vary between 1.29 and 2.09. In this case, the size of the algebraic system to solve is equal to
4803 and the asynchronous simulation works almost twice as fast as the synchronous version (see Tables 14, 15
and Figure 9).

The results obtained for 600 cores on 3 clusters in Tables 8 and 9 show that the execution times increase due to
the increase of time communication. In the end, the asynchronous algorithm is more efficient than the synchronous
algorithm and the values of τ vary between 1.44 and 2.02, i.e. for 4803 the asynchronous simulation is twice as
fast as the synchronous one. In Tables 16, 17, the simulations also show a degradation of the results due to the
increased communications when increasing the number of the remote site but confirms the good performance of
the asynchronous versus synchronous results, the value of τ varying between 1.25 and 1.81. (see Tables 8, 9, 16, 17
and Figures 6, 10).

Finally, for the results obtained for 1000 cores on 3 clusters in Tables 10, 11, 18 and 19, the execution times
are lower due to the finer cutting date on cores. The asynchronous method is still interesting compared to the
synchronous method with values of τ between 1.17 and 1.58 for the first problem and 1.19 to 1.67 for the second
problem with projection (Tables 10, 11, 18, 19 and Figures 7, 11)

It should be noted that the asynchronous version of the calculation code requires fewer iterations than the
synchronous one. In fact, this reduction of iterations is related to the process in which the global problem is divided
into sub-problems, particularly for the resolution of the linear systems derived from the Newton linearization.
With the splitting used, the asynchronous version has a more marked multiplicative behavior than the synchronous
version. Thus, in the asynchronous mode, the updates of interaction values performed by processors lead to an
acceleration convergence.

Thus, for the two non-linear problems tested, there is a difference in behaviour in sequential mode between
the Gauss-Seidel method and the Jacobi method to solve a Poisson equation; in this case the Gauss-Seidel method
converges twice as fast as the Jacobi method. Thus, when relaxation methods are parallelized, this type of algorithm
behavior tends to be preserved for the resolution of pseudo-linear problems with or without constraints.

7. Conclusion

In the present study we have presented a formulation of multisplitting algorithms to find the solution of diagonal
subproblems. Such a calculation method has been used for the solution of univalued or multivalued pseudo-linear
stationary problems and implemented in a computing platform composed of n blocks, each of them composed
of q processors, physically adjacent or geographically distant. The performance of asynchronous parallel iterative
methods are better than the synchronous ones. In the following appendix, we will present an experimental and some
theoretical arguments concerning the behavior of the parallelized Newton method. For synchronous implementa-
tion, the quadratic behavior of Newton’s method is preserved. Conversely, for an asynchronous implementation
due to chaotic communication between processes, the quadratic convergence is not preserved; however, the addi-
tional computation has the positive effect of improving the numerical quality of the solution. In future work, from
an experimental point of view, the use of such mixed method for the solution of univalued pseudo-linear stationary
problem, arising in boundary value, on cloud architecture, will be considered. Besides, from a theoretical point of
view, we intend to analyze non-linear multisplitting methods, using the discrete maximum principle.
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9. Appendix

In this appendix we have therefore plotted the maximum error obtained in both synchronous and asynchronous
mode of Newton method, as a function of the iteration number, which makes it possible to visualize the behavior
of the parallelized Newton method.

In the following the results of these experiments are commented, both on an experimental and a theoretical
level, although on the latter point the question seems to be largely open. In view of the experimental results, it can
be seen that the number of Newton iterations is not the same in synchronous and asynchronous modes.

The Newton method being a fixed point iteration of the type δU = H(δV), what regulates the speed of conver-
gence is the contraction constant µ defined by

||H(δV) − H(δU∗)|| ≤ µ||δV − δU∗||,∀ δV, 0 < µ < 1,

where δU∗ is the fixed point.

In this case, a linear convergence is achieved. Note that this type of inequality in the result of Proposition 3 and
Corollary 1 has been obtained.

Classically in the sequential case, it is known that the Newton method converges in a quadratic way towards the
solution of the problem (see book [38] in particular the 10.7 theorem). The quadratic convergence of the Newton
process, corresponding to the fixed point equation δU = H(δV), comes in particular from the fact that the partial
first derivatives of H with respect to the components of δV are zero at the fixed point δU∗ according to the following
theorem of [38].

Theorem 1. Suppose δU∗ is a solution of H(δU) = δU, where H(δU) = δU −C−1(U)(AU + Φ(U) −G), for some
function H = (h1, . . . hM) mapping RM into RM .

If a number τ > 0 exists with the property that

• ∂hk

∂δvl
is continuous on Nτ = {δV | ||δV − δU∗|| < τ} for each k, l = 1, . . .M,

• ∂2hk

∂δvl∂δv j
is continuous and | ∂2hk

∂δvl∂δv j
| ≤ P for some constant P, whenever δV ∈ Nτ for each j, k, l = 1, . . .M,

• ∂hk(δU∗)
∂δul

= 0 for each k, l = 1, . . .M,

then the sequence generated by δU(i+1) = H(δU(i)) converges quadratically to δU∗ for any initial guess δU(0)

provided that ||δU(0) − δU∗|| < τ.

Moreover

||δU(i+1) − δU∗||∞ ≤ M2P
2 ||δU(i) − δU∗||2∞ for i > 0.

Considering the synchronous parallel implementation of the Newton method, which in fact reproduces the
sequential implementation of this method, a quadratic convergence is logically expected. Note that in this case the
convergence will be faster than announced in the result of Proposition 3 and Corollary 1.
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On the other hand, if we now consider an asynchronous parallel implementation of the Newton method, the
Jacobian matrix will be calculated with component values delayed because of asynchronous communications.
However, the asynchronous algorithm being non-deterministic, due to the fact that on the one hand the vector
to be computed is decomposed into blocks and on the other hand, when asynchronous iterations are performed,
the updates are chaotic contrary to the sequential or the synchronous methods, it is not obvious that the partial
derivatives of H with respect to its components are continuous in a neighborhood of the solution. It should be
noted that in a calculation process the component blocks may well be continuous but that there might be several
discontinuities from one component block to another. This discontinuity leads to a discontinuity in the values of
the derivatives of H with respect to its components. In these conditions, we are no longer in the hypotheses of
the previous theorem and we are therefore not sure that the first and second derivatives of H with respect to its
components are continuous.

Thus directly determining the order of convergence (quadratic or not) of the asynchronous parallel Newton
method is a difficult problem and a widely open question that is outside the initial objectives of the submitted
paper.

Moreover, in the general asynchronous case, it has been established in the case of the asynchronous multisplit-
ting method that the fixed point application is a contraction, which corresponds to a linear and no longer quadratic
convergence (see Proposition 3 and Corollary 1); this explains why the number of Newton iterations is not the same
in synchronous or asynchronous mode. Thus, asynchronous communications between computation processes lead
to the loss of the quadratic character of the Newton convergence, which is not the case in synchronous mode.

So, in conclusion, the order of the iterative process impacts the speed of convergence. This speed of conver-
gence is quadratic in the sequential or synchronous case, and is linear in the asynchronous case in accordance with
the results of Proposition 3 and Corollary 1. The character of quadratic convergence is therefore no longer retained.

Results with 8 cores on 1 cluster with n = 2 and q = 4.

(a) 2403 = 13 824 000 (b) 3603 = 46 656 000

(c) 4803 = 110 592 000

Figure 12: Newton Multisplitting problem : Results with 8 cores on 1 cluster
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Results with 600 cores on 1 cluster with n = 2 and q = 300.

(a) 2403 = 13 824 000 (b) 3603 = 46 656 000

(c) 4803 = 110 592 000

Figure 13: Newton Multisplitting problem : Results with 600 cores on 1 cluster

At the experimental level, in our parallel experiments, in both synchronous and asynchronous modes, the
same calculation codes were used. The only differences lie that in the synchronous mode the MPI SEND and
MPI RECEIVE routines were used, while in the asynchronous mode the MPI ISEND and MPI IRECEIVE rou-
tines were used. This justifies the comparison between both versions. Otherwise the comparison of synchronous
mode versus asynchronous mode would make no sense.

However, considering that the suno cluster on the Sophia site is no longer in the Grid’5000 network, we have
limited our tests to the use of

• a local cluster with an 8-core Intel Xeon E5-2630 v4 @ 2.2 GHz processor and shared memory to exchange
messages,

• the cluster named paravance (see table 2) of Grid’5000 composed of 600 cores where the machines are
connected to each other by a network,

• two distant clusters geographically distant named paravance and ecotype (see table 2) composed of 600 cores
connected by a network. There are several machines in these clusters and all the cores of each machine are
used. The cores on the same machine use shared memory to exchange messages.

In each case the problem sizes corresponding to 2403; 3603 and 4803 are considered and for each data set the
maximum error is plotted according to the Newton iteration number (see Figures 12 to 14 where synchronous and
asynchronous communications mode are considered).

There is a different behavior when switching from one machine to another, the architecture of the machine
having an influence on the result obtained. The essential elements influencing the behavior being the speed of
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communication and the updates of the components. It is clear that the synchronous version converges faster than
the asynchronous version, which is consistent with the heuristic explanation given above. However, the number
of synchronous iterations on the local cluster is higher than on the Grid’5000 cluster or on the two geographically
distant clusters of Grid’5000. Moreover, on the local cluster, except in the case 3603, the error in asynchronous
communication mode is lower than that obtained in synchronous mode. Additionally, we can see from the numer-
ical values of the uniform error norm that these values are very close to the order of 1.0E − 05 on the local cluster
and to the order of 1.0E − 04 on the Grid’5000 cluster.

When two geographically remote clusters connected by a network are used, the numerical values of the uniform
error norm are ten times higher in the asynchronous case than in the synchronous one. It is therefore normal under
these conditions that convergence in asynchronous mode is slower.

Finally, in the synchronous case the decrease of the uniform norm of the error is uniform, whereas in the
asynchronous case it is chaotic insofar as one notes alternatively increasing and then decreasing fluctuations of the
graph. This is due to the non-deterministic mode of asynchronous communications and the limitation due to the
distance between both clusters in the latter case. We note that the number of Newton iterations increases with the
number of cores in the asynchronous mode. However, the restitution time is better in the asynchronous mode and
this is what we are trying to do by eliminating idle time due to asynchronous mode expectations. Finally, the extra
computation time in asynchronous mode improves the numerical quality of the resulting solution. It should also
be noted that the asynchronous mode is not intended to accelerate convergence.

Results with 600 cores on 2 clusters with n = 2 and q = 300.

(a) 2403 = 13 824 000 (b) 3603 = 46 656 000

(c) 4803 = 110 592 000

Figure 14: Newton Multisplitting problem : Results with 600 cores on 2 clusters
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[14] R. Couturier, C. Denis, F. Jézéquel, ”GREMLINS: a large sparse linear solver for grid environment”. Parallel Comput 34(68), 380 - 391,

2008.
[15] R. Couturier, L. Ziane Khodja, ”A scalable multisplitting algorithm to solve large sparse linear systems”, The Journal of Supercomputing,

69 (1), 200 - 224, 2014.
[16] A. Frommer, ”Parallel nonlinear multisplitting methods”, Numerische Mathematik, 56, 269 - 282, 1989.
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