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Recently, the security of existing symmetric cryptographic algorithms and protocols has been threatened by new performance challenges and vulnerabilities. In this paper, we propose a dynamic key-dependent approach, "TRESC", to make existing symmetric ciphers more efficient and robust. This can be done by using dynamic substitution and permutation primitives to reduce the number of rounds while providing better resistance against cryptanalysis and implementation attacks. In this paper, the Key Setup Algorithm (KSA) of Rivest Cipher 4 (RC4) and its modified variants are applied for the construction of these dynamic key-dependent substitution and permutation primitives. The selection of the RC4-KSA is due to its lightweight implementation since it requires simple permutation operation with minimal overhead. The proposed dynamic cryptographic solution can be integrated in any existing symmetric cipher such as Advanced Encryption Standard (AES), SIMON and SPECK. The security and performance analysis show the robustness and effectiveness of the proposed solution, which strikes a good balance between the required security level and system performance.

I. INTRODUCTION

Recently, the rapid development and spread of the communication and computing technologies challenge the existing cryptographic algorithms [START_REF] Sklavos | Hardware security and trust[END_REF], [START_REF] Wen | A robust security framework with bit-flipping attack and timing attack for key derivation functions[END_REF]. In this context, these algorithms, mainly deployed to protect the proliferated data, exhibit several performance and security limitations. To protect data secrecy, the existing solutions rely on symmetric key cryptography due to its efficient memory use and reduced computational complexity compared to the asymmetric one. In fact, symmetric ciphers are divided into two types: block ciphers and stream ciphers. Stream ciphers are typically less secure compared to block ciphers, which divide the data into separate blocks of fixed size (usually 128 bits). Note that a block cipher can be considered as a stream cipher when applied with Output FeedBack (OFB) or Counter (CTR) mode [START_REF] Dworkin | Recommendation for block cipher modes of operation: Methods and techniques[END_REF].

The confusion and diffusion properties are key requirements for secure cipher schemes [START_REF] Shannon | Communication Theory of Secrecy Systems[END_REF]. The confusion property plays a vital role in preventing conventional crypatanalysis attacks such as linear and differential attacks. Thus, this property can be ensured by applying the substitution operation. Otherwise, the diffusion property can be ensured by using the permutation or the matrix multiplication operation. In most existing ciphers, the substitution and permutation operations use static S-box and P-box, respectively. In this context, there are two kinds of cipher structures: static and dynamic [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF]. The first one employs static confusion operations that can achieve the maximum difference propagation probability and the maximum input-output correlation probability to defend against differential and linear attacks. Also, it uses static diffusion functions with high linear branch number as a linear mixing transformation, as in AES, SAFER, and 3-WAY algorithms [START_REF] Kwon | Design of block ciphers and coding theory[END_REF]. This type of ciphers has proven security against cryptanalysis attacks. However, the static structure is prone to future potential attacks, which can be overcome by using a dynamic cipher structure [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF].

The dynamicity helps in achieving a high security level and it should be implemented in a way to result a low overhead in terms of computational complexity and resource requirements. Thus, the main goal of this paper is to strike a good balance between system performance and security level by introducing the dynamic key-dependent approach into existing cipher schemes. The proposed dynamic approach is designed to be incorporated into the substitution and permutation operations since they require less overhead compared to the optimized diffusion mixing operation. As such, existing ciphers will be complemented with new lightweight, simple and dynamic key-dependent substitution and permutation techniques. This will lead to the generation of different substitution/permutation tables during the encryption/decryption process. In this paper, we use the Key Setup Algorithm (KSA) of RC4 and its modified version towards producing dynamic substitution and permutation tables.

For each new session, a session key is generated and hashed to produce a new dynamic key, which is then divided into 3 sub-parts; the first one is used as the traditional session key to produce a set of round keys. The second part is used to produce the cryptographic primitives (substitution and permutation tables). The third sub-key part is used to produce the update cryptographic primitives (three permutation tables), which are used to update the cryptographic primitives for each new message (or a set of messages). In fact, the update mechanism of the cryptographic primitives depends on the selected configuration and the required security level. In addition, the maximum overhead introduced in terms of latency is reached when the S-box and P-box are changed for each data input block. Moreover, the proposed key-dependent substitution and permutation construction algorithm includes a large key space to resist the different attacks such as brute force attack. To assess the cryptographic properties of each generated cryptographic primitive, a set of security tests were performed. The results showed that the produced primitives satisfy the desired cryptographic properties such as randomness, sensitivity and independence. Therefore, the proposed solution makes the existing ciphers more efficient and robust.

The rest of this paper is organized as follows. Section II reviews related dynamic key-dependent cryptographic approaches. The proposed dynamic cryptographic primitives derivation is presented in Section III. Section III-C presents an example of integrating the proposed dynamic key-dependent algorithm into Advanced Encryption Standard (AES) [START_REF] Miller | Advanced Encryption Standard[END_REF]. Section V analyzes the properties of the proposed approach, especially in terms of cryptographic performance, flexibility and the required number of iterations. Finally, Section VI concludes this work.

II. RELATED WORK

In this section, we review the existing lightweight and keydependent ciphers, and substitution and diffusion primitives.

A. Lightweight key-dependent Cipher

Existing symmetric ciphers rely on static cryptographic primitives that are independent of the secret key. Traditional symmetric ciphers, such as the Advanced Encryption Standard (AES) [START_REF] Daemen | The Design of Rijndael[END_REF], consist of running a round function across several rounds. This round function consists of several substitution and permutation operations. Being computationally expensive, existing symmetric ciphers require a large number of rounds to guard against cryptanalysis attacks. For example, the Hummingbird2 cipher requires a minimum of 4 rounds to be immune against existing security attacks [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF]. This imposes a high overhead in terms of latency and resources. However, given the huge amount of generated data in the emerging network technologies, especially in the Internet of Things (IoT) era, lightweight cryptographic algorithms are required [START_REF] Mrabet | A survey of iot security based on a layered architecture of sensing and data analysis[END_REF]. In this context, recently, new ciphers have been proposed, requiring less number of rounds. Examples of these ciphers are Simon and Speck [START_REF] Beaulieu | The simon and speck lightweight block ciphers[END_REF]. However, these ciphers present high latency, and require high resources and computational overhead [START_REF] Mckay | Report on lightweight cryptography[END_REF].

Having time-critical applications running on tiny IoT devices, decreasing the number of rounds is not enough to guarantee a high performance level. Moreover, the security of static key ciphers could be threatened by attackers who are equipped with ever-increasing capabilities [START_REF] Chen | A key-dependent cipher dsdp[END_REF], [START_REF] Noura | Lightweight stream cipher scheme for resource-constrained iot devices[END_REF]. The attackers would try to recover the secret key given that the static ciphers use fixed cryptographic primitives [START_REF] Stallings | Cryptography and network security: principles and practice[END_REF]. Thus, dynamic lightweight cipher schemes are required to strike the balance between security and performance [START_REF] Noura | Lightweight dynamic key-dependent and flexible cipher scheme for iot devices[END_REF], [START_REF] Noura | Overview of efficient symmetric cryptography: Dynamic vs static approaches[END_REF], [START_REF] Noura | Efficient & secure image availability and content protection[END_REF], [START_REF] Hassan N Noura | Efficient & secure cipher scheme with dynamic key-dependent mode of operation[END_REF], [START_REF] Noura | Preserving data security in distributed fog computing[END_REF], [START_REF] Noura | A dynamic approach for a lightweight and secure cipher for medical images[END_REF].

A recent solution was to apply the "chaotic" approach to design lightweight ciphers [START_REF] Mckay | Report on lightweight cryptography[END_REF], [START_REF] Poschmann | Lightweight cryptography[END_REF]. However, chaotic cryptography requires specific hardware implementations, floating-point computations, conversion operations, finite periodicity, and a multi-round structure. More recently, another approach has been proposed based on the dynamic key approach with low number of rounds [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF], [START_REF] Hassan N Noura | Efficient and secure cipher scheme for multimedia contents[END_REF], [START_REF] Hassan N Noura | Lightweight, dynamic and efficient image encryption scheme[END_REF]. These ciphers reduce the computational complexity, yet, they require hardware optimization. In this paper, we aim at redesigning existing ciphers by introducing the dynamic key approach while reducing the required number of rounds. Thus, the proposed solution does not require any specific hardware implementation and can be easily adopted.

B. Existing Substitution Construction Techniques

Random key-dependent S-boxes generation techniques are presented in [START_REF] Keliher | A new substitution-permutation network cipher using key-dependent s-boxes[END_REF], [START_REF] Kazlauskas | Key-dependent s-box generation in aes block cipher system[END_REF], [START_REF] Schneier | Description of a new variable-length key, 64-bit block cipher (blowfish)[END_REF]. These techniques enable the generation of variable S-boxes under the control of a secret key. In [START_REF] Mroczkowski | Generating pseudorandom s-boxes--a method of improving the security of cryptosystems based on block ciphers[END_REF], a recursive generation technique of key-dependent S-boxes is continuously performed until a good S-box is found, which requires a variable overhead. This technique discards the produced S-box if it possesses a weak cryptographic performance, until an S-box with a good performance level is found. In [START_REF] Kazlauskas | Key-dependent s-box generation in aes block cipher system[END_REF], a pseudo-random S-box key-dependent method is presented. Moreover, another method based on chaos theory is presented in [START_REF] Masuda | Chaotic block ciphers: from theory to practical algorithms[END_REF], where the S-boxes are obtained by using a discretization of the exponential or logistic maps. Similarly, another approach is proposed in [START_REF] Tang | A novel method for designing s-boxes based on chaotic maps[END_REF] and it is based on the 2D discretized chaotic baker map. The 2D map was further extended to a 3D one in [START_REF] Chen | An extended method for obtaining s-boxes based on three-dimensional chaotic baker maps[END_REF]. Another method is presented in [START_REF] Yin | Designing key-dependent chaotic s-box with larger key space[END_REF] and it consists of iterating a continuous chaotic map with key-dependent starting points. In [START_REF] Ozkaynak | A method for designing strong s-boxes based on chaotic lorenz system[END_REF], a dynamic S-box generation method is presented based on the Lorenz system and a special shifting method. A hyper-chaotic based method for generating a dynamic S-box is presented in [START_REF] Peng | A novel approach for designing dynamical s-boxes using hyperchaotic system[END_REF]. However, these methods exhibit many limitations inherited from the pseudo-random generators and chaotic functions. Thus, constructing pseudorandom dynamic primitives is not a straightforward task. Moreover, the performance and security of these methods are not guaranteed [START_REF] Masuda | Chaotic block ciphers: from theory to practical algorithms[END_REF]. For example, the chaotic based methods use floating chaotic functions that typically introduce high computational complexity. Moreover, the presented methods require specialized hardware implementations.

In this paper, we aim at redesigning existing cipher schemes to become more efficient and robust. For this reason, we propose a new dynamic key-dependent, efficient and secure method to generate dynamic substitution and permutation tables, with the aim of attaining the desired cryptographic properties. Thus, the contributions of this paper can be summarized as follows:

• Proposing a new dynamic lightweight key-dependent method for generating dynamic substitution/permutation tables with minimum overhead in terms of latency and resources.

• Reducing the number of rounds, which minimizes the required latency and resources overhead for the encryption/decryption process. This reduction helps in achieve the balance between security level and performance. • Integrating the dynamic key-dependent approach into existing symmetric ciphers to achieve a high level of security and to defend against modern cryptanalysis attacks.

III. CONSTRUCTION OF DYNAMIC CRYPTOGRAPHIC PRIMITIVES

In this section, we describe the dynamic key generation, the construction of the cryptographic and update cryptographic primitives, and the integration into the existing ciphers. Let us indicate that TABLE I represents all of the notations used in this paper.

A. Dynamic Key Generation

For each new session, to produce the dynamic key (DK = h(SK)), the session secret key SK is hashed, Where h represents any secure cryptographic hash function (e.g. SHA-512). Moreover, the size of the nonce is 512 bits. Therefore, a large set of different nonces can be employed (2 512 ). Consequently, the proposed approach has a low nonce collision. NIST recommends 4 secure Deterministic Random Bit Generator (DRBG) algorithms that can be employed for key and Initial Vector (IV) generation for cryptographic applications. These DRBG algorithms are detailed in the NIST SP800-90A specification, where two of them are based on keyed hash function. These DRBG based hash functions can be employed for the nonce generation in this paper. Indeed, the generated nonces ensure a high periodicity with a low collision probability. Given that a new session key is produced for each new session, different dynamic keys will be produced even with the same nonce. This is due to the fact that the dynamic key depends of the nonce and the session secret key. As such, the attacker cannot know if the nonce is regenerated and consequently this is not an issue in practical deployments of the proposed solution. In the worst case, if the attacker recovers the nonce, the secret key cannot be recovered (one-way hash function) from the collected ciphertext.

The obtained dynamic key is longer than the session key and it is split into 4 sub-keys, as described next (see Fig. 1).

1) The sub-key Dk RK : it consists of the first l least significant bits of DK and it is used as input to the key expansion algorithm to generate a set of round keys (as the session key in the traditional case). l represents the size of the session key and it can be equal to 128, 192 or 256 in case of AES.

2) The second sub-key represents the next 128 most significant bits of DK as it is divided into:

• The sub-key Dk S : it consists of the first 64 least significant bits of the second sub-key. It is used to produce a primary substitution table S via KSA, as described in [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF]. • The sub-key Dk U S : it consists of the first 64 most significant bits of the second sub-key. It is used to produce a permutation table U S by using the Modified Key-Scheduling Algorithm (MKSA) of RC4. This permutation table has 256 elements with pseudo-random values varying between 0 and 255.

3) The sub-key Dk P : it consists of the second 128 most significant bits of DK. It is used to produce a primary permutation table π via MKSA, as described in [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF], [START_REF] Hassan N Noura | Distlog: A distributed logging scheme for iot forensics[END_REF]. 4) The sub-key Dk U P : it consists of the first 128 most significant bits of DK and it is used to produce the update permutation table U π , using MKSA. This update table has a length related to the employed permutation table in the adapted cipher. For example, it is equal to 16 in the case of AES (shiftRows). Note that the dynamic key is updated after τ message blocks and the cryptographic primitives can be updated after δ message blocks, with δ ≤ τ . τ and δ are configured based on the application requirements. U S is used to permute the produced substitution table S and U π is used to permute the produced permutation table π, as follows:

S = S(U S ) π = π(U π ) (1) 

B. Dynamic Cryptographic Primitives Construction 1) Dynamic Substitution Primitives:

In the proposed approach, the KSA step of RC4 is used to initialize a substitution table S ≜ {s[0], • • • , s[255]} with 256 elements, using a secret key. The size of the secret key is variable and ranges between 64 and 256 bits. For a secure use of RC4, the key size must be at least 128 bits. The pseudo-code for the KSA step of the RC4 algorithm is shown in Algorithm 1. The parameter L K is the length of the dynamic key in bytes; i and j are iteration variables. A numerical example of a produced dynamic substitution table with its corresponding inverse is presented in Fig. 2.

The cryptographic performance of the proposed substitution table is quantified for a Dk S with 64-bit length. The obtained results, illustrated in Fig. 6, show that the produced substitution tables satisfy the desired cryptographic properties (LP F , SAC, BIC and DP F ) as presented in Section IV-B. Therefore, each S-box is obtained by applying KSA for a secret key Dk S of size ≥ 64 bits.

On the other hand, the inverse substitution table is computed for the decryption process, which is feasible since the produced substitution table is bijective. Hence, the inverse substitution table, S -1 is also bijective, and can be obtained using the produced S-box by using the following operation: A dynamic sub-key, which is used as the input of the key expansion algorithm to generate a set of round keys Dk S A dynamic substitution sub-key and it is used to produce a primary substitution table S

. Dk U S

A dynamic update substitution sub-key and it is used to produce an update substitution table U S by using the MKSA of RC4. Dk P A dynamic permutation sub-key and it is used to produce a primary permutation The dynamic key is updated after τ message blocks and the cryptographic primitives can be updated after δ message blocks, with δ ≤ τ .

Fig. 1: The proposed key derivation method and the cipher primitives construction technique Algorithm 1 KSA algorithm of RC4

Input: L K length of key; K ≜ {k 1 , k 2 , . . . , k L K }; L S length of state array S Output: S ≜ {S[0], S[1], • • • , S[L S -1]} procedure S = RC4-KSA(K, L K , L S ) for i ← 0 to L S -1 do S[i] ← i j ← 0 for i ← 0 to L S -1 do j ← j + s[i] + k[i (mod L K )] (mod L S ) SWAP(S[i], S[j]) ▷ swap values of S[i] and S[j] return S S -1 [S(j)] = j, j = 0, 1, . . . , 255 (2) 
where S represents the produced S-box and 0 ≤ S(j) ≤ 255.

2) Dynamic Permutation Primitives:

The permutation operation in a symmetric cipher can be applied at the bit or byte level. As for the substitution table generation, the proposed method uses the modified KSA of RC4 to produce the permutation tables. To do so, an input key of length Lp k is passed to the generation function to obtain a dynamic permutation table π with len elements (see Algorithm 2). This permutation table will be updated using U π .

For decryption, the inverse permutation table π -1 has to be computed. This is possible since π is bijective. The inverse π -1 of π can be obtained given that π -1 [π(i)] = i, with π(i) being the value of π at the i th index and 1 ≤ π(i) ≤ len. The permutation is a swap function, with (π(i)) being the permuted byte or bit position of the i th element.

C. Proposed Dynamic Cryptographic Approach

In this section, we present a proof of concept of the proposed solution modification in a block cipher. For this Algorithm 2 Proposed Modified KSA (MKSA)

1: procedure MKSA(K = {k 1 , k 2 , . . . , k L }, Lp k , len) 2:
for 1 ← 1 to len do 3:

π [i] ← i 4: j ← 1 5:
for i ← 1 to len do 

swap(π[i], π[j])

8:

return π purpose, we selected the actual cipher standard AES that is widely deployed in various applications. AES is an iterative symmetric block cipher shown in Fig. 3, operating on input / output data block sequences of 128 bits. First, the plain text message is divided into 16 bytes blocks. Then, each block is reshaped into a 4 × 4 matrix, called state, which is the input data for AES, where each byte represents a value of GF (2 8 ).

The key size can be of size 128 bits, 192 bits, or 256 bits.

The key size defines the number of encryption / decryption iterations: 10, 12, and 14 iterations for a 128, 196, 256-bit key, respectively. In addition, the round function of AES consists of 4 distinct byte-oriented processes, SubBytes, ShiftRows, MixColumns, and AddRoundKey, as described below. Note that all sub-keys are related only to the secret key. Furthermore, the secret key is mixed with the input state plain block before the first round, and in the last round, the MixColumns function is eliminated. The decryption scheme is similar to the encryption one, but it is performed in the reverse order. Moreover, in the decryption process, the diffusion, permutation, addition, and substitution primitives are replaced by their inverses.

Indeed, the substitution process (using look up table S-box) and key expansion (employing S-box in the round key generation as in AES) are affected by the dynamic S-boxes generation technique. Consequently, this will lead to dynamic characteristics of the cryptographic algorithm's output, leading to higher robustness against attacks since the round keys are dynamic. Moreover, for the same input, the substitution's output changes in different sessions, which complicates the attacker's task in disclosing the secret key. Moreover, we use a dynamic permutation table to increase the dynamicity and to reach better immunity against attacks.

Therefore, the proposed method presents low complexity, as shown later in Section V, which results into low latency and reduces the required resources, while providing high robustness against attacks. In fact, the execution time and energy consumption overhead can be reduced by decreasing the number of rounds r to the minimum required level to reach the avalanche effect.

IV. SECURITY ANALYSIS

In this section we analyse and evaluate the desired cryptographic properties of the proposed dynamic key-dependent cryptographic approach. This security analysis is based on the methodology presented in [START_REF] Noura | One round cipher algorithm for multimedia iot devices[END_REF], [START_REF] Melki | An efficient ofdm-based encryption scheme using a dynamic key approach[END_REF]. This part focuses on analyzing the produced cryptographic primitives and their update mechanism to prove that they achieve the desired cryptographic properties. In the following, the randomness tests of the generated dynamic key and cryptographic primitives are detailed. In addition, the sensitivity of the dynamic cipher primitives (update of permutation/substitution boxes) and cipher-texts are verified. It should be noticed that, for the following tests, some parameters are fixed such as the number of iterations, set to 10, 000.

A. Robustness of the Proposed Dynamic Key Generation

The proposed solution uses a secret session key SK which changes at each session time, depending on the application requirements. SK is hashed using SHA -512 to produce a dynamic key DK. Hence, the cryptographic hash function ensures the avalanche effect [START_REF] William | Cryptography and network security: Principle and practice[END_REF], as shown in Fig. 4 for a test with 1000 random secret keys.

The results are very close to 50%, and the samples follow the normal distribution, with a mean equals to 49.9285% and a standard deviation equals to 2.1871. Moreover, the minimum difference is equal to 43.3594%, which is sufficient to have different S-boxes when using different secret keys (even with a one bit of difference). Consequently, the use of a dynamic session secret key overcomes the fixed key problem and prevents the production of the same S-box, which translates into better resistance against attacks. Note that the secret key SK size can be 128, 256, or 512 bits, while the size of dynamic key DK is 512 bits. 

B. Cryptographic Primitives Related Tests

The dynamic permutation/substitution tables should be random and independent compared to primary or previous obtained ones to guarantee their secure implementation in the proposed cipher variants. To assess the randomness of the permutation/substitution tables for different inputs, recurrence and correlation coefficient ρ measures are used [START_REF] Hassan N Noura | A physical encryption scheme for low-power wireless m2m devices: a dynamic key approach[END_REF], [START_REF] Noura | Lightweight stream cipher scheme for resource-constrained iot devices[END_REF]. Note that these tests were applied for 1, 000 random dynamic keys.

1) Recurrence Test:

To measure the randomness among a vector, the recurrence test is employed to measure the correlation between a sequence of data (vector) x i = x (i,1) , x (i,2) , x (i,3) , ..x (i,m) , and another vector with delay t ≥ 1 given by x i (t) = x (i,t) , x (i,2t) , x (i,3t) , ....x (i,mt) . Thus, the correlation coefficient r xy between two vectors x and y can be calculated using the following equation:

r xy = cov(x, y) √ D(x) × D(y) (3) 
where

E x = 1 N × N ∑ i=1 x i D x = 1 N × N ∑ i=1 (x i -E(x)) 2 cov(x, y) = 1 N × N ∑ i=1 (x i -E(x))(y i -E(y))
The recurrence of a primary substitution table that is generated by using KSA with a dynamic random key is shown in Fig. 5-a). As it can be seen, the generated substitution table has a highly dispersed recurrence map, and thus has the desired degree of randomness. Moreover, Fig. 5b) shows the variation of the correlation coefficient between the original (primary S-box) and the updated substitution table as a function of the number of iterations, which is always close to zero. This shows that the updated S-box is independent of the original S-box. The obtained correlation coefficient values are within {-0.15, 0.15} (always close to zero), which validates the uncorrelation (independence) of the original and updated substitution tables. Moreover, Fig. 5-c) shows the variation of the correlation coefficients between the recurrence of the permuted index versus 1,000 random dynamic keys (for α = 256). The recurrence correlation is close to zero, and hence it can be inferred that the produced permutation table is highly random. More specifically, most values are spread evenly over {-0.2, 0.2} (optimum value, 0). Finally, Fig. 5-d) shows the variation of the correlation coefficient (which is also close to zero) between two successively updated S-boxes for 1,000 iterations. This proves the independence of any two successive substitution tables. These results reveal that there is no correlation among the primary and the updated substitution tables.

The statistical results are presented in TABLE II. The standard deviation for all three considered cases (TABLE II) is near zero, which proves that most correlation coefficient values are close to the mean value of zero, which is the ideal value. This confirms the high uniqueness and dynamicity level of the produced substitution and permutation tables.

On the other hand, similar results are obtained with the proposed method to construct dynamic permutation tables. These results are expected since the same technique is used to produce updated permutation tables. Therefore, different permutation and substitution tables are produced for each input message (or a set of messages, depending of the configuration). This results into a high immunity against attacks such that no useful information can be disclosed by the attackers.

From the previous results, it is clear that the primary and the produced P-boxes are uncorrelated. This is also true for any two successively updated P-boxes. Therefore, the produced permutation tables possess high dynamicity and uniqueness levels, which guards against eavesdropping and prevents ille- if it%δ = 0 then return S and P gitimate users from acquiring useful information. Moreover, the results clearly show that the proposed update permutation scheme produces independent/un-correlated versions of the same cipher primitive (for example a permutation table), which enables the resistance against current cryptanalysis techniques.

Using the proposed simple update process, the cryptographic primitives are changed for every input frame, regularly and randomly. Therefore, each input frame will be encrypted using a set of completely different selection tables and diffusion matrices, which obscures the relation between the original frames and their encrypted versions. Hence, threats related to chosen-plaintext attacks and chosenciphertext attacks are successfully mitigated. This is due to the fact that choosing a set of original or encrypted frames will not help the adversary in acquiring the used primitives nor the the secret key itself.

In the following, the cryptographic properties of the proposed dynamic key-dependent construction of substitution and permutation tables are presented. The most important substitution tests are applied in order to prove its performance such as linear [START_REF] Matsui | Linear cryptanalysis method for des cipher[END_REF], and differential probability approximation [START_REF] Biham | Differential cryptanalysis of des-like cryptosystems[END_REF], strict avalanche criterion (SAC) and output bits independence criterion (BIC) [START_REF] Webster | On the design of s-boxes[END_REF]. Also common tests such as randomness and key sensitivity measures were performed on produced substitution and permutation tables to assess their security level and to show how far it is consistent with existing cipher standards. In the following, we start by analyzing the substitution tests, then the common tests are described.

2) Bijectivity: in order to check the bijectivity of the obtained S-box, we compute the number of its unique elements, using the unique function. If the length is equal to 2 q , then, the bijectivity is attained of the S-box under test; else the S-box is not bijective. Thus, given that we used the swap function and the permutation layer is bijective, so the bijectivity is preserved.

3) Linear Probability Approximation Boolean Function (LP F ): One of the important properties of the substitution layer is its non-linearity for resisting linear cryptanalysis attacks. LP F is used to measure the degree of non-linearity for a given substitution function [START_REF] Matsui | Linear cryptanalysis method for des cipher[END_REF]. Decreasing LP F tends to increase the linear attack complexity. The non-linearity degree of a given confusion layer F is calculated using the linear probability approximation Boolean function LP F according to the following equation:

LP F = M ax α,β̸ =0 [LP F (α, β)] = M ax α,β̸ =0 { card{i/i • α = S(i) • β} -2 n-1 2 n-1 } (4) where α = [α 1 , α 2 , . . . , α n ], β = [β 1 , β 2 , . . . , β n ], α, β ∈ [1, 2 n-1
] and card is the cardinal. Theoretically, LP F (α, β) ≈ 1 2 n-1 and so decreasing LP F leads to increasing the complexity of the linear attack.

Furthermore, the immunity of the S-box against the linear cryptanalysis depends on the uniformity of LP F versus α or β. The low LP F signifies that the complexity of the linear attack is much higher. For example, LP F of the AES confusion layer is equal to 2 -6 = 0.015625. In Fig. 6-a), the variation of LP F versus 1000 different dynamic keys are shown.Besides, the LP F obtained maximum, minimum, and average are: 2 -3.66 , 2 -5.66 , and 2 -4.8 , respectively. These results obtained for the LP F criterion show clearly that the majority of the produced substitution values are close to the average value. This means that the proposed dynamic substitution technique satisfies the non-linearity property and thus ensures the resistance against linear attacks. In fact, having a linearity probability (≈ 2 -5 ) higher than the minimum value achieved by AES S-box (2 -6 ) is not an issue since dynamic substitution tables are employed.

4) Differential Probability Approximation Function (DP F ):

Differential uniformity is one of the important properties of the S-box to resist the differential cryptanalysis attacks [START_REF] Biham | Differential cryptanalysis of des-like cryptosystems[END_REF]. Hence, the produced S-box should ensure the differential uniformity; an differential input should uniquely map to a differential output, which can provide a uniform mapping probability. The differential uniformity degree of a given substitution function S is calculated using the differential approximation probability DP F [START_REF] Nyberg | Differentially uniform mappings for cryptography[END_REF], given by:

DP F = M ax (∆i̸ =0,∆s) [DP F (∆i, ∆s)] = M ax ∆i̸ =0,∆F { card{i/S(i) • S(i ⊕ ∆i) = ∆s} 2 n } (5) 
where

∆i ∈ [1, . . . , 2 n-1 ], S(i), ∆s ∈ [0, 2 n-1 ].
In fact, DP F is the maximum probability of output difference ∆f , when the input difference is ∆i. In Fig. 6-b), the variation of DP F versus 1000 different dynamic keys are shown and the probability of DP F < 2 -4 is 0.8477, and only 0.0156 of the substitution layers have DP F > 2 -3.5 . Besides, the DP F obtained maximum, minimum, and average are: 2 -3.8301 , 2 -4.678 , and 2 -4.4939 , respectively. These results show that the majority of the produced substitution tables reach the required security level to resist against differential attacks. Similarly, having a differential probability (≈ 2 -4.7 ) higher than the minimum value achieved by AES S-box (2 -6 ) is not an issue since dynamic substitution tables are used.

5) Strict Avalanche Criterion (SAC):

SAC was introduced by Webster and Tavers in 1985 when they described the avalanche effect [START_REF] Webster | On the design of s-boxes[END_REF]. A cipher scheme is said to satisfy the SAC if each time a single input bit is complemented, at least half of the output bits are changed. SAC is certainly considered as mandatory property, so any strong cipher scheme should use a substitution table that can achieve this criterion. It is used to quantify the degree of local avalanche effect at the byte (or word) level. The average SAC value (average of 8x8 values of the dependency matrix) is given in Fig. 6-c) for 1000 iterations and with 64-bit key length. It can be observed that the produced substitution tables have SAC values very close to the ideal value of 0.5. This shows that the majority of the produced substitution tables, using KSA with dynamic sub-key, meet this criterion.

6) Output Bits Independence Criterion (BIC):

BIC is another desirable property of the encryption algorithms described by Webster and Tavers [START_REF] Webster | On the design of s-boxes[END_REF]. The BIC specifies that two output bits j, k must independently change when a single i input is changed. The mean value results of BIC (average of 8x8 values of the BIC matrix without the diagonal part) as a function of the number of iterations rs (for each iteration, a new pseudo-random byte is used) is given in Fig. 6-b). It can be observed that the majority of the mean values of BIC are all around the optimal value of 0.5. The results in Fig. 6-d) clearly show that the majority of the produced S-boxes satisfy the BIC criteria. Thus, the proposed dynamic substitution primitives construction method achieves the required cryptographic properties (see tables III and IV) and can successfully overcome the known chosen plain/cipher text attacks. Now, the common tests such as key sensitivity and randomness level are presented to validate that the produced substitution and permutation tables satisfy the desired cryptographic properties.

7) Sub-Keys Sensitivity:

An appropriate dynamic keydependent substitution generation technique should be sensitive to its dynamic secret key in the sense that a change of one bit should give a completely different output S-box. The sensitivity is examined according to the percent Hamming distance measured in bits between two S-boxes resulting from two input secret keys K w and K ′ w . All the elements of K ′ w are equal to those of the w th key K w , except a random Least Significant Bit (LSB), which was flipped. The percent Hamming distance is defined and used to quantify the sensitivity as in Eq. [START_REF] Kwon | Design of block ciphers and coding theory[END_REF].

KS w = ∑ T k=1 S Kw ⊕ S K ′ w T × 100. (6) 
where w = 1, 2, . . . , 1000, T is the length in bits of the S-box and it is equal to 256 × 8, and S Kw and S K ′ w are the corresponding S-box using K w and K ′ w , respectively. All the bits of K w are equal to K ′ w , except the least significant bit of a random byte that was flipped.

In this test, the Hamming distance is used to measure the difference at the bit level between the two produced dynamic substitution tables S-boxes (S1 and S2) using DK S and DK ′ , respectively. To realize these tests, 1000 different random dynamic keys are used. For each one of the 1000 dynamic substitution sub-keys, K w , w = 1, 2, 1000, the percent Hamming distance is computed between two corresponding S-boxes S1 and S2. In Fig. 7-a), the percent Hamming distance over 1000 random dynamic sub-substitution keys is shown. The probability of dynamic key possessing KS ≥ 48% is 99.6% and only 0.4% of the produced S-boxes possess KS between 45.8% and 48%. Besides, maximum, minimum averages and standard deviation obtained from the P D H are: 52.83, 45.8, 49.32, respectively, and the standard deviation is 1.093. These results indicate that the percent Hamming distance between S and S ′ is close to 50% for overall control parameter vectors, which means that the secret key sensitivity is satisfied.

8) Number of Fixed Points:

The effect of the number of Fixed Points (F P ) of the permutation operation is critical since more rounds would be needed to achieve the avalanche effect. This means that when the number of fixed points is high, a poor diffusion of the permutation table is realized as the elements (bits or bytes) in these blocks are left unchanged when producing the output blocks. Also note that the expected number of fixed points in a random permutation is one [START_REF] Reza | Analysis of linear relationships in block ciphers[END_REF]. Moreover, the percentage distribution of the non-fixed points for the produced permutation table with a length equals to 64 is shown in Fig. 8-b). This shows that the number of F P is decreased, and the produced permutation tables have F P ≤ 5 for a permutation table of 64 elements. These results indicate that the presented technique produce permutation tables with a low number of fixed points. As a summary, the proposed solution provides important properties such as flexibility and dynamicity.

In addition, the correlation coefficient between S Kw and S K ′ w allows for measuring the degree of similarity between them. In fact, the coefficient of correlation varies between -1 and 1. A correlation coefficient close to +-1, means the presence of a strong linear correlation between both functions, while a coefficient of correlation close to zero, means practically the absence of correlation between both corresponding ones. In Fig. 7-b), the correlation coefficient between S Kw and S K ′ w versus 1000 different keys is shown. The results show that the correlation coefficient is always close to zero, which indicates that no detectable correlation exists between the dynamic S-boxes, which validates the sensitivity of the dynamic secret key.

In conclusion, the proposed key-dependent dynamic substitution algorithm possesses the most suitable properties for being used in any block or stream cipher algorithm that employs a static S-box. Moreover, similar results are obtained with the proposed technique to construct dynamic permutation tables in terms of randomness, uniqueness, and key sensitivity (see Fig. 8). Let us indicate that the desired cryptographic performance of permutation tables are unique number of permutation tables in addition to a high randomness order.

V. PERFORMANCE ANALYSIS

The proposed dynamic cryptogprahic solution employs dynamic substitution and permutation tables instead of the static ones. Therefore, the proposed solution introduces a small overhead to generate these dynamic tables (primary and update cryptographic primitives) for each τ input blocks. In fact, the dynamic key generation requires a round of SHA-512 with a secret session key as input. The generated dynamic key is used to generate dynamic substitution and permutation tables, which are based on the KSA and MKSA of RC4 that exhibit linear computational complexity O(n), where n is the size of the S-box for the substitution process and the number of bits/bytes per block in case of permutation. Furthermore, to reduce the initialization latency overhead (dynamic key and construction of cryptographic primitives), an update process is presented and it is based on only one operation (permute the permutation table by employing the update permutation table and substitute the substitution table by using the update substitution table) for each δ input blocks.

The required initialization time for the proposed scheme is quantified and compared to the original AES encryption time. These measures were performed on different machines such as desktop machine with Intel(R) Core(TM) i7-4910MQ @ 2.90GHz, Raspbery Pi Zero and 3 in addition to Arduino Uno. The proposed solution uses the optimized AES implementation, which uses AES-NI instructions. On the Intel machine, the standard AES initialization is very efficient since it uses only AES-NI instructions [START_REF] Firasta | Intel avx: New frontiers in performance improvements and energy efficiency[END_REF]. In addition, on Raspeberry Pi Zero and on Arduino Uno, a dedicated optimized C code is used since AES-NI instructions cannot be implemented. The obtained results in terms of execution times are reported in TABLE V. This table illustrates the variation of the introduced latency overhead versus the employed devices such as Arduino Uno, Raspberry Pi Zero, Raspberry Pi 3 and Intel I7. This table contains the average execution times of the construction of cryptographic primitives in addition to the execution times of the AES encryption of one block (of 16 bytes) for 1000 times. Moreover, the reported overhead ratio is computed according to the following equation:

R =

Required time to produced cryptographic primitives Encryption time of an input block ×100

It can be seen from the results that with our proposed solution, if the number of encrypted/decrypted blocks with the same produced cryptographic primitives increases, the required latency and resources overhead decreases. Thus, the proposed solution incurs the maximum overhead when the cryptographic primitives are changed for each input data block with a maximum level of security. Furthermore, the overhead introduced by the proposed solution decreases exponentially as a function of the number of blocks nb. Moreover, the obtained results indicate that the introduced overhead by the proposed solution is lower than the one introduced by standard AES for the constrained devices such as Arduino Uno and Raspberry Pi Zero compared to Raspberry Pi 3 and Intel I7. This can be explained by the fact that Arduino Uno and Raspberry Pi Zero devices are limited and do not support hardware optimization. Differently, the powerful devices support hardware optimization and thus the overhead of standard AES is reduced to become comparable to our proposed solution's introduced overhead.

A. Memory Consumption

The memory overhead in the proposed dynamic key dependent cryptographic approach is imposed by the generation of two primitives:

1) An update substitution table U S of 256 bytes length, 2) and one update permutation table U π , having a length that depends on the number of permutation tables in the adapted cipher such as 16 in the case of AES (shift-Rows). VI. CONCLUSION In this paper, a dynamic cryptographic solution is proposed to generate dynamic key-dependent substitution and permutation tables towards reinforcing the security level of existing symmetric ciphers. This helps in reducing the required rounds number to 4 for AES, as an example, which in turn reduces the computational overhead, while providing better immunity against future powerful attacks. Indeed, for each session (or a set of messages), a dynamic key is generated based on the secret session key. This dynamic key is used to generate the dynamic cryptographic and update cryptographic primitives. The update cryptographic primitives are used to update the cryptographic primitives after a set of messages. The update mechanism of the cryptographic primitives is lightweight and is used to achieve the required dynamicity with minimum possible overhead (only one operation that can be either permutation or substitution). The proposed dynamic primitives generation and update method achieves an acceptable trade-off between security and efficiency compared to static cryptographic primitives. Equally important, the proposed key-dependent substitution and permutation construction algorithms have been subjected to all possible cryptographic metrics that are essential for any substitution and permutation generation technique to be considered credible and robust. Simulation results show that maximum time overhead of the proposed cipher is incurred when the cryptographic primitives are changed for each data block and the introduced latency overhead is lower than the one introduced by a standard cipher scheme (AES) for limited devices.
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 2 Fig. 2: Example of a produced dynamic substitution table S-box (a) and its corresponding inverse one (b) by using KSA of RC4.
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 1 Fig. 3: AES algorithm
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 4 Fig. 4: Dynamic key sensitivity of the proposed dynamic key generation versus 1000 iterations. Each iteration, only one bit of the secret key is changed.
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 5 Fig. 5: (a)The recurrence plot of a randomly generated primary substitution table. The variation (20000 times) of the correlation coefficient of (b) the recurrence of produced dynamic substitution tables, (c) the correlation coefficient between the primary substitution table and its updated version (permuted version), and (d) the correlation coefficient between two successive substitution tables.
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 6 Fig. 6: Variation of the LP F (a) and DP F (b), SAC (c) and BIC (d) versus versus 1000 secret keys, where each key has 8 bytes length.
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 78 Fig. 7: (a)-(b) Variation of the key sensitivity at the bit level and the coefficient correlation ρ{S1, S2} between two substitution tables (S1 and S2) versus 1000 random dynamic keys for the proposed permutation construction technique, respectively.

  

TABLE I :

 I Table of notations

Notation

Definition SK Secret session key l

The size of the session key DK

The produced dynamic key Dk RK

  Algorithm 3 The proposed update selection table cipher primitive algorithm Input: Number of blocks it Two substitution tables S, π S , Two permutation tables(π, π p ) Output: Update substitution and permutation tables (S and P , respectively) 1: procedure UP_TABLE_PRIM(S, U S , P, U p )

2:

TABLE II :

 II Statistical results for 1000 update permutation iterations

	Coefficient Correlation Tests	Min	Mean	Max	Std
	ρ of the recurrence of produced dynamic	-0.2083	0.0010	0.2093	0.0623
	substitution tables				
	ρ between the primary substitution table and	-0.2016	0.0028	0.2681	0.0623
	its updated version (permuted version)				
	ρ between two successive substitution tables -0.2421	0.0001	0.2835	0.0626

TABLE III :

 III Statistical results of the first proposed substitution algorithm

	Test	Min	Mean	Max	Standard deviation
	LP F	2 -5.6601	2 -4.8067	2 -3.6601	0.3234
	DP F	2 -4.6781	2 -4.4939	2 -3.8301	0.1527
	SAC	0.4854	0.5014	0.5166	0.0054
	BIC	0.4939	0.5020	0.5098	0.0027
	KS	45.8008	49.3245	52.8320	1.0933

TABLE IV :

 IV Comparison analysis of the substitution layer

	Test	Average (proposed solution)	AES (static)
	LP F	2 -4.8	2 -6
	DP F	2 -4.49	2 -6
	SAC	0.5022	0.4998
	BIC	0.5018	0.499

TABLE V :

 V Average Execution times in seconds of the required dynamic key generation and construction initialization and of the one block encryption on different devices in addition to its corresponding overhead ratio Hardware Dynamic key generation and construction initialization Encryption of one block

				R
	Intel I7	6.54 × 10 -8	2.89 × 10 -9	37.7163
	Raspberry Pi 3	6.66 × 10 -6	1.15 × 10 -6	9.6522
	Raspberry Pi Zero	9.27 × 10 -6	3.73 × 10 -6	4.1421
	Arduino Uno	0.6 × 10 -3	1.28 × 10 -3	0.7812
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