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Active learning is a machine learning paradigm allowing to decide which inputs to use for training. It is introduced to Genetic Programming (GP) essentially thanks to the dynamic data sampling, used to address some known issues such as the computational cost, the over-fitting problem and the imbalanced databases. The traditional dynamic sampling for GP gives to the algorithm a new sample periodically, often each generation, without considering the state of the evolution. In so doing, individuals do not have enough time to extract the hidden knowledge. An alternative approach is to use some information about the learning state to adapt the periodicity of the training data change. In this work, we propose an adaptive sampling strategy for classification tasks based on the state of solved fitness cases throughout learning. It is a flexible approach that could be applied with any dynamic sampling. We implemented some sampling algorithms extended with dynamic and adaptive controlling re-sampling frequency. We experimented them to solve the KDD intrusion detection and the Adult incomes prediction problems with GP. The experimental study demonstrates how the sampling frequency control preserves the power of dynamic sampling with possible improvements in

Introduction

Evolutionary Algorithms (EA) [START_REF] Yu | Introduction to Evolutionary Algorithms[END_REF][START_REF] Simon | Evolutionary Optimization Algorithms[END_REF][START_REF] Pétrowski | Evolutionary Algorithms[END_REF] are meta-heuristics that comply with a wide range of problems such as complex optimization, identification, machine learning, and adaptation problems. Applied to machine learning, Evolutionary Algorithms, especially Genetic Programming (GP) [START_REF] Koza | Genetic programming -on the programming of computers by means of natural selection. Complex adaptive systems[END_REF], have been seen very effective in a wide range of problems in supervised and unsupervised learning. However, their flexibility and expressiveness comes with two major flaws: an excessive computational cost and a problematic parameters setting.

In supervised learning field, the lack of data may lead to unsatisfactory learners. This is no longer an issue with numerous data sources and high data volume that we witness in the era of Big Data. Nonetheless, this toughens up the computation problem of GP and precludes its application in data-intensive problems. There have been various research efforts on improving GP when applied with large datasets. These research efforts include hardware solutions, such as parallelization, or algorithmic solutions. The most affordable is software based solutions that do not require any specific hardware configuration. Sampling is the mainstream approach in this category. It relies on reducing processing time by reducing data while keeping relevant records.

A complete review of sampling methods used with GP is published in [START_REF] Hmida | Sampling methods in genetic programming learners from large datasets: A comparative study[END_REF], extended with a discussion on their ability to deal with large datasets. In fact, sampling methods can be classified with regard to three properties: re-sampling frequency, sampling scheme, or strategy and sampling quantity. Sampling strategy defines how to select records from the input database. Sampling quantity defines how many samples are needed by the algorithm. Sampling frequency defines when the sampling technique is applied throughout the training process. The latest property is the focus of this study.

According to the re-sampling frequency, machine learning algorithms use a unique or a renewable sample. They are called respectively static or dynamic sampling. On the one hand, in static sampling for GP, like the Historical Subset Selection [12] and bagging/boosting [START_REF] Iba | Bagging, boosting, and bloating in genetic programming[END_REF][START_REF] Paris | Exploring overfitting in genetic programming[END_REF], a selection of representative training set needs to be performed. With large datasets, this poses a problem of combining downsizing and data coverage objectives. On the other hand, dynamic sampling creates samples per generation according to its selection strategy. Consequently, GP individuals do not have enough time to learn from sampled data. The population might waste some good resources for solving some difficult cases in the current training set. Otherwise, re-sampling at each GP iteration might be computationally expensive, especially when using some sophisticated sampling strategies.

We propose, in this paper, an extension to dynamic sampling techniques in which sample renewal is controlled through a parameter that adapts the sampling to the learning process. This extension aims to preserve original sampling strategy while making an enhancement in learning robustness and/or learning time.

After studying the effect of the re-sampling frequency on the training quality and learning time, we propose two predicates to implement the adaptive sampling based on the status of resolved fitness cases. These predicates are tested and compared with two deterministic variation rules defined by two functions with an increasing and a decreasing patterns. The objective of this study is to demonstrate that controlling sampling frequency with deterministic or dynamic functions does not degrade the results. On the contrary, in some cases they allow an improvement in quality and learning time.

This paper is organized as follows. Next section gives an overview of the adaptive sampling in active machine learning. In section 3, we expose the background of this work in GP and decision designs needed to add dynamic sampling to the GP engine. Section 4 reviews some sampling methods for active learning with GP that are involved in the experimental study. In section 5 we study the effect of varying the sampling frequency on the Genetic Learners. Section 6 introduces the novel sampling approach and explains how it can extend dynamic sampling methods. Then, in section 7, an experimental study gives the proof of concept of adaptive sampling and traces its effect on learning process through the discussion of registered results in section 8. The main results in this section are compared to some results of three multi-level dynamic sampling methods published in [START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF] to demonstrate how adaptive sampling could be an alternative to hierarchical sampling. Finally, we give some conclusions and propose further developments.

Related works: Adaptive sampling

In this paper, we are mainly interested on sampling methods aiming at reducing the original training data-set size by substituting it with a representative subset much smaller, thus reducing the evaluation cost of learning algorithm. Two major classes of sampling techniques can be laid out: static sampling where the training set is selected independently from the training process and remains unmodified along evolution, and active sampling, also known as active learning that could be defined as [START_REF] Atlas | Training connectionist networks with queries and selective sampling[END_REF][START_REF] Cohn | Improving generalization with active learning[END_REF]: 'any form of learning in which the learning program has some control over the inputs on which it trains.' [START_REF] Cohn | Improving generalization with active learning[END_REF] With active sampling, the training subsets are periodically (often at each iteration of the learning algorithm) built and modified using a special technique associated to the learning algorithm along evolution. In the machine learning field 'the key hypothesis is that if the learning algorithm is allowed to choose the data from which it learns-to be curious, if you will-it will perform better with less training' [START_REF] Settles | Active learning literature survey[END_REF]. When the active sampling depends on any component in the machine learning engine such as data information or solutions quality, then it becomes adaptive.

In the past two decades, several approaches of adaptive sampling have been proposed to deal with large data sets on several domains. Xiao-Bai Li and Varghese S. Jacob use adaptive sampling for data reduction based on chi-square statistic for measuring the goodness-of-fit between the distributions of the reduced and full data-sets [START_REF] Li | Adaptive data reduction for large-scale transaction data[END_REF][START_REF] Li | Data reduction via adaptive sampling[END_REF]. Lyengar et al. use an adaptive resampling to the active learning task for classification problems [START_REF] Iyengar | Active learning using adaptive resampling[END_REF]. Reviews of active learning approaches mainly for classification problems are presented in [START_REF] Settles | Active learning literature survey[END_REF][START_REF] Fu | A survey on instance selection for active learning[END_REF]. More recently, Luo et al. have proposed an adaptive bounding evolutionary algorithm based on adaptive sampling for continuous optimization problems [START_REF] Luo | Sampling-based adaptive bounding evolutionary algorithm for continuous optimization problems[END_REF]. Their algorithm starts to update the boundaries of the variables after n 0 generations of the evolution process and then updates the boundary every n g generations afterwards by using a fitnessbased bounding selection strategy over multiple previous generations. In [START_REF] Balkanski | The adaptive complexity of maximizing a submodular function[END_REF][START_REF] Balkanski | Approximation guarantees for adaptive sampling[END_REF] an adaptive sampling technique for maximizing monotone sub-modular functions under a cardinal constraint is presented. Various adaptive sampling criteria for the development of based on non-uniform rational B-splines (NURBs) meta-models are presented in [START_REF] Pickett | A Review and Evaluation of Existing Adaptive Sampling Criteria and Methods for the Creation of NURBs-Based Metamodels[END_REF]. Adaptive samplings have been also used in global meta-modeling for the computer simulation models. Indeed, simulation models can approximate detailed information of real-world physical problems, but require huge computational resources. Thus adaptive sequential sampling strategy allows constructing accurate global meta-models with fewer points than others sampling strategies such as space-filling sequential sampling [START_REF] Haitao | A survey of adaptive sampling for global metamodeling in support of simulation-based complex engineering design[END_REF]. An adaptive sampling for parametric macro-modeling of a microwave antenna is proposed in [7]. A balance strategy to perform adaptive sampling by circularly looping through a search pattern that contains several weights from global to local is presented in [START_REF] Liu | An Adaptive Bayesian Sequential Sampling Approach for Global Metamodeling[END_REF]. A survey of adaptive sampling for global meta-modeling can be found in [START_REF] Haitao | A survey of adaptive sampling for global metamodeling in support of simulation-based complex engineering design[END_REF], which considers four categories of adaptive sampling: variance based adaptive sampling, query-bycommitted based adaptive sampling, cross-validation based adaptive sampling, and gradient based adaptive sampling. Our work tackles adaptive sampling approach for active learning, particularly for Genetic programming engines. We present it in the next section.

3 Backgrounds: GP and Active Learning

Genetic Programming Engine

As any EA, GP evolves a population of individuals throughout a number of generations. A generation is in fact an iteration of the main loop as described in figure 1. Each individual represents a complete mathematical expression or a small computer program. The standard GP uses a tree representation of individuals built from a function set for nodes and a terminal set for leaves. When GP is applied to a classification problem, each individual is a candidate classifier. Thus, the objective is to find the best classifier. The terminal set is composed of dataset features and some randomly generated constants and the function set contains mostly arithmetic and logic functions. As for the fitness function, it is often based on some learning performance measures such as accuracy.

The main steps of GP with dynamic or active sampling are:

1. Randomly create a population of individuals where tree nodes are taken from a given function and terminal sets. The evaluation is the prevailing step with regard to the overall computation cost and it depends simultaneously on the sample size, the population size and each individual complexity. With active sampling, the training subset is changed regularly before the evaluation step so as only best individuals fitting the different provided datasets survive along evolution.

Active learning for GP

In a GP engine implementing active learning, the underlying sampling techniques are tightly related to the evolutionary mechanism. They allow a dynamic change of the training dataset along the learning process.

Sampling the training database has been first used to boost the learning process, to avoid over-fitting or to handle the imbalanced data classes for classification problems [START_REF] Iba | Bagging, boosting, and bloating in genetic programming[END_REF][START_REF] Liu | Reducing overfitting in genetic programming models for software quality classification[END_REF][START_REF] Paris | Exploring overfitting in genetic programming[END_REF]. Later, it was introduced for Genetic Learners as a strategy for handling large input databases. For Genetic Learning, several sampling techniques are proposed as solutions for one or several of these problems. They can be classified into two categories: static sampling methods and dynamic sampling methods. With static sampling, the sampling method is performed only once for each Genetic Learning run. In contrast, with dynamic sampling, the training subset is changed periodically across the learning process. The data selection strategy is based on some dynamic criteria, such as random selection, weighted selection, incremental selection, etc. We distinguish one-level sampling methods using a single selection strategy and multi-level sampling (hierarchical sampling) methods using multiple selection strategies associated in a hierarchical way.

Designing a Dynamic Sampling Technique for GP:

A sampling technique can be formulated as follows. If we consider B as the database storing all available records for the training process, sampling consists on selecting a subset S of records from B such as S ⊂ B and |S| |B|. To introduce a sampling technique for GP, in addition to the sampling strategy defining how to select fitness cases from the database, two important parameters have to be designed:

sampling frequency: how often the training subsets are changed across the learning process; sampling quantity: how many subsets are needed for the evaluation step.

For evolutionary machine learning techniques, the sampling quantity could be individual-wise, population-wise or sub-population-wise. For individual-wise case, a new data sample S j is extracted for each individual in the population and each solution is evaluated independently, which might rise drastically the computational cost. The sub-population-wise case could be used only if the Genetic Learner evolves sub-populations with a co-evolutionary mechanism. Theses two cases are not included in our study. Only the population-wise case using one sample for all the population is considered.

With Genetic Learning, it is possible to mine a single subset S throughout an evolutionary run, that is used to evaluate all individuals in the population. It is the run-wise sampling frequency [START_REF] Freitas | Data Mining and Knowledge Discovery with Evolutionary Algorithms[END_REF]. This sampling approach is also known as the static sampling, where the learner obtains all the input training data at once, and it is kept unchanged across the learning process. All methods in this category use the run-wise sampling frequency and are population-wise, like the Historical Subset Selection [12] or sub-population-wise like the bagging/boosting methods [START_REF] Iba | Bagging, boosting, and bloating in genetic programming[END_REF][START_REF] Paris | Exploring overfitting in genetic programming[END_REF].

When the sampling technique is called by the learner to change the training sample along the evolution, then the method uses the η-generation-wise sampling frequency. In this case, each η generations, a new subset S is extracted using the designed sampling strategy, and it is used for the evaluation step. Methods in this category are known as active sampling techniques. When η = 1, the population is evaluated on a different data subset each generation and the sampling frequency is generation-wise. All the dynamic sampling techniques introduced for GP use this frequency where η = 1. When using a complex sampling strategy and relatively large sample size, the computational cost of the learning process might be very high. Otherwise, with the generation-wise frequency, the population do not have enough time to adapt the population in order to extract the hidden knowledge in the current training sample.

Active Sampling with GP

To select a training subset S from the database B, many approaches were proposed either for static or active sampling. For static sampling, the database is partitioned before the learning process, based essentially on some criteria or some features in the data. This sampling strategy is not discussed in this paper. For active sampling, we identify basically five main approaches used with GP: stochastic sampling, weighted sampling, data-topology based sampling, balanced sampling and incremental sampling. With stochastic and incremental sampling, fitness cases are selected randomly with respectively fixed and increasing size. However, with weighted sampling, a weight is computed for each fitness case based on some features and/or the difficulty to solve the corresponding record. Regarding balanced sampling, it was first introduced to deal with the problem for classes' imbalance in the training databases. Like stochastic and weighted sampling, it could be applied to deal with large datasets or to decrease the training computational cost. The data-topology based sampling uses some information about the features to measure similarity and connections between fitness cases. These measures help to create heterogeneous samples for a better training. Each approach is introduced to provide some solutions to a specific machine leaning problem like over-fitting or data imbalance, but all of them could be applied to deal with large datasets and decrease the training computational cost.

Another approach consists in combining some techniques from the five above approaches in a hierarchical way. Methods in this category are proposed especially to deal with very large databases. They combine two or three sampling techniques in two or three levels. In the first level (and second level for the 3-levels method), the corresponding sampling technique is applied less frequently than sampling technique in the last level.

To study the effect of the sampling frequency parameter on the dynamic sampling efficiency, we selected four methods presented in the following subsections: Random Subset Selection (RSS), Dynamic Subset Selection (DSS) and Balanced Sampling in two variants (BRSS, BUSS). Additionally, four hierarchical sampling approaches are selected for a comparison purpose: RSS-DSS, DSS-DSS, RSS-TBS and BUSS-RSS-TBS. All selected techniques are presented in the following subsections.

Note that it exists other sampling techniques that have been experimented with GP to improve the GP performance or to deal with some learning difficulties. For example, the Interleaved sampling [START_REF] Gonçalves | Balancing learning and overfitting in genetic programming with interleaved sampling of training data[END_REF] is introduced to address over-fitting problems. It alters from a generation to another between two training sets composed either by all instances in the training database or only one selected fitness case.

Random Subset Selection (RSS)

Random Subset Selection [12] is a simple algorithm that selects at every generation g a record i among T records in the initial dataset B with a uniform probability P i (g):

∀i : 1 ≤ i ≤ T, P i (g) = S T (1) 
where S is the target subset size. Its steps in the GP engine are summarized in the algorithm 1.

Note that other variants have been proposed based on the same data selection strategy but differs from RSS on some small details. For example, the Stochastic Sampling introduced in [START_REF] Nordin | An on-line method to evolve behavior and to control a miniature robot in real time with genetic programming[END_REF] samples a training subset for each individual in the GP population and at each generation. It is an individual-wise technique as described in section 3. A second method called Incremental Random Selection [START_REF] Zhang | Genetic programming with incremental data inheritance[END_REF][START_REF] Zhang | Genetic Programming with Active Data Selection[END_REF] constructs subsets with a growing size by adding an identical number of fitness cases Algorithm 1 RSS 1: Select instances from B with a uniform probability S T to create a subset S(0) 2: g ← 0 3: for all generation g < gmax do 4:

Evaluate programs using the subset S(g) 5:

Evolve parents 6:

Generate randomly new dataset S(g + 1) 7: end for at every generation until using the whole training database. Variants of the RSS technique are not subject to our experimental study.

Dynamic Subset Selection (DSS)

DSS algorithm [12, [START_REF] Ghatercole | Small populations over many generations can beat large populations over few generations in genetic programming[END_REF][START_REF] Gathercole | An investigation of supervised learning in genetic programming[END_REF] is inspired by boosting techniques and aims to bias selection to keep difficult cases (i.e. fitness cases frequently unsolved by the best solutions) and fitness cases that have not been selected for several generations.

DSS computes two measures: a difficulty degree D i (g) and an age A i (g) for a record i, starting with 0 at first generation and updated at every generation g. The difficulty is incremented for each classification error and reset to 0 if the fitness case is solved. The age is equal to the number of generations since last selection, so it is incremented when the fitness case has not been selected and reset to 0 otherwise. Selection probabilityP i (g) in eq. ( 3) depends on each fitness weight W i (g) (eq. ( 2)).

∀i : 1 ≤ i ≤ T, W i (g) = D i (g) d + A i (g) a (2) 
where d and a are given parameters denoting respectively the difficulty exponent and the age exponent.

∀i :

1 ≤ i ≤ T, P i (g) = W i (g) * S T j=1 W j (g) (3) 
Algorithm 2 describes how the DSS technique is included in the GP engine.

Balanced sampling

Balanced sampling [START_REF] Hunt | Sampling methods in genetic programming for classification with unbalanced data[END_REF] aims to improve classifier accuracy by correcting the original data set imbalance within majority and minority classes instances. Some methods are based on the minority class size (N min ) and thus reduces the number of instances like the methods studied in this paper. Several approaches are proposed, we summarize hereafter three sampling techniques used with GP: first, Static Balanced Sampling that selects cases with uniform probability from each class without replacement until obtaining a balanced subset of the desired size, then, Basic Under-sampling (BUSS) (resp. Basic Over-sampling) that selects all minority (resp. majority) class instances and then an equal number from the majority (resp. majority) class randomly. With BUSS, the sample size is equal to 2N min , where N min is the minority class size.

Algorithm 2 DSS

1: initialize for each record i in B the difficulty degree D i (0) and the age A i (0) 2: g ← 0 3: for all generation g < gmax do 4: initialize empty subset S(g) 5:

for all record i in B do 6:

if g=0 then 7:

P i (g) = T |B| 8: else 9:
compute P i (g) using Equation (3) 10:

end if 11:

add record i to S(g) with a probability P i (g) 12:

if i is selected then 13:

A i (g + 1) = 0 14: else 15:

A i (g + 1) = A i (g) + 1 16: end if 17:
end for 18:

Evaluate programs using the subset S(g) 19:

Update for each record i in B the difficulty degree D i (g + 1) 20:

Apply genetic operators 21: end for

Multi-level or Hierarchical Active Sampling

Hierarchical sampling is based on multiple levels of sampling methods inspired by the concept of a memory hierarchy. It combines several sampling algorithms that are applied in different levels. Its objective is to deal with large datasets that do not fit in the memory, and simultaneously provide the opportunity to find solutions with a greater generalization ability than those given by the one-level sampling techniques. The data subset selections at each level are independent. Figure 2 shows the main steps performed to obtain the final training subset. The usual schema is made up of three levels. The first one consists in creating blocks with a given size from the original data set which are recorded in the hard disk. The remaining two levels are a combination of two active sampling methods. Curry et al. conceived an extension to the DSS algorithm into a 3 level hierarchy [START_REF] Curry | Towards efficient training on large datasets for genetic programming[END_REF]. At level 0, the database is partitioned into blocks that are sufficiently small to reside within RAM alone. Then, at level 1, one block is chosen from these partitions based on RSS or DSS sampling techniques. Finally, at level 2, the selected block is considered as the full data set on which DSS is applied for several generations. Depending on the level 1 algorithm, two approaches are possible: RSS-DSS hierarchy or DSS-DSS hierarchy.

Based on the same idea, Hmida et al. proposed two new variants of hierarchical sampling: the RSS-TBS and the BUSS-RSS-TBS [START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF]. The RSS-TBS uses the Topology Based Subset Selection [START_REF] Lasarczyk | Dynamic subset selection based on a fitness case topology[END_REF] at level 2 instead of RSS or DSS. TBS uses for the sampling process an undirected weighted graph representing the relationship between fitness cases in the database. Vertices in the graph are fitness cases and each edge defines a weight measuring a similarity or a distance induced from individuals performance. Then, cases having a tight relationship cannot be selected together in the same subset assuming that they have an equivalent difficulty for the population.

The second variant BUSS-RSS-TBS extends the first variant with a Basic Under-Sampling at the level 0 block creation. BUSS favors the minority class by calculating the block size according to its cardinality. For majority class, an equal number of instances are selected randomly.

Controlling Sampling Frequency with GP

The Sampling Frequency Feature

Sampling frequency (f ) is a main parameter for any active sampling technique. It defines how often the training subset is changed across the learning process. When f=1, the training sample is extracted at each generation and the sampling approach is considered as a generation-wise sampling technique. Most of the sampling techniques applied with GP belong to this category. This is the case of the techniques described in section 4. When f is set to 1, individuals in the current population have only one generation to adapt their genetic materials to the current environment characterized by the training sample. For an evolutionary algorithm, it is very difficult even impossible for any population to solve all cases in a training set in one generation. A higher value of f corresponds to a lower number of samples to be generated and might do not allow the population to see all the fitness cases available in the database. We think that the sampling frequency must be updated according to the evolution state and the difficulty of the current training set.

Note that for hierarchical sampling, described in section 4.4, a sampling frequency value is needed for each level. For example, for RSS-DSS method, a sampling frequency f 1 is needed for the level 1 that defines when to change the training block with the RSS technique. A second frequency value f 2 is needed for level 2 designing the re-sampling frequency with the DSS technique.

State of the art

As detailed in section 4, active sampling techniques proposed for GP studied essentially how to select examples for training subset. The sampling frequency is a constant value set as a user parameter. Thus, for each sampling technique presented or cited in section 4 (RSS, DSS, BUSS, etc), the sampling frequency is set as a constant before the learning process. For the one-level techniques, the sampling frequency is usually set as f = 1. For the multi-level techniques, the sampling frequency at the low level is set to 1 as for one-level methods, and for the high levels, it varies on the complexity of the problem. Often it varies from 40 to 100.

The general used strategy to set the sampling frequency parameter is reported in the following algorithm.

Fixed Sampling Frequency The sampling frequency f is set before starting the GP run like any GP parameter. This value remains unchanged till the last generation and it is usually equal to 1. This can be represented by the following algorithm:

Algorithm 3 Fixed Sampling Frequency

Require: f {sampling frequency} 1: for all generation g < gmax do 2: if g mod f = 0 then 3:

re-sample 4:

end if 5: end for [START_REF] Curry | Towards efficient training on large datasets for genetic programming[END_REF] The proposed Sampling approach Three main approaches are possible to control any EA parameter: deterministic, adaptive and self-adaptive [START_REF] Eiben | Parameter control in evolutionary algorithms[END_REF]. The deterministic control uses a deterministic rule to alter the EA parameter along the evolution. However, the adaptive control uses feed-backs from the search state to define a strategy for updating the parameter value. With the self-adaptive control, the parameter is encoded within the chromosome and it evolves with the population.

The sampling frequency could be considered as an EA parameter and then could be controlled using the same strategies. We propose in this section a deterministic and an adaptive approaches to adjust this parameter along the evolutionary learning process. For the deterministic control, an increasing and decreasing scheme are experimented. For adaptive control, we propose an adaptive scheme based on some feed-backs from the learning state such as the proportion of solved fitness cases in the current sample or the improvement rate of best/average fitness.

Deterministic sampling frequency

When the sampling frequency is updated with a deterministic control, f takes different values throughout the GP run. These values are determined by a func-tion that gives the same series of values each run. Thus, the frequency may be increasing, decreasing or following a complex curve.

When f has an increasing scheme, the training process starts with short lifetime (in number of generations) samples, giving to the population the opportunity to see the maximum number of fitness cases in the first training iterations. By the end of the run, the samples are learned over a large number of generations, that might help the population to tune the genetic materials of the current solutions.

To achieve this approach, we use a deterministic function based on the generation number: f = (C × g) α where the coefficients C and α help to control the shape of the curve of f . Their values are set with the GP parameters. The following algorithm summarizes the corresponding steps: Algorithm 4 Deterministic Sampling Frequency 1: for all generation g < gmax do 2:

f = (C × g) α {C, α ∈ R} 3: if g mod f = 0 then 4:
re-sample 5:

end if 6: end for

The opposite process (i.e. decreasing frequency) uses the same steps but updates frequency with a decreasing function such as: f = (C × (g max -g)) α . This scheme could be useful when the data set contains fitness cases difficult to solve. The GP engine, in first step, focus on the current sample in order to help the population to reach the target area in the search space. When the sampling becomes more frequent, its focus becomes the tune of solutions.

Adaptive sampling frequency

The fundamental idea behind adaptive sampling by controlling the sampling frequency is to add an extra parameter to sampling algorithms acting as a moderator or re-sampling regulator. While dynamic methods use a fixed renewal frequency equal to 1, adaptive sampling decides to generate a new sample for the subsequent generations according to a condition that must be satisfied by the learning state.

Fig. 3 depicts this approach. GP based learner interacts with the sampling process by providing some adequate information about the learning process needed to perform the underlying selection strategy. For example, DSS needs to know misclassified cases to update the difficulty value. Then, the sampling algorithm delivers a new sample generated according to the updated parameters. With adaptive sampling, a predicate controls the re-sampling decision. We assume that any input required to evaluate this predicate is available within the data dispensed by the GP engine.

To design a predicate for the adaptive sampling, various information about the current state of the evolution and the training process can be retrieved from the GP engine, such as the generation number, the population mean fitness, the mean fitness improvement rate, the best fitness improvement rate, etc. This information can be used into a Boolean condition or within a dynamic function. The straightforward approach is to define a threshold per measure and the predicate is then a comparison of the current value to the corresponding threshold.

For example, if we define a threshold of 0.002 to best fitness improvement rate, then GP will continue to use the same sample if the best fitness of the current generation is better than the previous generation with 0.2% or more. Otherwise a new sample must be created. In a more complex approach, threshold can be autoadapted to learning process. With the adaptive sampling, the sampling frequency f is adjusted according to the general training performance to accommodate the current state of the learning process. Therefore, f can increase or decrease by a varying amount.

Our approach is based on the current state of the population. It uses either the evolution of the mean fitness or the number of resolved cases to decide whether to create a new sample or to carry on learning with the previous one.

We assume, that less performing learners need more time to improve their performance and symmetrically efficient learners on a particular sample need to see different data from a new sample.

As we said, adaptive sampling can rely on various learning performance indicators. It retrieves these indicators from the GP engine. Hereafter, two examples of adapting techniques.

The first uses a threshold for the population mean fitness to detect if the population is making improvements or not. In the case of very small or no improvement, a new sample is generated since the old one is fully exploited (Algorithm 5).

The second example is based on measuring the mean number of individuals (learners) that have resolved each record in the training sample. When this value reaches a designated value then new records are selected in a new sample.

In the following sections, we give details about the settings used for the conducted experiments and implementation of adaptive sampling over some dynamic sampling algorithms discussed in section 4. Then we expose the experimental re-

Algorithm 5 Adaptive Sampling Frequency

Require: r{mean fitness variation rate: (mean fitness(g)-mean fitness(g-1))/mean fitness(g-1)} Require: t{threshold} 1: for all generation g < gmax do 2: if r < t then 3:

re-sample 4:

end if 5: end for sults and discuss them to analyze the effect of sampling frequency and adaptive sampling on GP performance in resolving the considered problems.

7 Experimental settings

Cartesian Genetic Programming

Cartesian Genetic Programming (CGP) [START_REF] Miller | Cartesian genetic programming[END_REF] is a GP variant where individuals represent graph-like programs. It is called "Cartesian" because it uses a twodimensional grid of computational nodes implementing directed acyclic graphs. Each graph node encodes a function from the function set. The arguments of the encoded function are provided by the inputs of the node and its output designs the result.

CGP shows several advantages over other GP approaches. Unlike trees, there are more than one path between any pair of nodes. This enables the reuse of intermediate results. A genotype can also have multiple outputs which make CGP able to solve many types of problems and classification problems in particular [START_REF] Harding | Implementing cartesian genetic programming classifiers on graphics processing units using gpu.net[END_REF]. Otherwise, CGP has the great advantage of counteracting the bloating effect (genotype growth), frequent phenomena with other GP representations. CGP is easy to implement, and it is highly competitive compared to other GP methods.

Data sets

For the experimental study, we selected from the UCI Machine Learning repository two databases: the KDD-99 database for the intrusion detection problem and the Adult database for income prediction.

KDD-99 base is widely used to validate the performance of various machine learning classifiers. The corresponding problem consists on classifying connections into normal or attack classes. It uses a large data set called 10% KDD-99 data set [START_REF]Kdd cup[END_REF]. The data set is already divided into training and test sets which are presented in Table 1.

Each record is described by 41 features. The original data is preprocessed with the following steps:

-Transforming discrete nominal attributes to numeric values, -Scaling data using MinMax scaler: The Adult data set is a UCI data set donated by Kohavi [START_REF] Kohavi | Scaling up the accuracy of naive-bayes classifiers: A decisiontree hybrid[END_REF]. It involves the prediction whether income exceeds 50,000 dollars a year based on census data. The original data set consists out of 48,842 observations each described by six numerical and eight categorical attributes. The feature set contains 14 attributes that describe the salary, age, gender, work class, education, sex, native-country, marital-status, race, occupation, relationship, capital-gain, hours-per-week capitalloss. All the observations with missing values were removed from consideration. Otherwise, data is preprocessed according to the same steps described above. Two-thirds of the base are used for training and the other third as test set.

X sc = X -X min X max -X min ,
As for KDD99 data set, the problem is converted into a binary classification problem where:

-Probability for the label '> 50K' : 23.93% -Probability for the label '<= 50K' : 76.07%

The imbalance between different classes is largely higher for the KDD-99 database than for Adult database. The main purpose of this choice is to study the utility to introduce the adaptive sampling in both cases where the database is imbalanced or not.

CGP settings

The design of CGP parameters used in this work is summarized in Table 3. In this work, the parameter tuning is not fully explored. 

Performance Metrics

We recorded, for each run, its accuracy (eq. ( 4)) and False Positive Rate (FPR) (eq. ( 3)) to measure the learning performance on both training and test sets. We also recorded the learning time measuring the computational cost.

Accuracy = T rue P ositives + T rue N egatives T otal patterns

F P R = F alse P ositives F alse P ositives + T rue N egatives .

(5)

Framework

Software framework: Among several evolutionary computation frameworks, Sean Luke's ECJ [START_REF] Luke | Ecj homepage[END_REF] was used in this work to implement and test the CGP. It's an open source framework written in Java and benefits of many contribution packages as the one used here for implementing Cartesian GP developed by David Oranchak [START_REF]Cartesian gp website[END_REF]. This framework provides a very flexible API using parameter files well documented in the ECJ owner's manual.

Hardware framework: Experiments are performed on an Intel i7-4810MQ (2.8GHZ) workstation with 8 GB RAM running under W indows 8.1 64-bit Operating System.

Sampling settings

In the first set of experiments, we tested six values for the sampling frequency: 1, 10, 20, 30, 40 and 50 on four sampling methods BRSS, BUSS, DSS and RSS on both KDD and Adult data sets. BRSS is Balanced RSS. It is an RSS variant where the random sample is balanced according to a given ratio between problem classes.

In the second part, we implemented four different techniques to control sampling frequency. Two deterministic techniques and two adaptive ones as follows:

-Deterministic+: deterministic controlling with the increasing function f = (2 × g) 0.5 , -Deterministic-: deterministic controlling with the decreasing function f = (2 × (g max -g)) 0.5 , -Average Fitness: adaptive controlling based on population average fitness evolution with a threshold of 0.001, -Min Resolved : adaptive controlling based on the average proportion of the population representing the individuals that resolved all sample records. We use a minimum threshold of 0.5.

The underlying active sampling algorithms have their own parameters described in Table 5. 

Results and discussion

The experimental study is organised in two parts. The aim of the first experiments is to study the impact of the variation of the sampling frequency on the learning time and performance indicators. A set of fixed values for f is chosen for this study given in section 7.5. The second set of experiments study the efficiency of the proposed sampling frequency controlling strategies. Results are discussed and then compared with some hierarchical sampling results published in previous works.

For each value of re-sampling frequency and controlling technique, 21 runs of each sampling algorithm (RSS ,DSS, BUSS, and BRSS) are conducted on each data set. We report the mean learning time of each configuration and the accuracy and FPR values of the best individual.

Effect of sampling frequency

To study the effect of the sampling frequency, we analyse first the mean learning time and then the performance metrics defined in equations 4 and 5. Fig. 4 illustrates the learning time variation on the re-sampling frequency for the four studied algorithms. Fig. 5 shows the mean learning time lag between the one-generationwise sampling approach and the η-generation-wise sampling approach for η = f and f ∈ [START_REF] Fu | A survey on instance selection for active learning[END_REF][START_REF] Iba | Bagging, boosting, and bloating in genetic programming[END_REF][START_REF] Luo | Sampling-based adaptive bounding evolutionary algorithm for continuous optimization problems[END_REF][START_REF] Zhang | Genetic Programming with Active Data Selection[END_REF]50). The shape of the curves in Fig. 4 reveals two distinct behaviors when the sampling frequency increases. The first concerns the BUSS, BRSS and RSS algorithms that have recorded an insignificant decreasing variation of the average learning time. The second behavior is that of DSS with a more remarkable decrease for both data sets. Fig. 5 illustrates clearly the saving meantime for each sampling frequency f ∈ [START_REF] Fu | A survey on instance selection for active learning[END_REF][START_REF] Iba | Bagging, boosting, and bloating in genetic programming[END_REF][START_REF] Luo | Sampling-based adaptive bounding evolutionary algorithm for continuous optimization problems[END_REF][START_REF] Zhang | Genetic Programming with Active Data Selection[END_REF]50) according to the one generation frequency (f = 1) with both KDD99 and Adul data sets, applied with the methods BRSS (Fig. 5 (a1) and (a2)) , BUSS (Fig. 5(b1) and (b2)), RSS (Fig. 5 (c1) and (c2)) and DSS (Fig. 5(d1) and (d2)). The histograms of the BUSS, BRSS and RSS methods have the same time scale. However that of DSS has a different scale given the importance of the time saved compared to the three other methods. Time saving depends on the time needed to perform sample creation with respect to the time spent for a whole generation. This is why the decrease in time is not very important for the techniques BUSS, BRSS and RSS. In the case of 

DSS

Fig. 5 The mean learning time lag according to one-generation-wise sampling approach besides the variation of the re-sampling frequency with the KDD99 dataset (left) and the Adult dataset (right) (X-axis of the DSS histogram has a larger scale).

KDD99, only 26 sec of time saving have been recorded for BRSS with frequency f = 50 (Fig. 5 (a1)), and it is reduced to near-zero for BUSS for all the frequencies (Fig. 5 (b1)). Similarly, the maximum meantime lag for the Adult data set is recorded with f = 50 (Fig. 5 (a2)) and it is negative in some cases with the BUSS sampling (Fig. 5 (b2)).

The same finding for RSS, the meantime saving is either negative for several cases or reduced to near-zero (Fig. 5 (c1) and (c2)). Thus, when the fitness case selection, with or without class balancing, is carried out randomly, the computation cost is correlated to the population evaluation, since it is the predominant step in the learning time for GP.

A general observation can be made with both KDD-99 and Adult data sets. When the sampling method is not expensive according to the computational cost, the variation of the learning time according to the increase of the sampling frequency is not significant. This is the case for the BUSS, BRSS and RSS methods that recorded very small positive or negative variations (Fig. 5 (a1), (a2), (b1), (b2), (c1) and (c2)). However, as for the KDD99 database, the learning time is significantly lower with the DSS method when it is applied less frequently (Fig. 5 (d1) and (d2)). The decrease of the meantime lag is proportional to the increase of the re-sampling frequency.

DSS algorithm differs from other algorithms by updating certain sampling parameters (age and difficulty). Thus, with DSS, the selection of a fitness case requires the calculation of a probability based on the age and difficulty values of the whole dataset. Therefore, this method needs much more time than the other techniques, which explains the difference in learning time saving.

As for the performance metrics, the same analysis is carried out. Fig. 6 and Fig. 7 show the effect of sampling frequency on two learning quality measures: accuracy (Fig. 6 Fig. 8 illustrates the accuracy gap (computed on the test data set) of the different re-sampling frequency according to the one-generation-wise sampling.

Fig. 6 and Fig. 7 illustrate an irregular shape for Accuracy and FPR variation curves for the three methods using random fitness case selection. Some improvements can be seen with high frequency values (i.e. f = 50) in the case of KDD99. Nevertheless, this remains irregular and can not be generalized. However, in the case of the Adult data set, a high sampling frequency such f = 50 decreases the quality of the results for the four sampling techniques.

The most noticeable shift is that of the FPR (Fig. 7). However, no empirical correlation with the variation of the re-sampling frequency for BRSS, DSS, and RSS can be made. In the case of KDD-99, only BUSS realizes a decrease in FPR value when re-sampling frequency increases for training and test sets. The best values are recorded with f = 50 for the KDD-99 and with f between 30 and 40 for Adult data set. However, the BUSS sampling is not suitable for the incomes prediction problem since there is no classes imbalance in the corresponding data set. It is clear that introducing a balanced sampling, such as BUSS and BRSS, in the GP engine when it has to learn from an imbalanced data helps to improve the quality of the derived models. It is the case of the KDD99 database. This performance is even higher when GP has more learning time from each data subset with a high sampling frequency. GP behavior is completely different with the Adult database which has different characteristics than that of KDD99 database. Hence the need to adapt the sampling strategy and frequency according to the training data set.

Accuracy is a main metric to measure the quality of a classification model. Thus, as the mean learning time, we computed the gap between the accuracy values obtained with f > 1 according the on-generation sampling (f = 1) for each sampling strategy and for both KDD99 and Adult databases. Fig. 8 illustrates the obtained measures for f varying between 10 and 50.

Although the time saving is low or not significant for RSS, BUSS, and BRSS methods (Fig 5 ), accuracy lag values illustrated in Fig 8 show that it exists a sampling frequency able to improve the learning performance of each of these sampling techniques. The appropriate sampling frequency differs from sampling method to an other and according to the database characteristics. In the case of the KDD99 base, high frequencies have greatly improved the results for DSS and BRSS. The nature of the data implies that GP, with sampling techniques, needs to have longer learning phases to properly adapt its models to the training data. For example, BRSS and DSS performed about 14% better with f = 50 than with f = 1 according to accuracy, with a time saving of 26 seconds for BRSS and 161 seconds with DSS. This gap decreases to 0.9% and 0.63% as best improvement accomplished respectively by BUSS and RSS. As for the Adult data set, although small, all the improvements (according to f = 1) are observed essentially with frequencies below than 50. With f = 50, the quality of the derived models is getting worse for all sampling techniques. This proves that the sampling frequency must be adapted to the sampling method, the training data set and the evolution of learning process.

This first study demonstrated the impact of sampling frequency on the performance of four sampling methods implemented with GP. The results illustrated in the different figures show that, giving a sampling strategy and a training database, there is a frequency that allows the GP to achieve a certain optimality. However, it is difficult to hand tune its value. For these reasons, we propose some solutions to control its value through the GP engine. The following section presents the second experimental study applied for the adaptive frequency control.

Adaptive sampling

To study the efficiency of the proposed sampling frequency controlling strategies introduced in section 6, we have extended the four dynamic sample algorithms (BUSS, BRSS, RSS, and DSS) with the four sampling frequency controlling techniques: deterministic based on an increasing or decreasing function (Determinis-tic+ and Deterministic-) and adaptive controlling based on the population average fitness value (Average Fitness) or the average number of individuals that resolved the samples cases (Min Resolved). Figures 9 and 10 report the experimental results of theses extensions. The obtained results with both KDD99 and Adult data 0,73% 0,38% 0,24% 0,72% 13,61% 0,37% 0,38% 0,90% 0,89% 0,80% 0,42% 0,63% -0,12% 0,19% -0,15% -0,14% -0,25% -0,25% -0,16% With regard to the mean learning time, results from Fig. 9 approve the general behaviour described in section 8.1. It is essentially the DSS mean learning time that is affected by the introduction of any controlling technique. This impact is effective with both deterministic or adaptive approaches. Indeed, the learning time varies with the number of samples generated through a GP run. There is no significant time saving observed with the three other sampling methods.

However, this behavior changes regarding the accuracy and FPR metrics on the test set (Fig. 10). Let us consider first the results obtained for the KDD99 data set. For each dynamic sampling method, at least one controlling frequency approach is able to improve its learning performance with a gap up to 10% for the accuracy metric. For example, for the KDD data set, the controlling technique 'Average Fitness' help the sampling algorithm BRSS to achieve an improvement up to 12% (Fig. 10(a)), but it isn't the case with the FPR metric. Likewise, for the RSS, the 'Deterministic+' and 'Min Resolved' techniques have allowed the accuracy to move from values around 80% to values greater than 90%. Moreover, the two deterministic methods (deterministic+ and deterministic-) and the adaptive method 'Min Resolved' have improved significantly the accuracy values for DSS sampling, whose values increased by 10% to 12%. However, a significant decrease of the FPR quality has been recorded. An exception is observed for the BUSS algorithm where the accuracy and FPR measures record a very small improvement with all the controlled frequency techniques (Fig. 10). For the Adult data set, the improvements are small or missing. For example, for the DSS and RSS methods, the accuracy value improves around 2% with the 'Average Fitness' adaptive sampling. Similarly, no significant improvements obtained for the FPR measures.

In fact, according to the second experimental study, the introduction of the sampling frequency control to the GP engine, if it does not allow an improvement of the results, does not generate a deterioration of the performance, except for some cases for the FPR measure.

To summarize, with adaptive sampling, the computational cost can be improved according to the underlying dynamic sampling algorithm only if the fitness cases selection process is time consuming as it is for DSS. Otherwise, the controlling predicates could well improve the learning performance, especially the accuracy metric. However, they do not have a proven positive and generalized effect on the learning quality. Thus, they need to be refined.

Adaptive vs hierarchical sampling

Previous works published in [START_REF] Hmida | Sampling methods in genetic programming learners from large datasets: A comparative study[END_REF][START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF] demonstrated that hierarchical (or multi-level) sampling can help GP to accomplish lower run-time while it keeps its performance as when using one level dynamic sampling technique. Multi-level sampling could provide a trade-off between speed and generalization ability, specially for complex dynamic sampling techniques such as DSS and TBS (section 4).

We demonstrate in this section that adaptive sampling could provide the same trade-off and could be faster in some cases. We provide below a comparative study between the both strategies applied on the KDD-99 database used for the experiments published in [START_REF] Hmida | Sampling methods in genetic programming learners from large datasets: A comparative study[END_REF][START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF]. Figure 11 reports the performance of hierarchical sampling described in section 4.4: RSS-DSS implemented with two variants, where the second RSS-DSS2 synchronizes the change of target size between the two levels, RSS-TBS and BUSS-RSS-TBS. The corresponding performance values are extracted from [START_REF] Hmida | Sampling methods in genetic programming learners from large datasets: A comparative study[END_REF][START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF]. For a comparative purpose, each figure represents also the performance of the adaptive method 'Min resolved' approach applied to the dynamic sampling BRSS, BUSS, DSS and RSS. Corresponding values are designed respectively with 'A-BRSS', 'A-BUSS', 'A-DSS' and 'A-RSS'. TBS is a powerful sampling technique having high computational cost. When implemented in a multi-level sampling approach, the TBS cost disappears while its performance is preserved (accuracy greater than 92%) especially with the application of the BUSS at level 0. Figure 11 shows clearly that the same performance according to Accuracy could be reached with adaptive sampling with better learning meantime in some cases. Otherwise, a great advantage appears with adaptive sampling (with Min-Resolved approach) according the hierarchical one. Indeed, the comparative study published in [START_REF] Hmida | Sampling methods in genetic programming learners from large datasets: A comparative study[END_REF][START_REF] Hmida | Hierarchical data topology based selection for large scale learning[END_REF] reports how it is possible to reduce the computational cost of some complex sampling techniques with the hierarchical implementation while keeping the same performance or even obtaining better performance, according to accuracy metric. However, an important increase of FPR measure is recorded for all the experiments. Figure 11 (b) shows clearly that this problem could be handled with the adaptive sampling where the FPR measures are largely lower.

Hierarchical sampling has a η-generation-wise sampling frequency, where η might be equal to 1 (η=1) in the last level and η ≥ 1 in level 1. To optimize the efficiency of the GP learners when using this sampling strategy, η is hand tuned according to the database size and the fitness cases difficulty. The adaptive sampling can accomplish the same purpose and do not need the step of hand tuning of the parameter η. Indeed, the re-sampling frequency is computed and adjusted with the ongoing evolutionary process. Moreover, the adaptive sampling has the advantage of using a unique sampling method while the hierarchical sampling needs to combine two or more methods in different levels. It is also possible to conceive a combination between the two strategies. A research path to explore would be to introduce the frequency control at each level of the sampling.

Conclusion

This work is a proposal for a new form of active learning with Genetic Programming based on adaptive sampling. Its main objective is to extend some known dynamic sampling techniques with an adaptive frequency control that takes into account the state of learning process. After a study of the impact of the sampling frequency variation on the performance of the derived models learning meantime, we proposed an increasing and a decreasing deterministic patterns, and two adaptive patterns for sampling frequency control. Adaptive patterns are based on information about ongoing learning, such as the percentage of cases resolved or the average performance.

Experiments are led to test the adaptive sampling by controlling the sampling frequency with simple predicates. The results showed a slight effect on learning time without impacting the learning accuracy. This effect is in the direction of a decrease but with different degrees depending on the sampling method.

Many new research paths emerges from this study that are worthy of further investigation. A first path is the exploration of other predicates that take into account the characteristics of the training dataset and the underlying problem to find more relevant predicates for GP classifier improvements. A second one is to extend the scope of adaptive sampling to other sample properties. For instance, an adaptive sampling can downsize or upsize the sample instead of generating a new one. We may also combine several sampling strategies and algorithms in a single method. Then, according to the learning state, a sample is generated using the suitable strategy in an interleaved way: we use a different algorithm at each time we need to create a new sample.
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 1 Fig. 1 Genetic Learning Evolutionary loop. Steps 1, 2 and 4 concern the traditional GP loop, step 3 deals with the dynamic sampling.
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 4 Offspring solutions are evaluated against new sample and a new population is made up by selecting best individuals from parents and offspring according to their fitness values. 5. Loop step 2 and 4 until a stop criteria is met.
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 2 Fig. 2 Main steps of the Hierarchical Sampling: case of three-level sampling
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 4 Fig. 4 Variation of the mean learning time with the re-sampling frequency applied on KDD-99 dataset (a) and Adult dataset (b).
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  (a) and (b) for KDD99 data set and Fig. 6 (c) and (d) for Adult data set) and FPR (Fig.7 (a) and (b) for KDD99 data set and Fig.7 (c) and (d) for Adult data set).

Fig. 6

 6 Fig. 6 Variation of the best individual accuracy according to the re-sampling frequency with the KDD-99 train and test sets ((a) and (b)) and with the Adult train and test sets ((c) and (d)).

  Fig. 7 Variation of the best individual FPR according to the re-sampling frequency on the KDD99 train and test sets ((a) and (b)) and on the Adult train and test sets ((c) and (d)).
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 89 Fig. 8 Accuracy gap on test data set obtained with different re-sampling frequency according to the one-generation-wise sampling for KDD99 test data set (left) and Adult test data set (right)
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 10 Fig. 10 Variation of the accuracy and FPR measures according to the re-sampling frequency controlling strategy for KDD99 data set (a and c) and Adult data set (b and d)
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 11 Fig. 11 Comparison of the accuracy (a), FPR (b) and Meantime (c) measures between hier-(blue) and adaptive (red) sampling (Min resolved approach) .

  Then evaluate their fitness value by executing each program tree against the initial training subset. 2. According to a fixed probability, individuals are crossed or mutated to create new offspring individuals. 3. Select a new training subset with a given sampling algorithm.

Table 1

 1 KDD-99 dataset.

	Class	Number of instances Training Set Test Set
	Normal	97278	60593
	Dos	391458	229853
	Probe	4107	4166
	R2L	1126	16347
	U2R	52	70
	Total Attacks	396743	250436
	Total examples	494021	311029
	-Binarization of attack classes: the problem is converted to a binary classification
	problem with a 'Normal'class and 'Attack'class. The original four attack types
	(Dos, Probe, R2L and U2R) are fused in a single class.

Table 2

 2 Adult dataset.

	Class	Number of instances Training Set Test Set
	Positive cases	7720	3896
	Negative cases	24542	12374
	Total examples	32252	16280

Table 3

 3 CGP parameters.

	Parameter	Value
	Population size	256
	Sub-populations number	1
	Generations number	200
	CGP nodes	300
	Inputs for a CGP node	49(KDD)/22(Adult)
	Outputs for a CGP node	1 (2 classes)
	Tournament size	4
	Crossover probability	0.9
	Mutation probability	0.04
	Fitness	Minimize classification error
	7.2.2 Terminal and function sets	
	The terminal set includes 41 features of the benchmark KDD-99 dataset and 14
	features of Adult dataset. The function set includes basic arithmetic, comparison
	and logical operators reaching 17 functions (table 4).

Table 4

 4 Terminal and function sets for GP.

	Function (node) set
	Arithmetic operators:	+, -, * , %
	Comparison operators:	<, >, <=, >=, =
	Logic operators:	AND, OR, NOT, NOR, NAND
	Other:	NEGATE, IF (IF THEN ELSE),
		IFLEZE(IF <=0 THEN ELSE)
	Terminal set
	KDD-99 Features	41
	Adult Features	14
	Random Constants	8 in [-2, 2[

Table 5

 5 Common sampling parameters.

	Method	Parameter	Value
	All (except BUSS)	Target Size	5000
	BRSS	Balancing method	Full dataset distribution
	BUSS	Target size	416 for KDD/15682 for Adult
	DSS	Difficulty exponent Age exponent	1 3.5