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Neural networks with linear threshold activations: structure and algorithms

In this article we present new results on neural networks with linear threshold activation functions x → 1 {x>0} .We precisely characterize the class of functions that are representable by such neural networks and show that 2 hidden layers are necessary and sufficient to represent any function representable in the class. This is a surprising result in the light of recent exact representability investigations for neural networks using other popular activation functions like rectified linear units (ReLU). We also give precise bounds on the sizes of the neural networks required to represent any function in the class. Finally, we design an algorithm to solve the empirical risk minimization (ERM) problem to global optimality for these neural networks with a fixed architecture. The algorithm's running time is polynomial in the size of the data sample, if the input dimension and the size of the network architecture are considered fixed constants. The algorithm is unique in the sense that it works for any architecture with any number of layers, whereas previous polynomial time globally optimal algorithms work only for restricted classes of architectures.

Introduction

A basic question in a rigorous study of neural networks is a precise characterization of the class of functions representable by neural networks with a certain activation function. The question is of fundamental importance because neural network functions are a popular hypothesis class in machine learning and artificial intelligence. Every aspect of learning using neural networks benefits from a better understanding of the function class: from the statistical aspect of understanding the bias introduced in the learning procedure by using a particular neural hypothesis class, to the algorithmic question of training, i.e., finding the "best" function in the class that extrapolates the given sample of data points.

It may seem that the universal approximation theorems for neural networks render this question less relevant, especially since these results apply to a broad class of activation functions [START_REF] Anthony | Neural network learning: Theoretical foundations[END_REF][START_REF] Cybenko | Approximation by superpositions of a sigmoidal function[END_REF][START_REF] Hornik | Approximation capabilities of multilayer feedforward networks[END_REF]. We wish to argue otherwise. Knowledge of the finer structure of the function class obtained by using a particular activation function can be exploited advantageously. For example, the choice of a certain activation function may lead to much smaller networks that achieve the same bias compared to the hypothesis class given by another activation function, even though the universal approximation theorems guarantee that asymptotically both activation functions achieve arbitrarily small bias. As another example, one can design targeted training algorithms for neural networks with a particular activation function if the structure of the function class is better understood, as opposed to using a generic algorithm like some variant of (stochastic) gradient descent. This has recently led to globally optimal empirical risk minimization algorithms for rectified linear units (ReLU) neural networks with specific architecture [START_REF] Arora | Understanding deep neural networks with rectified linear units[END_REF][START_REF] Boob | Complexity of training relu neural network[END_REF][START_REF] Dey | Approximation algorithms for training onenode relu neural networks[END_REF][START_REF] Ergen | Global optimality beyond two layers: Training deep relu networks via convex programs[END_REF] that are very different in nature from conventional approaches like (stochastic) gradient descent; see also [START_REF] Froese | The computational complexity of ReLU network training parameterized by data dimensionality[END_REF][START_REF] Goel | Reliably learning the relu in polynomial time[END_REF][START_REF] Goel | Tight hardness results for training depth-2 relu networks[END_REF][START_REF] Goel | Learning one convolutional layer with overlapping patches[END_REF][START_REF] Goel | Learning neural networks with two nonlinear layers in polynomial time[END_REF][START_REF] Goel | Tight hardness results for training depth-2 ReLU networks[END_REF][START_REF] Manurangsi | The computational complexity of training relu (s)[END_REF].

Recent results of this nature have been obtained with ReLU neural networks. Any neural network with ReLU activations clearly give a piecewise linear function. Conversely, any piecewise linear function R n → R can be exactly represented with at most log 2 (n + 1) hidden layers [START_REF] Arora | Understanding deep neural networks with rectified linear units[END_REF], thus characterizing the function class representable using ReLU activations. However, it remains an open question if log 2 (n + 1) are indeed needed. It is conceivable that all piecewise linear functions can be represented by 2 or 3 hidden layers. It is believed this is not the case and there is a strict hierarchy starting from 1 hidden layer, all the way to log 2 (n + 1) hidden layers. It is known that there are functions representable using 2 hidden layers that cannot be represented with a single hidden layer, but even the 2 versus 3 hidden layer question remains open. Some partial progress on this question can be found in [START_REF] Hertrich | Towards lower bounds on the depth of relu neural networks[END_REF].

In this paper, we study the class of functions representable using threshold activations (also known as the Heaviside activation, unit step activation, and McCulloch-Pitts neurons). It is easy to see that any function represented by such a neural network is a piecewise constant function. We show that any piecewise constant function can be represented by such a neural network, and surprisingly -contrary to what is believed to be true for ReLU activations -there is always a neural network with at most 2 hidden layers that does the job. We also establish that there are functions that cannot be represented by a single hidden layer and thus one cannot do better than 2 hidden layers in general. Our constructions also show that the size of the neural network is at most linear in the number of "pieces" of the function, giving a relatively efficient encoding compared to recent results for ReLU activations which give a polynomial size network only in the case of fixed input dimension [START_REF] Hertrich | Towards lower bounds on the depth of relu neural networks[END_REF]. Finally, we use these insights to design an algorithm to solve the empirical risk minimization (training) problem for these neural networks to global optimality whose running time is polynomial in the size of the data sample, assuming the input dimension and the network architecture are fixed. To the best of our knowledge, this is the first globally optimal training algorithm for any family of neural networks that works for arbitrary architectures and has computational complexity that is polynomial in the number of data points.

Another important message that we hope to advertise with this paper is that ideas from polyhedral geometry and discrete mathematics can be powerful tools for investigating important and fundamental questions in neural network research.

We next introduce necessary definitions and notation, followed by a formal statement of our results.

Definitions and notation.

A polyhedral complex P is a collection of polyhedra having the following properties: (A) For every P, P ∈ P, P ∩ P is a face of P and P . (B) every face of a polyhedron in P belongs to P.

We denote by dim(P ) the dimension of a polyhedron and by P the relative interior of P . |P| will denote the number of polyehedra in a polyhedral complex P and is called the size of P.

Definition 1 (Piecewise constant function). We say that a function f : R n → R is piecewise constant if there exists a finite polyhedral complex that covers R n and f is constant in the relative interior of each polyhedron in the complex. We use PWC n as a shorthand for the piecewise constant function from R n to R:

Note that there may be multiple polyhedral complexes that correspond to a given piecewise constant function, with possibly different sizes. For example, the indicator function of the nonnegative orthant R n + is a piecewise constant function but there are many different ways to break up the complement of the nonnegative orthant into polyhedral regions. We say that a polyhedral complex P is compatible with a piecewise constant function f if f is constant in the relative interior of every polyedron in P.

The threshold activation function is a map from R to {0, 1} given by the indicator of the positive reals, i.e., x > 0. By extending this to apply coordinatewise, we get a function σ : R d → {0, 1} d for any d ≥ 1, i.e., σ(x) i is 1 if and only if x i > 0 for i = 1, . . . , d. For any subset X ⊆ R n , 1 X wil denote its indicator function, i.e., 1 X (y) = 1 if y ∈ X and 0 otherwise. Definition 2 (Linear threshold deep neural network (DNN)). For any number of hidden layers k ∈ N, input and output dimensions w 0 , w k+1 ∈ N, a R w0 → R w k+1 linear threshold DNN is given by specifying a sequence of k natural numbers w 1 , w 2 , • • • , w k representing widths of the hidden layers, a set of k + 1 affine transformations T i : R wi-1 → R wi , i = 1, . . . , k + 1. Such a linear threshold DNN is called a (k + 1)-layer DNN, and is said to have k hidden layers. The function f : R w0 → R w k+1 computed or represented by this DNN is:

f = T k+1 • σ • T k • • • • T 2 • σ • T 1 .
The size of the DNN, or the number of neurons in the DNN, is w 1 + . . . + w k . For natural numbers n, k and a tuple w = (w 1 , . . . , w k ), we use H w n (k) to denote the family of all possible linear threshold DNNs with input dimension w 0 = n, k hidden layers with widths w 1 , . . . , w k and output dimension w k+1 = 1. H n (k) := w=(w1,...,w k ) H w n (k) will denote the family of all linear threshold activation neural networks with k hidden layers. We say that a neural network computes a subset X ⊆ R n if and only if it represents the indicator function 1 X of that subset.

Our contributions

Any function expressed by a linear threshold neural network is a constant piecewise function (i.e. H n (k) ⊆ PWC n for all natural numbers k), because a composition of piecewise constant functions is piecewise constant. In this work we show that linear threshold neural networks with 2 hidden layers can compute any constant piecewise function, i.e. H n (2) = PWC n . We also prove that this is optimal. More formally, Theorem 1. For all natural numbers k ≥ 2,

H n (1) H n (2) = H n (k) = PWC n .
Equivalently, any piecewise constant function f : R n → R can be computed with linear threshold DNN with at most 2 hidden layers. Moreover, the DNN needs at most 3|P| neurons, where P is any polyhedral complex compatible with f .

Next, we show that the bound on the size of the neural network in Theorem 1 is in a sense best possible, up to constant factors. Proposition 1. There is a family of functions such that for any function f in the family, any linear threshold DNN representing f has size at least the size of the smallest polyhedral complex, i.e., one with minimum size, compatible with f . Finally, we present a new algorithm to perform exact empirical risk minimization (ERM) for linear threshold neural networks with fixed architecture, i.e., fixed k and w = (w 1 , . . . , w k ). Given D data points

(x i , y i ) ∈ R n × R, {i = 1 • • • , D}, the ERM problem with hypothesis class H w n (k) is min f ∈H w n (k) 1 D D i=1 (f (x i ), y i ) (1) 
where is a convex loss function.

Theorem 2. For natural numbers n, k and tuple w = (w 1 , . . . , w k ), there exists an algorithm that computes the global optimum (2) with running time

O(D w1n • 2 k-1 i=1 w 2 i wi+1 • poly(D, w 1 , . . . , w k )).
Thus, the algorithm is polynomial in the size of the data sample, if n, k, w 1 , . . . , w k are considered fixed constants.

The rest of the article is organized as follows. In Section 2 we present our representability results for the class of linear threshold neural networks, including a proof of Theorem 1. In Section 3 we prove the lower bound stated in and Proposition 1 using the structure of breakpoints of piecewise constant functions. Our ERM algorithm and the proof of Theorem 2 are presented in Section 4 with intermediate results. We conclude with a short discussion and open problems in Section 5.

Representability results

The following lemma is clear from the definitions. Lemma 1. Let f ∈ PWC n and let P be a compatible polyhedral complex. Then, there exists a unique set of real numbers

(α 1 , • • • , α |P| ) ∈ R |P| such that f = P ∈P α P 1 P Proposition 2. H 1 (1) = PWC 1 , i.e.
, linear threshold neural networks with a single hidden layer can compute any piecewise constant function R → R. Moreover, if f ∈ PWC 1 and P is a polyhedral complex of f , then f can be computed with 3|P| + 1 neurons.

Proof. Let f : R → R a piecewise constant function. Then using Lemma 1 there exists a polyhedral complex whose union is R and such that f is constant on the relative interior of each of the polyhedra. In R, non empty polyhedra are either reduced to a point, or they are the intervals of the form 

[a, b], ] -∞, a] , [a, +∞[ with a ≤ b ∈ R, or R itself.
= 1 {b<x} -1 {a<x} -δ a (x)
where δ a is the Dirac in a ∈ R, i.e, δ a : R → R, x → 1 {x=a} . δ a can be computed by a linear combination of three neurons, since g a : R → R, x → 1 R -(1 {x<a} + 1 {x>a} ) is equal to δ a . Using a linear combination of the basis functions (polyhedra and faces), we can compute exactly f . To show that 3|P| + 1 neurons suffice, 1 R is computed with one shared neuron, and then 3 other neurons are needed at most for one polyhedron using our construction.

We next show that starting with two dimensions, linear threshold DNNs with a single hidden layer cannot compute every possible piecewise constant function.

Proposition 3. Let C 2 := {(x 1 , x 2 ) ∈ R 2 | 0 ≤ x 1 , x 2 ≤ 1}. Then 1 C2 cannot
be represented by any linear threshold neural network with one hidden layer.

Proof. Consider any piecewise constant function on R 2 represented a single hidden layer neural network, say

g := x → m i=1 α i 1 {x∈R 2 : ai,x +bi<0} with α 1 , • • • , α m ∈ R, a 1 , . . . , a m ∈ R 2 and b 1 , . . . , b m ∈ R.
We may suppose that for all i = j, either a i = a j or b i = b j . This implies that the set of nondifferentiable points of g is a union of lines in R 2 . However, the set of nondifferentiable points of 1 C2 are the sides of the cube, which is a union of finite length line segments. This shows that 1 C2 cannot be represented by a single hidden layer linear threshold DNN.

We will now build towards a proof of Theorem 1 which states that 2 hidden layers actually suffice to represent any piecewise constant function in PWC n .

Lemma 2. Let P be a polyhedron in R n given by the intersection of m halfspaces.

Then, 1 P can be computed with a two hidden layer neural network and m + 1 neurons in total.

Proof. Let P a polyhedron, i.e.

P = {x ∈ R n | Ax ≤ b} with A = (a 1 , • • • , a m ) T ∈ R m×n and b = (b 1 , • • • , b m ) ∈ R m .
Let us consider the m neurons (φ i : x → 1 {x∈R n : ai,x >bi} ) 1≤i≤m , and φ : x → i φ i (x). Then for all x ∈ R n , φ(x) < 1 if and only if x ∈ P . Now, defining ψ : y → 1 {y∈R: y<1} yields ψ • φ = 1 P . ψ can obviously be computed with a neuron. Therefore, one can compute 1 P with m neurons in the first hidden layer and one neuron in the second, which proves the result.

Lemma 3. Let P be a polyhedron in R n . Then the indicator function of its relative interior can be computed with a two hidden layer neural network, using the indicator of P and the indicators of its faces.

Proof. Let P be a polyhedron. First, we always have 1 P = 1 P -1 Union of facets of P . Therefore it is sufficient to prove that we can implement 1 Union of facets of P for any P . Using the inclusion exclusion principle on indicator functions, suppose that the facets of P are f 1 , • • • , f l , then:

1 l j=1 f k = l j=1 (-1) j+1 1≤i1<•••<ij ≤l 1 fi 1 ∩•••∩fi j It should be noted that for any j ∈ {1, • • • , l}, F = f i1 ∩ • • • ∩ f ij is
either empty, or a face of P , hence a polyhedron of dimension lower or equal to dim(P )-1. Therefore, using Lemma 2, we can implement F with a two hidden neural network with at most m + 1 neurons, where m is the number of halfspaces in an inequality description of P . If s is the number of faces of P , then there are at most s polyhedra to compute.

Combining these results, we can now provide a:

Proof of Theorem 1. Thanks to Lemma 1, in order to represent f ∈ PWC n , it is sufficient to compute the indicator function of the relative interior of each polyhedron in one of its polyhedral complex P. This can be achieved with just two hidden layers using Lemma 3. This establishes the equalities in the statement of the theorem. The strict containment H n (1) H n (2) is given by Proposition 3.

Let m be the total number of halfspaces used in an inequality description of all the polyhedra in the polyhedral complex P. Since all faces are included in the polyhedral complex, there exists an inequality description with m ≤ 2|P|. The factor 2 appears because for each facet of a full dimensional polyhedron in P, one may need both directions of the inequality that describes this facet. Then the construction in the proofs of Lemmas 2 and 3 show that one needs at most m ≤ 2|P| neurons in the first hidden layer and at most |P| neurons in the second hidden layer.

Proof of Proposition 1

Even though it is possible to represent any piecewise constant function using only two hidden layers, one may wonder if there is some advantage of using more hidden layers, for instance to decrease the number of neurons to compute a target function. We are unable to settle this question in general. However, we show that the linear bound in Theorem 1 cannot be improved in general. More precisely, we prove Proposition 1 in this section.

We first introduce the notion of breakpoint for piecewise constant functions.

Definition 3. Let f ∈ PWC n . We say that x ∈ R n is a breakpoint of f if and only if for all > 0 the ball centered in x and radius contains a point y such that f (y) = f (x).

Lemma 4. For any piecewise constant function f : R n → R, the breakpoints of

1 {x∈R n : f (x)>0} are breakpoints of f .
Proof. Let f : R n → R be a piecewise constant function and x a breakpoint of

1 {x∈R n : f (x)>0}
. Then for any > 0, there exists y ∈ B(x, ) such that either f (x) ≤ 0 and f (y) > 0, or f (x) > 0 and f (y) ≤ 0. In both cases, f (x) = f (y) so by definition x is a breakpoint of f .

For any single neuron with a linear threshold activation with k inputs, the output is the indicator of an open halfspace, i.e., 1 {x∈R k : a,x +b>0} for some a ∈ R k and b ∈ R. We say that {x ∈ R k : a, x + b = 0} is the hyperplane associated with this neuron. This concept is needed in the next proposition.

Proposition 4. The set of breakpoints of a function represented by a linear threshold DNN with any number of hidden layers is included in the union of hyperplanes associated with the neurons in the first hidden layer.

Proof. We give a proof by induction on the number k of hidden layers. We remind that if α i ∈ R n and β i ∈ R are the weights and bias of a neuron in the first layer, the corresponding hyperplane is {x ∈ R n : α i x + β i = 0}. Base case: For k = 1, let φ be a one hidden layer DNN with w 1 neurons, i.e there exists γ 1 , • • • , γ w1 ∈ R and closed half-spaces H 1 , • • • , H w1 such that: 

φ = w1 i=1 γ i 1 H c i Let P 1 , • • • , P
O i = H c i .
First, E is an open set so there exists > 0 such that the ball B(x, ) centered in x and with radius is included in E. Furthermore, by definition, φ is constant on E, hence φ is constant on B(x, ) and x cannot be a breakpoint. We proved that the breakpoints of φ are in w1 i=1 P i . Induction step: Let us suppose the statement is true for all neural networks with k hidden layers, and consider a neural network φ with k + 1 hidden layers. It should be noted that the output of a neuron in the last hidden layer is of the form

1 {x∈R n : a1ψ1(x)+•••aw k ψw k (x)+β>0} = 1 {x∈R n : Ψ (x)>0}
where 

Ψ : x → a 1 ψ 1 (x) + • • • a w k ψ w k (x) + β
:= {x ∈ R n : x 1 ≤ 0}, P i := {x ∈ R n : i < x 1 ≤ i + 1} for i ∈ {2, • • • , N -1}, and P N := {x ∈ R n : x 1 > N }. Note that N i=1 P i = R n . Let f ∈ PWC n such that such that f (x ∈ P i ) = i.
It is easy to see that f is a piecewise constant function and that the breakpoints of f is a set of N -1 hyperplanes, with empty pairwise intersections. By Proposition 4, any linear threshold neural network must have these hyperplanes associated with neurons in the first hidden layer, and therefore we must have at least N neurons in the first hidden layer.

Globally optimal empirical risk minimization

In this section we present a algorithm to train to optimality a linear threshold DNN with fixed architecture. Let us recall the corresponding optimization problem. Given D data points (x i , y

i ) ∈ R n ×R, {i = 1 • • • , D}, find the function f ∈ H w n (k) represented by a k-hidden layer R n → R DNN with widths w = (w 1 , • • • , w k ) that solves: min f ∈H w n (k) 1 D D i=1 (f (x i ), y i ) (2)
where is a convex loss function. In a first place we present the idea with 2-hidden layers and then adapt the method for an arbitrary number of layers. The first step consists in enumerating the hyperplane partitions of D in the first layer. It is actually sufficient to look at a finite number of those. Then, we prove that the possible configurations of neurons in the second layers is finite given the neurons of the first layer. The algorithm enumerates the possible those configurations corresponding constant polyhedral regions by simply looking at possible combinations of the neurons of the first layer. In the last step, for each polyhedral complex, regression is carried out on the weights of the last layer with an additional convex constraint.

Preliminaries

Definition 4. Let m ≥ 1 be any natural number. We say a collection A of subsets of {1, . . . , m} is linearly separable if there exist α 1 , . . . , α m , β ∈ R such that any subset A ⊆ {1, . . . , m} is in A if and only if s∈A α s + β > 0. Define L m := {A : A is a linearly separable collection of subsets of {1, . . . , m}}, i.e., L m denotes the set of all linearly separable collections of subsets of {1, . . . , m}.

Remark 1. We note that given a collection A of subsets of {1, 

α s + β ≤ 0 ∀A / ∈ A
In Algorithm 1 below, we will enumerate through all possible collections in L m (for different values of m). We assume this has been done a priori using the linear programs above and this enumeration can be done in time |L m | during the execution of Algorithm 1.

Remark 2. In R 2 , A = {∅, {1}, {2}} is linearly separable, but {∅, {1, 2}} is not linearly separable because the set of inequalities β > 0, α 1 + α 2 > 0, α 1 + β ≤ 0 and α 2 + β ≤ 0 have no solution. Two examples of linearly separable collections in R 3 are given in Figure 1.

x2 x1 x3 (a) A = {∅, {1}, {1, 3}, {3}} x2 x1 x3 (b) A = {{1, 2}, {1, 2, 3}}
Fig. 1: Two linearly separable collections of 2 {1,2,3} in R 3 . The subsets of {1, 2, 3} are represented by the vertices of {0, 1} 3 . The blue hyperplanes represent a possible separation of the corresponding vertices, giving two different linearly separable collections.

Proposition 5. Let k ≥ 2 and w = (w 1 , . . . , w k ), and consider a DNN of H w n (k). Any neuron of this neural network computes some subset of R n . Suppose we fix the weights of the neural network up to the (k -1)-th hidden layer. This fixes the sets Y 1 , . . . , Y w k-1 ⊆ R n computed by the w k-1 neurons in this layer.

Then a neuron in the k-th layer of g computes X ⊆ R n (by adjusting the weights and bias of this neuron) if and only if there exists a linearly separable collection A of subsets of {1, . . . , w k-1 } such that:

X = A∈A s∈A Y s Proof. Let α ∈ R w k-1
, β ∈ R be the weights and bias of the neuron in the k-th layer. By definition, the set represented by this neuron is

S α,β = {x ∈ R n : α 1 1 Y1 (x) + • • • + α w k-1 1 Yw k-1 (x) + β > 0} We define the collection A = {A ⊆ {1, • • • , w k-1 } : i∈A α i + β > 0}.
By definition, A is a linearly separable collection. Now let us consider the set:

O = A∈A s∈A Y s Let x ∈ O. Then there exists A ⊆ {1, • • • , w k-1 } such that x ∈ s∈A Y s and therefore, s∈A α s 1 Ys (x) + β > 0. This means that x ∈ S α,β , hence O ⊆ S α,β . Now, let x ∈ S α,β . Then α 1 1 Y1 (x) + • • • + α w k-1 1 Yw k-1 (x) + β > 0. Let A = {s :
x ∈ Y s } then s∈A α s + β > 0 and x ∈ s∈A Y s , hence S α,β ⊆ O, and S α,β = O.

Conversely, let A be a linearly separable collection of subsets of {1, • • • , w k-1 }. By definition there exists α ∈ R n and β ∈ R such that A ∈ A ⇐⇒ s∈A α s + β > 0. These are then taken as the weights of the neuron in the k-th hidden layer and its output is the function1 {x∈R n : w k-1 i=1 αi1 Y i (x)+β>0} .

Proof of Theorem 2

To solve (2), we need to consider only the values of a function in H w n (k) on the data points x 1 , . . . , x D ; the values the funciton takes outside these finitely many points are not relevant to the problem. Consider a neural network with k hidden layers and widths w = (w 1 , . . . , w k ) that implements a function in H w n (k). The output of any neuron on these data points is in {0, 1} and thus each neuron can be thought of as picking out a subset of the set X := {x 1 , . . . , x D }. Proposition 5 provides a way to enumerate these subsets of X in a systematic manner. Definition 5. For any finite subset F ⊆ R n , a subset F of F is said to be linearly separable if there exists a

∈ R n , b ∈ R such that F = {x ∈ F : a, x + b > 0}.
The following is a well-known result in combinatorial geometry [START_REF] Matousek | Lectures on discrete geometry[END_REF]. By considering the natural mapping between subsets of {1, . . . , m} and {0, 1} m , we also obtain the following corollary. Define Y 1 j = Hj for j = 1, . . . , w1.

7:

Set the weights of the neurons in the first layer to compute Y 1 j for j = 1, . . . , w1.

8:

for i = 2 to k do 9:

for j=1 to wi do 10:

Define

Y i j = A∈A i j s∈A Y i-1 s . 11:
Set the weights of neuron j of layer i in accordance with A i j to compute Y i j . 12:

end for 13:

end for 14:

For each i = 1, . . . , D and j = 1, . . . , w k , compute δij ← 1 Y k j (xi), using the neural network constructed so far. We now show that the exponential dependence on the dimension n in Theorem 2 is actually necessary unless P=NP. We consider the version of (2) with single neuron and show that it is NP-hard with a direct reduction.

Theorem 4. (NP-hardness). The One-Node-Linear-Threshold problem is NPhard when the dimension n is considered part of the input. This implies in particular that Problem 2 is NP-hard when n is part of the input.

Proof. We here use a result of [14, Theorem 3.1], which showed that the following decision problem is NP-complete. 

Open questions

We showed that neural networks with linear threshold activations can represent any piecewise constant function f with at most two layers and with a linear number of neurons with respect to the size of any polyhedral complex compatible with f . Furthermore, we provided a family of functions for which this linear dependence cannot be improved. However, it is possible that there are other families of functions where the behaviour is different: by increasing depth, one can represent these functions using an exponentially smaller number of neurons, compared to what is needed with two layers. For instance, in the case of ReLU activations, there exist functions for which depth brings an exponential gain in the size of the neural network [START_REF] Arora | Understanding deep neural networks with rectified linear units[END_REF][START_REF] Telgarsky | Benefits of depth in neural networks[END_REF]. We think it is a very interesting open question to determine if such families of functions exist for linear threshold networks.

On the algorithmic side, we solve the empirical risk minimization problem to global optimality with running time that is polynomial in the size of the data sample, assuming that the input dimension and the architecture size are fixed constants. The running time is exponential in terms of these parameters (see Theorem 2). While the exponential dependence on the input dimension cannot be avoided unless P = N P (see Theorem 4), another very interesting open question is to determine if the exponential dependence on the architectural parameters is really needed, or if an algorithm can be designed that has complexity which is polynomial in both the data sample and the architecture parameters. A similar question is also open in the case of ReLU neural networks [START_REF] Arora | Understanding deep neural networks with rectified linear units[END_REF].

  We first show that we can compute the indicator function on each of the interior of those intervals with at most two neurons. The interior of [a, +∞[, ] -∞, b] or R can obviously be computed by one neuron (e.g. x → 1 {ax<0} with a = 0 for R). The last cases (singletons and polyhedron of the form [a, b]) requires a more elaborate construction. To compute the function 1 {x∈]a,b[} , it is sufficient to implement a Dirac function, since 1 {x∈]a,b[}

  w1 be the hyperplanes associated to each H 1, • • • , H w1 . Then we claim that φ does not have any breakpoint in R n -w1 i=1 P i where P 1 , • • • , P w1 are the hyperplanes associated to H 1 , • • • , H w1 . To formally prove it, let x be a point of R n -w1 i=1 P i . Then for each i, x is either in Hi or H c i . This means that x belongs to a intersection of open sets, say E = ∩ w1 i=1 O i where ∀i, O i = Hi or

  is the piecewise function represented by a neural network of depth k. Lemma 4 states that the breakpoints of 1 {x∈R n : Ψ (x)>0} are breakpoints of Ψ , a DNN of depth k. Using the induction assumption, the breakpoints of Ψ belong to the hyperplanes introduced in the first layer. Hence the breakpoints of φ, which is a linear combination of such neurons, are included in the hyperplanes of the first layer. Proof of Proposition 1. Let us construct a family of functions in R n . Let us consider the sets P 1

Theorem 3 .

 3 For any finite subset F ⊆ R n , there are at most 2 |F | n linearly separable subsets.

Corollary 1 .Algorithm 1

 11 For any m ≥ 1, there are at most 2 2 m m linearly separable collections of subsets of {1, . . . , m}. In other words, |L m | ≤ 2 2 m m . Algorithm to solve (2) for linear threshold DNNs with n inputs, k hidden layers and widths w = (w 1 , . . . , w k ).

15 : 16 : 2 k- 1 i=1 w 2 i

 1516212 Solve the convex minimization problem in the decision variables γ1, . . . , γw k ∈ R: If temp < OP T , then update OP T = temp and SOL to be the current neural network with weights computed in the previous steps. 17: end for Proof of Theorem 2. Algorithm 1 solves (2). The correctness comes from the observation that a recursive application of Proposition 5 shows that the sets Y k 1 , . . . , Y k w k computed by the algorithm are all possible subsets of X computed by the neurons in the last hidden layer. The γ 1 , . . . , γ w k are simply the weights of the last layer that combine the indicator functions of these subsets to yield the function value of the neural network on each data point. The convex minimization problem in line 13 finds the optimal γ j values, for this particular choice of subsets Y k 1 , . . . , Y k w k . Selecting the minimum over all these choices solves the problem. The outermost for loop iterates at most O(D w1n • wi+1 ) times using Theorem 3 and Corollary 1. The computation of the δ ij values in Step 14 can be done in time poly(D, w 1 , . . . , w k ). The convex minimization problem in w k variables and D terms in the sum can be solved in poly(D, w k ) time. Putting these together gives the overall running time.

  MinDis(Halfspaces): Given disjoint sets of positive and negative examples of Z n and a bound k ≥ 1, does there exist a separating hyperplane which leads to at most k misclassifications? MinDis(Halfspaces) is a special case of (2) with a single neuron: given data pointsx 1 , • • • , x D ∈ R n and y 1 , • • • , y D ∈ {0, 1}, compute α ∈ R n , β ∈ R that minimizes 1 D D i=1 (1 { α,xi +β>0} -y i ) 2 .

  • • • , m} one can test if A is linearly separable by checking if the optimum value of the following linear program is strictly positive:

	max t∈R,α∈R n ,β∈R	t
	s.t.	

s∈A α s + β ≥ t ∀A ∈ A and s∈A

  Input Dimension n, Dataset (xi, yi) D i=1 , Integers w1, . . . , w k 2: Output Solution of Problem 2 3: Define X = (x1, . . . , xD) ⊆ R n . Let H be the collection of linearly separable subsets of X. 4: Initialize OP T = +∞, SOL = ∅. 5: for each choice of H1, . . . , Hw 1 ∈ H, A i 1 , . . . , A i w i ∈ Lw i-1 for i = 2, . . . , k do 6:
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