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Abstract: During the last decade, Deep Neural Networks (DNN) have progressively been integrated
on all types of platforms, from data centers to embedded systems including low-power processors
and, recently, FPGAs. Neural Networks (NN) are expected to become ubiquitous in IoT systems by
transforming all sorts of real-world applications, including applications in the safety-critical and
security-sensitive domains. However, the underlying hardware security vulnerabilities of embedded
NN implementations remain unaddressed. In particular, embedded DNN implementations are
vulnerable to Side-Channel Analysis (SCA) attacks, which are especially important in the IoT and
edge computing contexts where an attacker can usually gain physical access to the targeted device. A
research field has therefore emerged and is rapidly growing in terms of the use of SCA including tim-
ing, electromagnetic attacks and power attacks to target NN embedded implementations. Since 2018,
research papers have shown that SCA enables an attacker to recover inference models architectures
and parameters, to expose industrial IP and endangers data confidentiality and privacy. Without
a complete review of this emerging field in the literature so far, this paper surveys state-of-the-art
physical SCA attacks relative to the implementation of embedded DNNs on micro-controllers and
FPGAs in order to provide a thorough analysis on the current landscape. It provides a taxonomy and
a detailed classification of current attacks. It first discusses mitigation techniques and then provides
insights for future research leads.

Keywords: physical side-channel attacks; Side-Channel Analysis; hardware security; machine learn-
ing; Embedded Neural Networks; Deep Neural Networks

1. Introduction

Every electronic device generates observable parasite signals during (i.e., as an unin-
tentional side effect of) data computation that can leak internal information. The sources of
this information leakage, which are known as side-channels, can be computation timing,
power consumption or electromagnetic (EM) emanation among others. Physical side-
channels depend on the transistor switching activity of a computing device. Therefore,
they are dependent on processing internal states and, hence, on the manipulated data. By
statistically analysing the measured side-channel data for each internal state together with
a hypothesis on the processed data, an attacker can deduce some intermediate computation
states. This in turn allows the extraction of information about the processed data that
would be otherwise inaccessible. SCA is a very well known research field in security and
crypt analysis where it has enabled the recovery of secret keys in cryptographic algorithms,
which are otherwise considered mathematically secure.

In the same manner as cryptographic implementations, Machine Learning (ML) im-
plementations are vulnerable to SCA attacks. This work especially focuses on Deep Neural
Networks (DNN), as they are a family of ML algorithms extensively used in real-world
industrial applications including applications in safety-critical and security-sensitive do-
mains, such as autonomous and intelligent driving, healthcare, smart manufacturing,
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security and defense among others. DNNs are especially used for recognition, classification
and analysis tasks.

There is increasing interest in deploying DNNs on low-cost embedded processors and
accelerators such as General Purpose Graphics Processing Units (GPU) and, lately, also
on Field Programmable Gate Arrays (FPGA) [1]. FPGAs have proven their efficiency for
energy constrained and highly customised DNN implementations, especially for inference
and small size networks [2–4]. DNNs are expected to become ubiquitous in IoT systems in
the next years.

In this context, physical SCA attacks are a real threat since attackers can easily gain
physical access to the targeted device. A new and rapidly evolving research field has
emerged around the exploitation of SCA on embedded DNN implementations, showing
that it is possible to expose industrial secrets such as DNN model architecture and parame-
ters as well as to endanger data confidentiality and privacy exposing training and/or input
data. If recent work studies the possibility of deep learning computation over encrypted
data (encrypted data and/or encrypted parameters) [5–8], i.e., by homomorphic encryption,
today’s deep learning computation manipulates non-encrypted data.

Therefore, the study of SCA attacks against embedded DNN implementations is of
great importance. It is indeed necessary to better understand and categorise literature
attacks of today’s classical DNN implementations in order to propose adapted and efficient
countermeasures. Note that, to the best of our knowledge, no attack has been performed
against side-channel protected DNN implementations. Without a complete review in
the literature so far, this work aims at providing a thorough analysis and classification
of state-of-the-art physical passive attacks on embedded DNN implementations. After
proposing a taxonomy of SCA attacks, we provide a detailed classification of current attacks
according to several features such as target model and DNN implementation, source of
leakage, aim of the attack and the considered threat model. Finally, we discuss the first
reported mitigation techniques. The main objective and contribution of this paper is to
provide a broad overview of SCA attacks against embedded DNN implementations on
micro-controllers and FPGAs for readers who wish to start working on this topic as well as
to provide insights into the possible mitigation solutions and future research leads.

The remainder of this paper is organised as follows. Section 2 provides some back-
ground on DNNs, SCA in general and on the specific SCA techniques that will be covered
in the surveyed attacks. Then, Section 3 presents the considered threat model and mo-
tivates SCA attacks against DNN implementations. Section 4 first proposes a taxonomy
of these SCA attacks, then it discusses literature works and classifies them according to
several different features. Section 5 presents the first countermeasures proposed so far and
highlights their limitations. Section 6 discusses existing challenges and provides future
research directions. Finally, Section 7 concludes this work.

2. Background
2.1. Some Background on Neural Networks (NN)

The existing attacks on the literature have mainly targeted two classes of NNs (in the
remainder of this manuscript, we use the acronym NN to refer generically to any type of
neural network, irrespective of whether the network is actually deep or not. We use the
terms DNN/CNN whenever required to be more specific) mostly used for classification
problems: Multi Layer Perceptron (MLP) and Convolutional Neural Networks CNN. This
section provides some background on NNs as related to the attacks surveyed in this paper.
The reader is referred to [9] for more detailed information with respect to DNNs.

An MLP is a feed-forward network which is composed of several layers and each
layer comprises a number of neurons. Each neuron of each layer is connected with a certain
strength connection called weight to every node of the next layer. Data circulates in one
manner, from the input layer to the output layer (feed-forward). MLPs include at least
three different layers: an input layer, an output layer and one or more hidden layers (see
Figure 1).
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Figure 1. Multi Layer Perceptron, where x is the input and y is the output of a neuron.

Each neuron receives as inputs (x) the results of its previous layer connection(s),
calculates a weighted summation added with a certain bias (see Equation (1)) and then
applies a nonlinear transformation to finally compute its activation output (y). This latter
output is passed onto the next connected layer neurons as their input.

y = Activation
(
∑(weight · x) + bias

)
(1)

Different nonlinear activation functions exist, including logistic (sigmoid), Tanh, soft-
max and Rectified Linear Unit (ReLU) functions. ReLU is one of the most widely used ones
as it has the particularity of activating only a certain number of neurons at the same time,
rather than activating them all at a given moment. The network is then sparse and easier
to compute as only a subset of neurons is activated at any time [10].

CNNs are a variant of the standard MLP NNs mainly used for the classification of
multi-dimensional data, especially images. CNNs are distinguished by the convolution
layer. The latter is responsible for the feature extraction through a convolution operation
between the high-dimensional input data and kernels, which are small matrices of param-
eters, in order to generate the layer output. Finally, each output layer is passed as input
to the next layer. In addition to the convolution layer, other layers might be included in
CNNs such as non-linear functions, pooling and fully-connected layers. Further details on
CNNs can be found in [9,11].

BNNs (Binarized Neural Networks) [12] are a subfamily of CNNs that binarize input
and output activations and weights values. This converts floating point multiplication
operations into single-bit XNOR operations, which significantly reduce storage require-
ments and computational complexity. However, binarization causes a loss of information
and deviation from full-precision results; therefore, optimized training strategies are still
being studied [13]. BNNs are a promising solution for IoT/edge resource-constrained and
power-constrained devices where trading some accuracy loss for efficiency can be accepted.

All NNs have two stages: training and inference. In the training stage, the network
is fed with pre-classified training inputs along with their classification results, eventually
converging into a set of parameters values (weights and bias) able to compute the correct
output results for its specific classification problem. During the inference stage, the pre-
trained network can perform its task by processing the input data and computing the
output by using the weights determined during the training stage.

When looking at a standard NN model, we can refer to its architecture consisted of
macro-parameters, such as number of layers, neurons per layer and activation function, and
to its micro-parameters (or simply parameters) such as weights and biases.
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The attacks studied in this paper have targeted MLP, CNN and BNN models. However,
other ML algorithms such as decision trees have also been targeted by physical SCA
attacks [14].

2.2. SCA Generalities

Every physical implementation (of a processing system based on current silicon
technologies) generates unintentional side-channel emissions that can be observed and
analysed. While the system is manipulating data, an attacker can observe these side-
channel emissions, e.g., power consumption, EM, computation time, memory access
patterns, etc. Then, the attacker investigates the dependencies of the observed side-channel
signatures and the hypothetical signatures issued of the prediction of intermediate data
and computation states. This process can eventually disclose internal data from the system
and effectively leaks private information.

SCA is a well studied research field and has traditionally been used to attack crypto-
graphic implementations of theoretically secure algorithms in order to recover the secret
key. However, SCA attacks are more general and have been successfully applied to other
targets in different scenarios, including NNs.

In order to help categorise SCA attacks against NN implementations as studied in this
work, a general taxonomy for SCA attacks is proposed and summarised in Figure 2. The
features in gray correspond to the ones covered by the attacks surveyed in this work. This
taxonomy is based on a set of different features:

• Attacker capability: Two main attack families can be distinguished: passive and active.
In the former one, the attacker is passive in the sense that he/she can only observe
the information leaked and investigate changes in these leakages in order to correlate
them to possible causes. For instance, a difference in the execution time (or power
consumption) is a consequence of different computations or different processed data.
By modeling the observed effects of possible specific causes, the adversary is able to
learn useful information related to the actual computation on the target device. In
the second family of attacks, the adversary is able to influence the target device via
a side-channel, for instance, by modifying its environmental conditions [15]. Note
that feeding the target with arbitrary inputs, for instance, by triggering the encryption
of a specific text or in our case querying a DNN with any input image is, even for
a potential attacker, a normal and authorised action and is not considered an active
attack. In this study we focus on passive SCA attacks on DNN implementations.

• Information leaks: Following the work from Spreitzer et al. [15], information leaks can
be categorised into two types. On the one hand, traditional leaks are the most studied
and define the unintended information leakage inherent to hardware implementations
on every system. These include execution and delay time, power consumption,
EM emanation, heat, sound, etc. These leaks are considered unintentional as they
naturally result from the computation on a hardware device without any intention of
designers or developers on creating these side-channel sources. On the other hand, in
addition to unintended information leakage, devices provide more features such as
the ability of providing run-time and intended information of the system. For instance,
information on embedded sensors (e.g., power consumption) is provided for the
optimisation of the resources management. This results in publishing data on purpose,
which can leak information and can be exploited in the same manner as unintended
information leaks. The surveyed attacks exploit information leaked from unintended
side-channel sources.

• Exploited properties: Attacks exploit different kinds of properties for their observa-
tions. We distinguish logical properties, such as memory access patterns, from physical
ones including timing, sound, heat, etc. Specifically, the studied attacks have exploited
physical properties such as power consumption and EM emanation. The nature of the
exploited property may or may not condition the access required to perform the attack.
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• Required access: First, the attacker can have local access to the system in software-only
attacks, where only an adversary application co-located with the victim on the same
hardware resources is required (e.g., attacks observing the access patterns/times on
shared resources such as cache memories). Second, the attacker can be in physical
proximity to the system in order to monitor power consumption or EM emissions
(i.e., this is a hardware attack). A third category called remote attacks is distinguished.
This latter defines hardware attacks performed from software, for instance, attacks
observing power consumption from embedded sensors information accessed by
software. Note that attacker access on the target system is irrespective to the exploited
property. For instance, an adversary application co-located with the victim and
sharing hardware resources can exploit timing physical properties by observing
timing through changes on the state of the shared cache. In this work physical and
remote access-based attacks are covered.

• Profiling phase: A profiling phase prior to the actual attack might be necessary for
certain attacks. During this phase, the attacker characterises the device behaviour
and side-channel information leakage in an ideal environment where the adversary
has full control and knowledge of the victim. This includes the access to an exact
copy of the system, full knowledge of the neural network implementation on the
target device and full control of the inputs and access to the output. The adversary is
therefore capable of extensively characterising the device according to the observed
side-channel information in order to distinguish different profiles (also called templates.
In the second phase, which corresponds to the actual attack, the adversary has limited
knowledge and/or control on the victim (e.g., limited knowledge on the neural
network implementation details or limited control on the inputs) and compares the
observed side-channel information to the prior characterisation in order to determine
the most probable profile. Attacks requiring a profiling phase are also known as
template attacks.

Side-Channel Attacks

Attacker capability

Passive

Active

Information leaks

Unintended

Intended

Exploited properties

Logical

Mem. access patterns

Physical

Timing

Sound

Heat

Power consumption

EM

Required access

Local

Physical

Remote

Profiling phase

Non-profiled

Profiled

Figure 2. A general taxonomy of SCA attacks. Gray boxes highlight the features covered by the
attacks surveyed in this paper.

Finally, different SCA main techniques and variants exist depending on the exploited
physical properties. We focus on the exploitation of power consumption and EM that are
introduced in the following subsection.

2.3. SCA Techniques Covered in This Work

When examining common analysis techniques, two main SCA categories are distin-
guished. First, Simple Power/EM Analysis (SPA and SEMA, respectively) is the most
straightforward SCA technique as it directly uses the coarse-grained data dependencies in
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power/EM emanations for deducing the secret value. It exploits a single or a few traces
and is based on direct naked-eye observations. Second, Differential Power/EM Analysis
(DPA and DEMA) is an advanced technique that requires statistical analyses on many
traces collected from sets of operations to deduce the secret value through fine-grained
data dependencies in power/EM signatures [16]. By creating a hypothesis on physical
signatures or intermediate data, it tests for dependencies between the actual measurement
traces and the hypothesis. Secret data are considered in small parts (e.g., byte-by-byte in
cryptographic algorithms, weight-by-weight or layer-by-layer in our NN scenario) in order
to reduce the complexity of the attack. In general, hypotheses on the signatures are based
on leakage models following the attacker’s intuition and knowledge. There exist models
that are commonly used for representative hardware targets (e.g., Hamming Weight (HW)
or Hamming Distance (HD)). Finally, Correlation Power/EM Analysis (CPA/CEMA) is
a special case of DPA/DEMA that was introduced by Brier et al. [17]. It applies statisti-
cal methods, such as correlation analysis, to distinguish the correct secret value among
the hypotheses.

3. Threat Model and Attack Motivation

This section presents different assumptions made on the attacker access capabilities to
the target device, on the victim DNN model and on the attacker knowledge on the DNN
and its motivation for the attack.

Attacker access assumptions: The DNN’s execution environment is shifting from
cloud servers to edge devices, including low-power processors and FPGAs, and are ex-
pected to be found everywhere in the IoT. We focus on physical/remote access-based SCA
attacks (refer to Section 2.2 and Figure 2). In the considered threat scenario, the attacker
exploits physical measurements (limited to power/EM in this survey) via a physical and
close by (or remote) access to the target device. The target device implements a pre-trained
DNN model. The attacker passively observes and analyzes physical measurements during
the inference operation.

Model assumptions: In this work, it is assumed that the manipulated data is not
encrypted. It is important to notice that few recent works evaluate the feasibility of deep
learning computing over encrypted data, manipulating encrypted data in the inference
stage, training over encrypted data and/or using encrypted parameters in the models, i.e.,
by homomorphic encryption [5,18]. This approach addresses data confidentiality, especially
in the case where a client uses distant resources to perform the inference stage [8]. This
approach is also studied for training models over encrypted data in order to protect the
training data set that might be confidential. However, even if these first endeavors are
promising, homomorphic encryption introduces a great computation overhead that cannot
be affordable in today’s systems. In this work, manipulated data is assumed to be non
encrypted. Furthermore, the considered target DNN models do not include any protection
against SCA.

Attacker knowledge assumptions: (i) Black-box scenario. In the standard assumptions
on the attacker knowledge, the model, its architecture and parameters and training data
set are considered secret and therefore not known by the attacker. However, he/she is
able to query the network with arbitrarily chosen inputs and can observe the resulting
output. Depending on the attack, the scenario and the capabilities of the attacker might
vary. However, a common assumption is to consider the training set as confidential. This
is a classical and logical assumption as, in our case, the model is pre-trained before it is
deployed on the target device. (ii) Gray-box scenario. As for the model, according to the
attack it might be partially known by the attacker. The attacker may also partially know the
following: architecture layout, number of layers, neurons, etc., and/or known parameters
such as weights and/or biases (gray-box model). This is not the standard assumption, which
would be to consider the entire model confidential and, for instance, if it is industrially
provided (black-box model). However, some works consider that partial information about
the model can be recovered through prior SCA and that this partial knowledge would
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facilitate further analysis aiming, for instance, at recovering private input data [19]. Finally,
inference inputs might also be considered private in some scenarios. Consider for instance
the scenario where encrypted medical images are provided to the inference engine in order
to prevent eavesdropping during data transfer [19]. In this case, the attack aim is to retrieve
the private inference inputs. (iii) White-box scenario. Finally, in a white-box scenario, the
adversary is assumed to have complete knowledge on the network model and training
data set.

Aim and motivation of the attack: Why use SCA techniques to analyze DNN imple-
mentations? Different attack objectives and motivation scenarios can be distinguished and,
according to each of them, the threat model might vary.

(i) Reverse engineering. In the context of industrial DNNs, Intellectual Property (IP)
models are a secret. A use-case for SCA in this context is an attacker who has a
(legal) copy of a pre-trained network but does not have any details on the model
architecture, parameters and, in general, training set (black-box). As the fine tuning
of parameters, for instance weights, is of great importance in optimised networks
accuracy and is currently one of the main challenges, commercial network details are
kept confidential. Reverse engineering the network details would allow an attacker,
who might be a competitor, to replicate the commercial IP resulting in substantial
consequences including counterfeiting and economic losses. Two main objectives that
will serve for evaluation are the following: (i) accuracy of the extracted information
when compared to the victim network and (ii) task equivalence searching to obtain
similar results than the victim model. These evaluation metrics are further discussed
in Section 6. It has been proven that SCA enables the recovery of the network models
architecture and parameters including activation functions, number of layers, neurons,
output classes and weights. The standard assumption for this type of attacks is that
an attacker has no knowledge on the network but can feed it with chosen inputs and
has access to the outputs. Furthermore, in the scenario of commercial models, data
being used to train the model are, in general, kept confidential as well. Indeed, in
some cases, these data can be extremely sensitive, for instance, for models trained on
medical patients data records.

(ii) Data theft. Through SCA, inference input data (data to be classified) can be recovered
by directly hampering data confidentiality and user’s privacy. In privacy-preserving
applications such as medical image analysis, patients’ data privacy requires the utmost
attention. In general, as the network architecture becomes more and more complex,
deducing the input data by observation of outputs is not considered feasible. In
the literature, SCA-based works assume partial or entire knowledge on the network
architecture and parameters in order to be able to retrieve inference input data [19,20].
A possible use-case is an attacker who does not know nor control the inputs/outputs
but knows the network as it is publicly available or as it has been previously reverse
engineered such as in [21].

4. Physical SCA Attacks on DNNs

Since the last couple of years, research has shown that embedded DNNs are vulnerable
to physical SCA attacks. The first very recent endeavors on classifying existing SCA attacks
on DNNs have only very recently been published. Considering a different perspective
from this paper, these first efforts are complementary and show the extent of this emerging
research field and the necessity to have a broad overview of current attacks. However, to
the best of our knowledge, no previous work has focused on physical power and EM-based
SCA against embedded DNNs.

H. Chabanne et al. [22] present SCA on CNNs aimed at extracting the model archi-
tecture. The attack considered scenario is limited to DNN models on mobile phones as
well as hosted by a cloud provider in the context of ML as a service (MLaaS). Contrary to
this work, we do not consider MLaaS but we focus on the IoT context and on pre-trained
models deployed on low-cost processors or FPGAs that are physically accessible by the
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attacker. Specifically, the authors of this work [22] provide an overview on existing timing
and local access-based attacks (refer to the taxonomy proposed in Section 2.2 and Figure 2)
in which the adversary application is co-located on the same hardware machine as the
victim, thus sharing hardware resources and particularly cache memories. In this scenario,
physical proximity to gain access to physical measurements is not required. In contrast
to this work, we focus on physical access-based SCA (note that they might be performed
remotely as presented further in this section). Therefore, SCA based on local access and
exploitation of logical properties are out of the scope of this work (see Figure 2).

Xu et al. [23] focus on active attacks that are out of the scope of our work. The authors
particularly consider hardware Trojan insertion and fault injection. They gave an overview
on attacks aimed at extracting models as well as corrupting models and outputs. Contrary
to this work, we focus on passive attacks exploiting side-channel information.

Finally, a very recent white paper is available [24] that provides an overview of differ-
ent literature endeavors on the extraction of training data and DNN models. Reviewed
works included some SCA attacks, as well as purely software attacks (e.g., adversarial
example-based attacks also referenced as application programming interfaced-based at-
tacks). Similarly, recent work [25] considers, among others, physical SCA in its review.
Contrary to this paper, the authors did not specially focus on power and EM SCA and did
not consider recent physical SCAs that are remotely performed. However, all these endeav-
ors are complementary to our work. In this paper the aim is to provide an understandable
yet detailed view and classification, focusing on power and EM SCA attacks that are not
limited to the extraction of training data set and models.

4.1. Taxonomy of SCA Attacks against DNN Implementations

In this section, SCA attacks from the literature on DNN implementations within
the considered threat scenarios from Section 3 are studied. In order to provide a global
overview of existing attacks, they are classified according to different features. The features
on the proposed taxonomy for SCA in general, presented in Section 2.2 and summarised
in Figure 2, can be considered. However, this work is limited to a subfamily of SCA
according to the considered scenarios with the relevant features in this scenario highlighted
in grey. Moreover, additional features specific to the DNN domain and the considered
threat scenario assumptions need to be taken into consideration. First, features introduced
in Section 3 include the aim of the attack and the threat scenario. Second, features regarding
the DNN model and physical target have to be taken into account. Indeed, by focusing
on DNN, literature attacks have targeted MLP, CNN and BNN models. Moreover, for
experimentation, real data or synthetic data set can be used. Note that the great majority
of the studied works are limited to simple synthetic data sets (e.g., MNIST, CIFAR-10 and
ImageNet data sets). Finally, literature attacks have targeted micro-controllers and/or
FPGA-based DNN implementations. These features are gathered in Figure 3, providing
the complete taxonomy for SCA on DNN implementations.
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Taxonomy of SCA attacks on DNN implementations

Aim of the attack

Reverse engineering

NN architecture

#/type of layers

# Neurons

# Output classes
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Parameters

# Weights

Training data

Data theft

Input data

Attacked DNN
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CNN

BNN

Data set

Real data

Synthetic data
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Physical target
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FPGA

Physical measurement

Power
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Required access

Physical

Remote

Threat scenario

White-box

Gray-box

Black-box

Figure 3. Taxonomy of SCA attacks on DNN implementations studied in this work.
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In the remainder of this section, we review the literature attacks and highlight in-
formation following the proposed taxonomy features. Attacks are presented depending
on features considered important for an understandable classification: first, according
to the aim of the attack; second, according to the physical target (as the attack vector
exploited might depend on the target specifications); finally, according to the physical
measurement. We discuss the attack’s threat models and limitations. In order to favor re-
producible endeavors that can be perfomred by possible readers of this work, we highlight,
for each attack implementation, the hardware target and network model and reference
the implementation details’ documentation, articles and/or code sources whenever they
are specified. The proposed classification overview is provided in Table 1, where each
studied attack is individually considered. A complementary overview is presented in
Table 2, which is organised per studied feature. Additionally, it provides information on
exploited vectors and metrics used for the evaluation of the attack on both fronts in terms
of efficiency and cost.

4.2. Recovering Network Architecture and Parameters
4.2.1. Micro-Controller Targets

EM side-channels: Batina et al. [20] presented an attack that was able to reverse
engineer the network architecture and recovered key parameters such as the pre-trained
weights and activation functions as well as the number of layers and neurons per layer
through the analysis of EM signatures. The entire model architecture and training data set
are considered private and only tested inputs and outputs that are known by the attacker
(black-box). The authors targeted a pre-trained model of an MLP consisted of three layers
with different number of neurons per layer and a CNN model operating on real numbers
introduced previously [26] that consists of three convolution layers, three pooling layers
and one fully connected layer. The authors use MNIST [27] and CIFAR-10 [28] data sets
(for MLP and CNN models, respectively) and conducted their experiments on two micro-
controllers, which are Atmel ATmega328P and ARM Cortex-M3 32-bit. First, the authors
analysed the EM side-channel signatures of the most commonly used activation functions
(ReLU, sigmoid, tanh and softmax) by randomly varying the input within a certain range
({−2,2}). From the EM traces, the authors measure the timing of the activation function and
show that these functions result on very different computing times for the same inputs,
which are easily distinguishable. This enables the straightforward deduction of the function
that had been used and ReLu was the fastest. Second, the proposed attack targets the
data bus when loading, from memory, the secret pre-trained weights and exploits the
characteristic of data buses in micro-controllers of pre-charging to all ‘0’s before every
instruction. This allows the observation of the new EM leakage signature after each regular
load of the weights and permits modelling based on the weight’s Hamming Weight (HW).
The authors target the multiplication m = input · weight, where the input is known by the
attacker, to deduce the secret weight. Following a CEMA-based method, they correlate
the activity of the predicted m for all hypotheses of the weight to distinguish the correct
weight value among their hypotheses. To limit the problem, the authors assumed that the
weight will be bounded in a certain range chosen by the attacker. The authors recover the
mantissa bit of the weight before recovering separately the sign and exponent bits. These
latter two further narrow the candidate list and enables them to obtain an actual value of
the weight. The weights were recovered with small precision errors (at third place after
decimal point). Finally, by using SEMA on MLP (three layers, six neurons and sigmoid
activation function), the authors were able to easily distinguish multiplication operations
and activation functions to count the number of neurons. This is, however, not possible
for deeper NNs. The authors then proposed a CEMA-based technique to identify layer
boundaries on CNNs.
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Table 1. Categorisation of attacks; NS stands for non specified.

Attack Aim of the Attack Attacked Network Data Set Physical Target Physical Measurement, Technique Requirements/Limitations

Batina et al.’19 [20]

Recover network
architecture and parameters

(activation function,
number of layers and
neurons and weights)

MLP, CNN MNIST Atmel ATmega328P, ARM
Cortex-M3 EM (SEMA, CEMA) Minimal (black-box)

Maji et al.’21 [29] Recover model weights,
biases CNN, BNN MNIST

Atmel ATmega32P, ARM
Cortex-M0+,

custom-designed RISC-V
SPA (timing)

Knowing the network architecture (gray-box)
and disabling all peripherals and methodology
specific to µC

Yoshida et al.’19 [30] Recover model weights MLP NS FPGA (NS) EM (CEMA) Intention paper

Yoshida et al.’20 [31],
Yoshida et al.’21 [32] Recover model weights Systolic array NS Xilinx Spartan3-A Power (CPA, chain-CPA)

Knowing the network architecture (gray-box)
and the accelerator architecture; only systolic
array is implemented

Dubey et al.’20 [33] Recover model weights BNN (adder tree) MNIST Xilinx Kintex-7 Power (DPA) Knowing the network architecture (gray-box)
and hardware implementation details

Yu et al.’20 [34] Recover network
architecture and weights BNN CIFAR-

10 Xilinx ZynqXC7000 SEMA, adversarial training Black-box, restriction of certain parameters to
few values and identical hidden layers

Xiang et al.’20 [35]
Distinguish among different
NN models and parameters

sparsity
CNN ImageNet Raspberry Pi Power, SVM classifier

Knowing the set of possible network
architectures, using known pruning techniques
and using non fine-tuned models once trained
(gray-box)

Wei et al.’18 [19] Recover network inputs BNN MNIST Xilinx Spartan-6 LX75 Power (template attack)
Specific to line buffer, suitable for plain
background images and knowing the network
architecture and parameters (white-box)

Batina et al.’18 [21],
Batina et al.’19 [36] Recover network inputs MLP MNIST ARM Cortex-M3 EM (HPA, DPA) Knowing the network architecture and

parameters (white-box)

Maji et al.’21 [29] Recover network inputs CNN (zero-skiping,
normalised NN), BNN MNIST Atmel ATmega328P Power (SPA)

Knowing the model architecture and
parameters (white-box), disabling all
peripherals and methodology specific to µC

Moini et al.’21 [37],
Moini et al.’21 [38]

Recover network inputs
(remote attack) BNN MNIST Xilinx ZCU104, VCU118 Power (remote)

Knowing the network architecture and
parameters (white-box) and the adjacent
location to victim module is required
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Table 2. Classification of attacks according to each feature.

Aim of the Attack

Reverse engineering Recovering model layout param [20,34], weights [20,29–34], biases [20,29] and
distinguishing among model architectures and parameters sparsity ratios [35]

Data theft Recovering inputs [19,21,29,36–38]

Attacked NN

MLP [20,21,30,36]

CNN
[20,29], Zero-skiping, normalised [29], Systolic array only [31,32], AlexNet,
InceptionV3, ResNet50, ResNet101 [35], BNN [19,29,33,34,37,38], ConvNet,
VGGNet [34]

Dataset

MNIST [19–21,29,33,36–38]

CIFAR-10 [20,29,34]

ImageNet [29,35]

Physical Target

FPGA [30], Spartan3-A [31,32], Spartan-6 LX75 [19], ZynqXC7000 [34], Kintex7 [33],
ZCU104 and VCU118 [37,38]

µC Rasberri Pi [35], ARM Cortex-M0+, custom-designed RISC-V [29],
ATmega328P [20,29] and ARM Cortex-M3 [20,21,36]

Physical Measurement

Power SPA [29], DPA [21,33], CPA/chain-CPA [31,32], template attack [19], power,
SVM [35] and remotely obtained [38] [37]

EM HPA [21,36], SEMA [20,29], SEMA & adversarial [34], DEMA [21,36] and
CEMA [20,30,34]

Exploits

Architecture design Systolic array [31,32], adder tree [33] and line buffer [19,37,38]

Hardware target specificity All-’0’s pre-charge of data bus [20] and timing extraction of individual
operations [20,29]

Correlation between
Parameters sparsity and power consumption [35], latency and number of
parameters/operations [34], power/EM signatures and secret data processed
(summations of products) [19,21,31–34,36] and activation functions [20,34]

Evaluation Metric

Attack accuracy

Recovered pixel-level accuracy [19,21,36–38], mean structural similarity index
between original and recovered image (MSSIM [39]) [37,38], input precision
recognition of the network (original vs recovered) [19,20,34], average accuracy
of recovered NN parameters [20,29,35] and normalised
cross-correlation [37,38]

Attack efficiency Portion of the correct recovered values (weights) [30–32]

Attack complexity Number of measurements required [31–33,37,38], image reconstruction
complexity and memory complexity [19]

Attacker Capabilities

Attacker knowledge
Network architecture [21,29,31–33,36], set of possible network
architectures [35], network parameters [19,21,29,35–38], used pruning
techniques [35] and hardware implementation details [31–33]

Control on inputs [20,29–35]

Disabling all peripherals [29]

Assumptions Made to
Facilitate the Attack

Limited set of possible network models [35], limited set of possible
filter-sizes [34], recovering reduced precision values [20,21,36] and input
images with easily distinguishable background from foreground [19,37,38]

The entire methodology was repeated layer by layer and weight by weight to recover
the entire model architecture. For validation, the authors compare the accuracy of the
original network and the reverse engineered one. Results show comparable accuracy with
an averaged loss of precision of 0.01% and average weight error of 0.0025% for the MLP
model and 0.36% loss of precision for the deeper CNNs. Discussion and limitations: As
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highlighted by the authors, the assumptions on this attack adversary are minimal, which
renders this attack even more serious. On the other hand, attack complexity scaling and
loss of precision of the recovered model remain to be evaluated for larger and deeper
networks. Finally, this attack exploits a bus pre-charge to all ’0’s which is a characteristic
specific to micro-controllers.

Power: Maji et al. [29] follow the previous work of [20], adapting the methodology
to power signatures and evaluating it in DNN models with different precision (floating
point, fixed point and binary). By using SPA and timing techniques, the authors focused
on recovering the micro-parameters (called parameters in Figure 2), specifically the weights
and biases of the model, by assuming that the macro-parameters of the pre-trained model
(i.e., model layout parameters in Figure 2) such as the layout of the DNN, number of
layers and numbers of neurons per layer, and activation function are already known by the
attacker (gray-box scenario). The attacker is also able to query the network with crafted
inputs. Similar to [20], this work uses power signatures (instead of EM) to extract timing
information in order to recover the sequence of execution of the main DNN operations
(multiplication, activation and addition). The authors consider 8-bit integers inputs and,
similar to previous work, they focus on the multiplication of known inputs with secret
weights following the observation that the multiplication operation timing depends on the
mantissa of the operands. A mapping of all possible input activation mantissas and the
timings of the corresponding multiplication operation are built. For their evaluation, the
authors assumed a limited range for possible input mantissas. After the mantissa bit is
recovered, the sign and exponent bits are extracted. Timing analysis is performed in order
to distinguish the used activation function. In order to extract weight values, the authors
use the concept of zero-crossover input [40] of input/weight pair. However, zero-crossover
inputs are obtained only when biases and weights are of opposite signs. Therefore, many
weights and biases cannot be uniquely determined. In these cases the attacker would need
to determine a different variant of zero-crossover inputs under different conditions. The
proposed methodology was adapted for CNNs of different precision. The results relative to
two layer CNNs using MNIST data set showed the recovery of weights and biases with <1%
error for floating point precision and exact recovery for fixed point and binary precision.
Discussion and limitations: One possible limitation of this work is the asuumption that
the timing of individual DNN operations can be extracted. This assumption might be
true in micro-controllers but not in hardware accelerators when operations are executed in
parallel. Moreover, in order to render the power consumption observations easier during
the inference process, the authors were required to disabled peripherals (i.e., interrupt
controllers, serial communication interface, data converters). Finally, this attack assumes
prior knowledge of the DNN architecture. However, other attacks in the literature have
already succeeded in recovering these coarse-grain features and the authors argue that
these could be used prior to this work. On the other hand, this works stands out by the
various setup configurations considered for the evaluation of their extraction method:
different target micro-processor platforms (ATmega328P, ARM Cortex-M0+ and a custom-
designed RISC-V chip [41]); and DNNs with different precision (floating point, fixed point
and binary) using MNIST data set.

An emergent attack area investigates ML-based techniques against DNN embedded
implementations using SCA. Xiang et al. propose [35] an SCA methodology based on a
SVM (Support Vector Machine) machine learning technique in order to identify the DNN
model used for inference and its parameters’ sparsity ratio. This work is based on the
assumptions that, first, embedded DNNs employ, in general, existing and well known
architectures so that the adversary can distinguish the used one among them; and, second,
that as resources are limited in embedded systems, pruning techniques are often used which
cause sparse parameters (zero value parameters). The intuition is then that the parameter
sparsity’s impact on power consumption is observable and can be analysed. Consider
two different DNN models with identical architecture but different parameter sparsity;
they result in very different power consumption. The authors started by (1) proposing
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power computational models for the main components of the DNN including convolution,
pulling and fully connected layers and different activation functions based on the number
of addition and multiplication operations performed by each component. Then, by ignoring
other operations that would usually have a negligible effect in comparison, the authors built
an overall power consumption model. Next, (2) assuming that pre-training and pruning
techniques are usually known to adversaries, the authors propose a characterisation of
several DNNs pruned to different ratios in order to obtain various models with different
parameters sparsity ratios. These models are implemented in a Rasperry Pi target and the
voltage and current traces of the inference operation are collected and gathered into a power-
feature data set. Part of this data set is used to train another part to feed an SVM classifier
that distinguishes the used DNN architecture and the sparsity ratio. The attack framework
is illustrated in Figure 4. For evaluation the authors considered AlexNet, InceptionV3,
ResNet50 and ResNet101 models with 0.6, 0.8 and 1.0 sparsity ratios using ImageNet
data base images reshaped into 224 × 224 pixels. This technique achieved 96.5% average
classification accuracy for distinguishing the DNN model. By extending this technique
using sparsity as a feature, the authors are able to distinguish zero value-weights and
biases without deducing their exact value and achieved 75.8% recognition accuracy when
considering the AlexNet model. Discussion and limitations: This attacks assumes that
the overall architecture of the possible DNN used by the victim is known by the attacker
as well as the pre-training and pruning techniques. It exploits pruning techniques that
result in parameter sparsity. Contrary to other attacks, this work aims at distinguishing
the used DNN model among a set of publicly available and widely used ones without
deducing the exact parameters. As a possible drawback, we can note that, afterwards,
training models can be fine-tuned for optimisation. These modifications in the model could
result in misclassifications of the SVM-based model classifier.

Figure 4. Framework from Xiang et al. [35] (artwork reworked).

4.2.2. FPGA Targets

EM: Yoshida et al. [30] introduced preliminary results of a CEMA-based attack aimed
at recovering MLP model weights. They target a three layer MLP implemented in an
FPGA accelerator (no specific reference is provided). Twenty 8-bit fixed point weights
were considered. In this scenario, weights might be encrypted when stored in an off-chip
memory but would be decrypted before being processed within the DNN accelerator.
Moreover, the adversary can freely query the network with arbitrary inputs. The authors
recovered 19 out of the 20 considered weights by using a CEMA-based technique and
exploited the correlation between EM observations and the HD of an accumulator register.
Discussion and limitations: As the authors highlighted that this attack will be efficient on
DNN models for which parameters have been encrypted, they actually refer to the fact that,
in the chosen scenario, if parameters are encrypted then the adversaries can not deduce
the model weights by analysing the data transfers with the off-chip memory. Within the
accelerator, weights are non-encrypted when processed. While this one page paper was
not able to present detailed information in order to fully understand nor reproduce the
attack methodology (inputs, hardware target, required attacker knowledge on the model
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architecture layout and other parameters, etc.), it showed the first endeavor for SCA attacks
on FPGA-based DNN implementations aimed at recovering model weights.

Yu et al. [34] show an original approach that exploited both EM side-channels and
margin-based adversarial active learning methods [42] in a black-box scenario in order to
recover the model architecture and parameters. In the considered scenario: (1) the BNN
model architecture and parameters, as well as the training data set, are kept confidential;
and (2) the adversary can query the network with arbitrary inputs that might be adversarial,
observe inference results, measure EM signatures during inference operations and observe
the results. In the first part of this work, the authors aimed at recovering the topology of
the network architecture including the number and depths of convolution, pooling and
fully-connected layers through EM side-channel information by applying a SEMA-based
technique. The author’s intuition is that the EM field that is generated is proportional to
the transition rate of each layer, which is related to the computations performed in each
layer. Since the parameters determine the execution time of the computation of each layer,
the temporal behavior of each layer and, therefore, the transition are proportional to its
parameters. The authors modelled the approximation number of parameters for convo-
lution and fully-connected layers according to the performed operations and parameters.
The authors show that, based on their analysis, it is possible to easily distinguish the depth
and type of individual layers in the EM trace. In the second part of this attack, once the
architecture is recovered, the authors use adversarial learning-based methodologies [42]
in order to induce the model to output incorrect classification results. These adversarial
examples (inputs and outputs pairs, i.e., labels or confidence scores) allow the attacker to
gain insightful information on the decision boundaries and are used to build synthetic
data sets to train the substitute model. The authors guess the most probable architecture
by comparing the accuracy of both the substitute model and the victim network when
considering the same data set. Figure 5 shows an overview of the proposed attack. For their
experiments, the authors implement a 12-layer ConvNet and a 23-layer VGGNet as well as
smaller scale LeNet and AlexNet on a Zynq XC7000 System-on-Chip on the Pynq-Z1 board.
A comparison between the accuracy of the victim and of the substitute network achieving
the best accuracy results show an accuracy loss between 26.2% and 1.1% compared to the
original victim network. Discussion and limitations: The authors highlight the difficulties
of recovering architectures and parameters in large scale networks. In order to simplify
their approach and to narrow down the possible parameters’ values, the authors made
some assumptions including the limitation of the possible convolution and pooling filter
dimensions to a few values and identical hidden layers.

Figure 5. Overview of the attack proposed by Yu et al. [34] (artwork reworked).

Power: Yoshida et al. [31,32] (extended version) targeted a DNN accelerator composed
of a systolic array circuit implemented on an FPGA. A systolic array SA is a hardware
architecture for parallel processing composed of a set of regular interconnected Processing
Elements (PE) that work in a pipelined fashion and where different operations can be
mapped. A typical application of SAs is to accelerate matrix operations. As NN algo-
rithms regularly require matrix multiplications, SAs have proven to be very efficient (high
performance and low power) for FPGA-based implementations and have been widely
adopted both in academia and the industry, including the Google TPU [3,43]. The authors
considered, for their experiments, a TPU architecture [43] as well as a wavefront array
architecture [44]. Both consist of 3 × 3 PEs and each performed a multiply-accumulate
operation with 8-bit integers as network inputs. For this attack, a gray-box scenario is



Appl. Sci. 2021, 11, 6790 16 of 25

considered where the adversary is assumed to be able to query the network with arbitrary
inputs and assumed to know the accelerator and the DNN model architecture (number
of layers, nodes and activation function). Only the training data set and model weights
are considered secret. The aim of the attack is to recover the pre-trained model’s weights.
Using a CPA-based technique, the authors propose an attack methodology called chain-CPA,
which consists of several sequential CPAs aimed at reducing noise and induces inaccuracies
in the observations. By using the HD leakage model, the authors apply the chain-CPA to
the register storing the multiply-accumulate operation result for each PE in the array and
observed the correlation between power consumption signatures and the intermediate op-
erations’ results. Their experiments were performed on the ZUIHO platform and targeted a
Xilinx Spartan3-A FPGA. The results show that, in general, chain-CPA performs better than
classical CPA when evaluating the correctness of the recovered weights. Discussion and
limitations: This attack technique specifically targets the SA, which is an implementation
choice. For evaluation, only the SA (wavefront and TPU) has been implemented and
100,000 power traces were required in order to recover nine integer weights. The scalability
of the approach for larger and different SAs requires investigation. Finally, the evaluation
method consists of validating the correctness of the recovered weight values, which will
not be possible in practise.

Dubey et al. [33] assume that the details of the DNN algorithm and hardware imple-
mentation (data flow, parallelisation and pipelining) are publicly available and are therefore
considered known by an attacker. This is a reasonable assumption in many cases. Moreover,
the attacker can query the networks with arbitrary inputs. The secrecy of the system is then
based on the pre-trained model weights. In order to recover the weights, the authors used
a DPA-based technique focusing on the switching activity of registers as their impact in
power consumption is significantly greater than combinational logic on FPGA. The authors
use a 10-stage fully-piplined adder tree for which its registers store the intermediate sum-
mation of the product of the known input pixels and the secret weights. As the number of
possible weights stored in the registers increases exponentially at each stage of the adder
tree, the authors focus on attacking the registers of the first and second stages. The authors
propose a model based on the HD of previous and current cycles summations in each
register of the second stage of the adder. They developed a cycle-accurate simulator of the
adder pipeline in order to simplify their attack, which functions as follows: (i) computes
per cycle the value in each register for all possible couples of weight and a certain known
input; (ii) computes the HD of each register for each cycle; and (iii) computes the total
power dissipation for each cycle by adding the HDs of all the registers. Finally, by using
Pearson’s correlation between the weight guess and power measurements, the authors
show that the correct weight value can be deduced. The authors note that this method can
also be applied in order to deduce the bias as well by attacking the 10th stage of the adder
tree since it is added to the final summation or by attacking the activation output. This
attack methodology is evaluated through the implementation of a BNN with three fully
connected layers of 1024 neurons each used for MNIST digit recognition (28-by-28 pixel
images) on a SAKURA-X board with a Xilinx Kintex-7 FPGA. The results show that 45K
measurements were necessary to obtain the correlation between the correct weight value
guess and power measurements with 99.99% confidence. Discussion and limitations: In
addition to the attack strategy, the main contribution of this paper is also the proposal
of a masking-based mitigation against power-based SCA (discussed in Section 5). The
implementation of this attack is also used for evaluation purposes. This attack requires
the attacker to use a publicly available network architecture and to know the hardware
implementation details, which are not often public information.

4.3. Recovering Input Data
4.3.1. Micro-Controller Targets

EM: Batina et al. [21,36] target a three layer-MLP pre-trained model by using floating-
point numbers for inputs by normalising the MNIST database between 0 and 1 and con-
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ducted their experiments on an ARM Cortex-M3 32-bit micro-controller. The authors
assume the network architecture is known by the attacker, including weights, activation
function and number of layers and neurons. They target the multiplication operation in
the first hidden layer where several known weights w_i are multiplied by each unknown
single input x. The authors note that as the multiplication can be processed by an ALU
or by dedicated floating-point units, a solution in order to generalise their approach is
to target the multiplication result update in the registers or memory. However, as x will
change between two measurements, it is not possible to leverage the information learned
from one measurement with subsequent measurements. Therefore, the authors propose to
use a single EM trace-based technique, called Horizontal Power analysis (HPA) [45], but using
EM. The weights in the first layer are multiplied one by one with the same input x and the
single trace is split into i sub-traces for i weights in order to isolate them and to treat them
separately. Then, the value of the input is statistically deduced through a DPA standard
technique on the sub-traces applying Pearson’s correlation. Discussion and limitations:
In order to be reliable, this attack technique requires a large number of multiplications to
recover inputs. Therefore, it cannot be applied on small networks consisting of less than
40 neurons in the first hidden layer according to their experiments [21]. Accordingly, the
authors repeated the experiments for a network architecture that encompassed 500 neurons
in the first layer [36]. When evaluating the accuracy of this attack, the authors consider it a
success when the recovered input value matches two decimal places.

4.3.2. FPGA Targets

Power: The first attack on FPGA-based CNNs has most certainly been published in
2018 by Wei at al [19]. The aim of this attack was to recover private inference input data
endangering data confidentiality. Based on the observation that in image related tasks,
existing CNN architectures are often adopted and it is assumed that the adversary knows
the structure of the neural network (i.e., the architecture layout, number of layers and
configuration of each layer, filter dimension, number of input and output feature maps in
the first convolution layer) and the input image size. Wei et al. considered two different
scenarios. First, a passive attack in which the adversary can only observe power traces
during the inference of the victim input and, second, an active attack where the adversary
has the extra ability to correlate the power consumption to the input pixels by querying the
inference operations with their arbitrary inputs (both scenarios’ procedures are illustrated
in Figure 6).

Figure 6. Overview of the attack proposed by Wei et al. [19] (artwork reworked).

This attack targets a line buffer, which is a specific hardware component that stores
image rows to execute the convolution operation in the first layer. The first convolution
layer is targeted as it directly processes the raw input data and the collected power is
closely related to it. Line buffers consist of a computing engine and buffer lines. The buffer
lines temporarily store pixels in recent lines while the computing engine computes the
convolution of pixels and some filter values. By focusing on the power consumed by the
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convolution unit (which is the most consuming element), the author’s insight is that if
the data inside remain unchanged between cycles, the induced internal transitions will be
limited and therefore power consumption would be small. (1) Background detection: The
main idea of passive-based attack is then to observe the power consumption in each cycle
and to determine whether pixels share similar values. If the data in the convolution engine
remains the same (or similar) across cycles, the switching activity in the circuit will be low
and will entail lower power consumption. With the intuition that pixels with similar values
most probably belong to the background of the image (black pixels in considered MNIST
data-set), the authors define a power consumption threshold in order to determine, for each
cycle, if it processes background pixels. Pixel by pixel, the background is distinguished
from the foreground, which permits the reconstruction of the silhouette of the foreground
of the input image. (2) Recovering image details: Instead of being limited to the detection of
background pixels, an active attacker tries to recover the actual value of each pixel. The
intuition is that, in the convolution layer, the same inputs are processed with different
kernels. For a certain pixel region, the value of the pixels can be inferred from the power
consumption of different kernels. In a profiling stage, prior to the actual attack, the attacker
will feed the inference operation with arbitrary inputs in order to build a power template
storing the mapping between pixel values and power consumption at each cycle when
convolved with different kernels. The template will then be used to predict the value of
each pixel during the actual attack stage by using an image reconstruction algorithm based on
a greedy heuristic. Using this template-based technique, the authors were able to retrieve
the input images pixel by pixel. For experimentation, the authors implemented an existing
four-layer BNN accelerator [41] in a Xilinx Spartan-6 LX75 FPGA chip on the SAKURA-G
board. The authors considered the MNIST database and introduced two metrics for the
evaluation of their methodology: pixel-level accuracy and recognition accuracy. The first
one evaluates if the value of each pixel of the reconstructed image is correct. In the passive
attack, background pixels (black pixels) are regarded with value 0, while, in the active
attack, this metric wants to compare the difference between the value of the retrieved pixel
compared to the correct value in the original input image. The second metric evaluates the
cognitive quality of the reconstructed image by using them to feed a high accuracy MNIST
classification model and by comparing the prediction result with its correct label. The
authors evaluated two different kernel sizes in the first layer, 3 × 3 and 5 × 5. The passive
attack highlighted the important effect of the kernel size and the selected threshold on the
accuracy achieved by their method. This attack achieved better results for the smaller sized
kernel (3 × 3): pixel-level accuracy of 86.2% compared to 75.6% for 5 × 5 kernel size and
average recognition accuracy of 81.6% compared to 64.5% for 5 × 5 kernel size. The reason
is that the proposed algorithm is based on a threshold and assumes that all the pixels within
the convolution unit are identical. The presence of foreground pixels in the convolution
unit results in a misclassification of background pixels that remain to be treated. These
effects increase with the size of the kernel and are more or less significant according to
the digit that is being processed. The active attack achieved better results than the passive
attack for both kernel sizes and showed better recognition accuracy for the smaller kernel
size: 89% for 3 × 3 and 79% for 5 × 5 kernel size. Discussion and limitations: the MNIST
data set is particularly suitable for this methodology as it facilitates the distinction between
background and foreground pixels in plain black background MNIST images in order to
reconstruct the input images. This is certainly one of the limitations of this work. The
efficiency of the power model is then to be considered with messy background images,
other than black and white, as we can expect in real world data sets. Furthermore, this
attack exploits the line buffer in a convolution layer of the BNN implementation which is a
specific design choice. However, the authors highlight that line buffers are often adopted
for optimised hardware implementations in image processing applications. Finally, the
authors estimated the complexity of their passive attack as proportional to the number of
cycles to compute the convolution, which depends on the image size. For the active attack,
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the complexity is estimated according to the time and memory complexity for building the
power template and the complexity of the proposed image reconstruction algorithm.

Remote power: Recent work has emerged using power estimations remotely obtained.
Different from previously reviewed attacks, Moini et al. [37,38] (extended version) consid-
ered multi-tenant FPGA setups. In this scenario, several independent users remotely use
an FPGA and, therefore, share its physical resources. A victim user runs a BNN inference
module on the same FPGA where the adversary is running their modules, allowing the
deduction of information on the co-located victim module. In these papers, the authors
perform an attack similar to the passive attack from Wei et al. [19] and follow its method-
ology and assumptions on the attacker knowledge of the BNN model (knowledge on the
model architecture and parameters, but the input and output are unknown and cannot
be controlled by the attacker). The main difference is in the fact that the authors use the
observation on voltage fluctuation estimates that are remotely obtained through custom
built voltage on-chip sensors based on precise time-to-digital converter (TDC) circuits.
The usage of circuit delay in these sensors in obtaining estimates of the changes in the
supply voltage in order to perform SCA has been previously studied in a more traditional
cryptographic context [46]. Following this approach, the authors target the line buffer-
based implementation of the convolution, which is similar to Wei et al. [19], and focus
on the first layer as its input is the raw data. The authors observed that the operation on
foreground pixels results in significant switching activity, specifically in the adder tree of
the convolution unit compared to the operation on background pixels (using MNIST data
set). This activity results in power consumption and voltage drops inducing an increase in
propagation delay of the TDC circuit that is adjacent to the BNN accelerator in the FPGA
and that can be observed. TDC output voltage estimates are observed for each clock cycle
of the first convolution layer. The averaged estimations are represented using their HWs
and, after applying filters to remove noise, a threshold is used to differentiate foreground
from background pixels to finally reconstruct the shape of the input image. For their exper-
iments, the authors considered a BNN pre-trained with MNIST data set and focused on the
first convolution layer with a 28 × 28 gray scale image as the input and 64 kernels of size 3
× 3. An overview of the attack is illustrated in Figure 7. Discussion and limitations: The
advantage of these attacks is that they can be performed without any physical proximity
to the target device. However, using TDC-based sensor estimations requires them to be
adjacent to the BNN accelerator (located in the next row of logical blocks). Moreover, this
attack requires an important number of traces captured using the same image and kernel
for the convolutions, which might not be a very realistic scenario. Therefore, it is required
that the victim user requests the evaluation of the same image N multiple times by the
inference engine so that the adversary is able to collect enough traces (N similar traces of
the convolution of the same input and kernels). These traces are then averaged and filters
are used in order to reduce noise. For evaluation purposes, the authors performed the
attack multiple times (from 100 to 6000 runs), with and without denoising, using the exact
same input and kernel. For their experiments, the authors considered different local FPGA
boards for accelerator implementation (Xilinx ZCU104 and VCU118) and different locations
for the victim and attacker modules. A similar experiment was run for Amazon AWS F1
FPGA instances that contain an Ultrascale+ device; in this case, the results are provided for
6000 runs. Their experiments shown that having the TDC sensors adjacent to the victim
module is required to perform this attack. Significant switching of other design components
located in the proximity of the convolution unit might jeopardize the attack. The authors
evaluated their approach through normalised cross-correlation between the reconstructed
images and the original ones and their methodology achieved a maximum normalised
cross-correlation of 0.745 and 0.678 with the adjacent placement of TDC on the FPGA for
ZCU104 and VCU118, respectively. The mean structural similarity index (MSSIM [39]) was
also calculated. This index determines the similarity between two fixed-size windows of
two images instead of evaluating the pixels individually. The MSSIM index is within the
range of {−1,1}, where values close to 1 indicate a complete match while −1 indicates a
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complete mismatch. Within an 11-pixel sliding window, the authors’ results displayed a
MSSIM index around 0.8, which is compatible with the cross-correlation results.

Figure 7. Overview of the attack proposed by Moini et al. [19] (artwork reworked).

5. Current Countermeasures

While the research field of SCA attacks against hardware implementations continues
to gain interest, very few mitigation techniques have been proposed so far.

MaskedNet, by Dubey et al. [33], represents the first implementation of a BNN on
FPGA including power-based SCA defense mechanisms. Following the principle of
masking-based techniques widely used in the cryptographic domain, the authors pro-
pose a solution adapted to the case of DNNs in order to reduce the induced costs. The
authors start by implementing a baseline BNN FPGA-based design and a power-based
attack using DPA. With this attack discussed in Section 4.2.2, the authors show that an at-
tacker can target the adder tree in order to extract the secret weights. Therefore, Dubey et al.
designed a masking technique aimed at breaking the correlation between the summations
computed at each state of the adder tree and the secret weights, as exploited to perform
their attack. The aim of masking is to make every intermediate computation independent
of the secret data. The general idea is to split computations dependent on secret data into
two (or more) randomized parts. These parts are processed independently and reconstituted
at the end in order to generate the expected result. As it is a defense mechanism at the
level of the algorithm, it is therefore not specific to the implementation technology (FPGA
or ASIC). The authors mainly proposed to mask two key components: the adder tree and
the activation function. For this, each input pixel pxi is split into two parts: p1 = ri and
p2 = pxi − ri; r being an 8-bit random number. p1 and p2 are independent of the input pixel
value. Subsequently, the adder tree individually processes each part summation in such
a manner that their combination will generate the original sum. In the same manner, the
authors propose to mask the activation function of the BNN, which generates +1/−1 when
the weighted summation is positive/negative. In the case of masking, the activation func-
tion will receive the summations corresponding to the two generated parts. The masked
function then requires the determination of the sign of the summation of the two parts but
without performing their actual summation. As the sign only depends on the MSB of the
final summation, the authors designed a circuit that sequentially calculates and propagates
the masked carry bits as in a ripple-carry generator. The authors highlighted that there is a
correlation between the sign bit and the input. Therefore, a hiding technique was used for
the sign bit computation in order to generate constant power consumption and to avoid
information leakages. For the experimental evaluation of the proposed defense, the authors
perform first-order DPA-based SCA aimed at extracting the secret weight values on their
baseline BNN FPGA-based design and the same BNN including the masked components.
Results show that while only 200 traces were required for the attack to succeed on the
unprotected network, the attack is still not successful after 100K traces in the protected de-
sign. As for the overhead induced by their defense, the authors evaluated an area increase
in the number of FPGA LUTs (Look Up Tables), flip flops and BRAMs (embedded Block
RAM memories) in their design of 2.7× , 1.7× and 1.3×, respectively, and an increase in
inference latency of 2×. Finally, this defense is demonstrated to be effective for first-order
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SCA (DPA in their evaluation methodology). However, the authors note that splitting the
secret data dependent inputs into more parts would enable the extension of the solution to
be effective against higher-order SCA.

In addition to this first countermeasure that was completely implemented and eval-
uated, some literature contributions studying attacks have provided some insights of
possible mitigation techniques. In order to mitigate power analysis, Batina et al. [20]
proposed to use a shuffle-based technique in order to modify the sequence of each neuron
multiplication within a layer across different inference operations. They also highlight that
while constant-time computation for instance of activation functions should be efficient
against timing attacks, it might introduce significant performance overhead.

Similarly, Maji et al. [29] proposed constant-time implementation of ReLu activation
functions as well as the fixed-point representation of any generic floating point weight
in order to avoid the timing leakage of ReLu functions and floating point multiply and
accumulate operations. However, the proposed defense was evaluated on ATmega328P
micro-controller; the results shown a significant performance overhead (the time required
to perform multiplication operation increased by 2×).

Moini et al. [37,38] provided some ideas on how to mitigate input recovery attacks.
Specifically, they propose to shuffle the pixel order of the convolution unit processing for
each image input in order to increase the difficulty when trying to reconstruct the secret
image. The overhead and efficiency of this technique remains to be evaluated.

6. Discussion and Future Research Leads

In this section challenges of reviewed attacks are discussed. Then, some research
directions for future work are provided. Finally, further SCA techniques out of the scope of
this survey are introduced.

6.1. Challenges of Studied Attacks

Physical SCA attacks exploiting power and EM traces constitute an emergent research
field that is rapidly gaining interest. These attacks have shown that they are a real and
dangerous threat and that mitigation techniques are undoubtedly required. However,
several limitations of the studied attacks can be identified.

Reproducibility: Very few works reference (dedicated articles and/or source code)
the DNN model and the implementation details for their evaluation. Experimental results,
however, might significantly vary depending on implementation details.

Scalability/genericity: As this is still an emergent research field, the majority of attack
works aim at providing a proof of concept for the feasibility of SCA attacks as well as
their potential effect. However, the scalability and genericity, for instance from a different
physical target or a more complex and realistic data set, are not often considered. Moreover,
some attacks are specific to a certain physical target or to a certain design choice.

Metrics for evaluation: Several metrics have been proposed for evaluating the effi-
ciency of attacks including the accuracy of the recovered information, the portion of the
recovered information and the similarity of results for victim and recovered networks (see
Table 2). We can note that some metrics serve for evaluation purposes when showing a
proof-of-concept but cannot be used in an actual attack. This is, for example, the case of the
comparison on the accuracy of the recovered information and, for instance, of recovered
weight values. Comparing them to the victim DNN, the actual values are not possible as
this information will not be accessible to the attacker. Moreover, when looking at compar-
ing attacks or at studying their feasibility on more realistic scenarios, it is necessary to be
able to evaluate their cost and complexity. The number of traces required for performing
an attack are usually provided. However, very few works consider the overhead in terms
of memory storage or recovery techniques computation effort. Similarly, as mitigation
techniques emerge, common metrics for evaluating the resilience of defenses and their cost
will be of great matter.
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6.2. Future Research Leads

The first few defenses that have been implemented have shown a very significant
overhead in terms of latency and area (approximately 2×). This overhead represents an
important challenge, especially for low-power devices in the IoT context. This motivates
pursuing efforts on the design of further mitigation techniques and on their optimiza-
tion. With their emergence, attacks targeting protected DNN implementations are also
expected to be studied in the near future. After machine learning used for enhancing
SCA and machine learning implementations being the target of SCA attacks, machine
learning-enhanced SCA against machine learning implementations represent a promis-
ing future research direction. For example, an interesting work [35] already mixes both
machine learning attacks (adversarial in this case) and SCA attacks against DNN imple-
mentations. This work has been discussed in Section 4. Finally, current literature works
target CNNs/DNNs as they have been widely studied and deployed in low-cost processors
and FPGAs. However, other networks such as Recurrent or Spiking Neural Networks
(RNN and SNN) are rapidly gaining interest. Studying their secure implementation is also
an interesting research direction.

6.3. Out of the Scope Attacks

Finally, other side-channels and SCA techniques, which out of the scope of this review,
have been successfully applied against DNNs. Several endeavors have exploited timing
SCA attacks against DNNs running on different implementation platforms, software and
hardware. Timing measurements are usually accessible through the analysis of cache
access patterns [47], which is a hardware resource shared between the attacker and victim
application. However, the observation of other physical measurements including power or
EM traces can also provide information on computation time [20]. These attacks have been
widely studied against ×86 processor-based DNN implementations. Gongye et al. [48],
for example, have successfully recovered the network parameters of an MLP model from
a software implementation on a ×86 processor, assuming that the attacker knows the
model layout (number of layers and neurons in each layer). Cache-based SCA techniques,
such as the well known Flush+Reload [49], have also been used against DNN software
implementations in order to recover model architectures [47,50]. A close work [51] has
recovered the network parameters on a CNN model implemented in a ×86 processor
through persistent cache monitoring. Contrary to the vast majority of existing literature
attacks, the target model is trained with real medical data. The observation and analysis of
off-chip memory access patterns have also been exploited for deducing DNN architecture
layouts and parameters [52]. Other works [53] have performed timing attacks using a
timing model specifically adapted to micro-controllers in order to recover the network
input data (data to be classified). Logical SCA attacks against DNNs as well as other
attacks including trojan and fault injection and algorithmic-based attacks are also being
studied [22].

7. Summary

In this paper a survey of physical SCA attacks against embedded DNN implemen-
tations has been presented. The focus has been placed on Power-based and EM-based
attacks. This work has shown that while there is an emergent and important research
field on attacks, it is not easy to compare existing works as they follow different threat
models, assumptions, targets and evaluation metrics. Moreover, several challenges have
been identified, such as attack reproducibility, scalability and genericity. A taxonomy
of attacks has been proposed and works have been classified according to their diverse
features in order to provide a thorough overview of the existing techniques as well as their
limitations. We have also presented the very few existing mitigation techniques that have
been proposed in the literature so far. We have discussed their challenges and we hope to
encourage to pursue further endeavors in this direction. We highlighted the necessity of
following common attack scenarios and evaluation metrics for both attacks and defenses
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in order to easily compare different approaches. Finally, we provided insights on future
research leads.
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