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An improved analysis of the Mömke-Svensson algorithm for graph-TSP on subquartic graphs *

Mömke and Svensson presented a beautiful new approach for the traveling salesman problem on a graph metric (graph-TSP), which yields a 4/3-approximation guarantee on subcubic graphs as well as a substantial improvement over the 3/2-approximation guarantee of Christofides' algorithm on general graphs. The crux of their approach is to compute an upper bound on the minimum cost of a circulation in a particular network, C(G, T ), where G is the input graph and T is a carefully chosen spanning tree. The cost of this circulation is directly related to the number of edges in a tour output by their algorithm. Mucha subsequently improved the analysis of the circulation cost, proving that Mömke and Svensson's algorithm for graph-TSP has an approximation ratio of at most 13/9 on general graphs. This analysis of the circulation is local, and vertices with degree four or five can contribute the most to its cost. Thus, hypothetically, there could exist a subquartic graph (a graph with degree at most four at each vertex) for which Mucha's analysis of the Mömke-Svensson algorithm is tight. We show that this is not the case and that Mömke and Svensson's algorithm for graph-TSP has an approximation guarantee of at most 25/18 on subquartic graphs. To prove this, we present different methods to upper bound the minimum cost of a circulation on the network C(G, T ). Our approximation guarantee holds for all graphs that have an optimal solution for a standard linear programming relaxation of graph-TSP with subquartic support.

Introduction

The metric traveling salesman problem (TSP) is one of the most well-known problems in the field of combinatorial optimization and approximation algorithms. Given a complete graph, G = (V, E), with nonnegative edge weights that satisfy the triangle inequality, the goal is to compute a minimum cost tour of G that visits each vertex exactly once. Christofides' algorithm yields a tour with cost no more than 3/2 times that of an optimal tour [START_REF] Christofides | Worst-case analysis of a new heuristic for the travelling salesman problem[END_REF]. It remains a major open problem to improve upon this approximation factor. tree is connected, the resulting subgraph is clearly connected, and since the J-join corrects the parity of the spanning tree, the resulting subgraph is Eulerian. In contrast, the approach of Mömke and Svensson is based on removing an odd-join of the graph, which yields a possibly disconnected Eulerian subgraph. Thus, to maintain connectivity, one must double, rather than remove, some of the edges in the odd-join. The key step in proving the approximation guarantee of the algorithm is to show that many edges will actually be removed and relatively few edges will be doubled, resulting in a connected, Eulerian subgraph with few edges. First, Mömke and Svensson design a circulation network, C(G, T ), which is constructed based on the input graph G, an optimal solution for a linear programming relaxation for graph-TSP, and a carefully chosen spanning tree T (see Appendix A.1 in [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF]). Using techniques of Naddef and Pulleyblank [START_REF] Naddef | Matchings in regular graphs[END_REF], Mömke and Svensson show how to sample an odd-join of size |E ′ |/3, where E ′ is the edge set of a 2-vertex-connected subgraph of G, chosen via the circulation network C(G, T ). After removing this odd-join from G, the number of doubled edges that are added back to guarantee connectivity (while maintaining the Eulerian property) is directly related to the minimum cost of a circulation of C(G, T ). Lemma 4.2 from [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] relates this cost to the size of a solution output by their algorithm.

Lemma 1. [MS16]

Given a 2-vertex-connected graph G and a depth-first-search (DFS) tree T of G, let z * be a circulation for C(G, T ) with cost c(z * ). Then there is a spanning Eulerian multigraph in G with at most 4 3 n + 2 3 c(z * ) edges.

We discuss the circulation network C(G, T ) further in Section 2. For the moment, we emphasize that if one can prove a better upper bound on the value of c(z * ), then this directly implies an improved upper bound on the number of edges in a tour output by Mömke and Svensson's algorithm.

Our contribution

We consider the graph-TSP problem for subquartic graphs (i.e., graphs in which each vertex has degree at most four). The best-known approximation guarantee for these graphs is inherited from the general case, even when the graph is 4-regular, and is therefore 7/5 due to Sebő and Vygen. For subquartic graphs, we give an improved upper bound on the minimum cost of a circulation for C(G, T ). Using Lemma 1, this leads to an improved approximation guarantee of 25/18 for graph-TSP on these graphs. Before we give an overview of our approach, we first explain our motivation for studying graph-TSP on this restricted class of graphs.

As mentioned in Section 1.1, graph-TSP is now known to be approximable to within 4/3 for subcubic graphs. So, on the one hand, trying to prove the same guarantee for subquartic graphs is arguably a natural next step. Additionally, it is a well-motivated problem to study the graph-TSP on sparse graphs, because the support of an optimal extreme point solution for the standard linear programming relaxation (reviewed in Section 2.1) has at most 2n -1 nonzero edges (see Theorem 4.9 in [START_REF] Cornuéjols | The traveling salesman problem on a graph and some related integer polyhedra[END_REF]). Thus, any graph that corresponds to the support of such an optimal solution for the standard linear program has average degree less than four.

However, our actual motivation for studying graphs with degree at most four has more to do with understanding the Mömke-Svensson algorithm than with an abstract interest in subquartic For example, a perfect matching in a cubic graph is an odd-join.

graphs. The basic approach to computing an upper bound on the minimum value of C(G, T ) used in both [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] and [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF] is to specify flow values on the edges of a particular circulation network that are functions of an optimal solution for the linear programming relaxation for graph-TSP on the graph G. The cost of the circulation obtained using these values can be analyzed in a local, vertex by vertex manner. Mucha showed that vertices with degree four or five potentially increase the cost of the circulation the most [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF]. In fact, one could hypothetically construct a tight example for Mucha's analysis of the Mömke-Svensson algorithm on a graph where each vertex has degree at most four (or where each vertex has degree at most five). It therefore seems worthwhile to determine if the cost of the circulation can be improved on subquartic graphs. Our results actually hold for a slightly more general class of graphs than subquartic graphs: they hold for any graph that has an optimal solution for the standard linear programming relaxation of graph-TSP with subquartic support.

Organization

In Section 2.1, we discuss the standard linear programming relaxation for graph-TSP, and in Section 2.2, we discuss the circulation network C(G, T ) and how it can be used to find a short tour. In Section 3, we show that if, for a subquartic graph, the optimal solution for the linear program has value equal to the number of vertices in G, then the network C(G, T ) has a circulation with cost zero, implying that the Mömke-Svensson algorithm has an approximation ratio of 4/3. This observation provides us with some intuition as to how one might attempt to design a better circulation for general subquartic graphs.

In Section 4, we describe three different methods to obtain feasible circulations. In Section 4.1, we detail the method used by Mömke and Svensson and Mucha, which becomes somewhat simpler in the special case of subquartic graphs. This method directly uses values from the optimal solution for the linear program to obtain a feasible solution for the circulation network. In Section 4.2, we present a new method that "rounds" the values from the optimal solution for the linear program. The latter circulation alone leads to an improved analysis over 13/9 for subquartic graphs, but it does not improve on the best-known guarantee of 7/5. However, as we show in Section 4.3, if we take the best of these two circulations, we can show that at least one of the circulations will lead to an approximation guarantee of at most 46/33. Next, in Section 5 we consider a third method based on extreme point structure to upper bound the optimal cost of a circulation. Combining all three analyses, we obtain an approximation guarantee of 25/18.

We remark that our notation differs from that in [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] and [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF], even though we are using exactly the same circulation network and we use their approach for obtaining the feasible circulation described in Section 4.1. This different notation allows us to more easily analyze the tradeoff between the different circulations.

Preliminaries: Notation and definitions

For S ⊂ V , let δ(S) ⊂ E denote the set of edges with exactly one endpoint in S. For S 1 , S 2 ⊂ V such that S 1 and S 2 are disjoint, let (S 1 , S 2 ) denote the edges with exactly one endpoint in S 1 and the other endpoint in S 2 . Throughout this paper, we make use of the following well-studied linear programming relaxation for graph-TSP.

Linear program for graph-TSP

For a graph G = (V, E), the following linear program is a relaxation of graph-TSP. We refer the reader to Section 2 of [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] for a discussion of its derivation and history.

min e∈E y e y(δ(S)) ≥ 2 for ∅ = S ⊂ V, (LP (G)) y ≥ 0.
We denote the feasible region of this linear program by LP (G), and we denote the value of an optimal solution by OP T LP (G). If x ∈ LP (G) and the sum of coordinates of x equals OP T LP (G), then we say that x is an optimal solution for (LP (G)). Let n denote the number of vertices in V . We want to exploit certain properties of an extreme point of (LP (G)) such as the fact that it has sparse support. An extreme point x * ∈ LP (G) has at most 2n -1 edges (see Theorem 4.9 in [START_REF] Cornuéjols | The traveling salesman problem on a graph and some related integer polyhedra[END_REF]). In fact, we can obtain a more accurate bound in terms of the number of heavy vertices.

Definition 1. A vertex v ∈ V is called heavy with respect to y ∈ LP (G) if y(δ(v)) > 2. Let H(y)
denote the set of heavy vertices in V with respect to y.

It is known that the number of nonzero edges in the support of an extreme point x * ∈ LP (G) is at most the number of tight constraints in a maximal laminar family, which can have size at most 2n -|H(x * )| -1, since out of the tight constraints in a maximal laminar family, at most n -1 of them can be attributed to tight sets containing of two or more vertices [START_REF] Cornuéjols | The traveling salesman problem on a graph and some related integer polyhedra[END_REF].

For the sake of simplicity, we also want to use an optimal solution x ∈ LP (G) such that x ≤ 1. The following lemma shows that we can find such an optimal solution (but it might not be an extreme point).

Lemma 2. Let G = (V, E) be a 2-edge-connected graph. Then there exists x ∈ LP (G), x ≤ 1 such that e∈E x e = OP T LP (G).

Proof. Let x ∈ LP (G) be an extreme point such that e∈E x e = OP T LP (G). Suppose that there is some x e > 1 for e ∈ E. First, we observe that edge e must belong to some tight cut (i.e., there exists S ⊂ V such that e ∈ δ(S) and x(δ(S)) = 2). Since G is 2-edge-connected, each cut crossing edge e must include at least one other edge. If x e did not belong to any tight cut, then we could decrease the value of x e and obtain a smaller solution, which is a contradiction to the optimality of x.

Next, we show that edge e can be in at most one tight cut. Towards a contradiction, suppose that e belongs to at least two tight cuts. Consider the cuts (S ∪ A, V \ (S ∪ A)) and (S ∪ B, V \ (S ∪ B)), where S, A and B are disjoint and x(δ(S ∪ A)) = x(δ(S ∪ B)) = 2. Suppose that e = ij and i ∈ S and j ∈ V \ (S ∪ A ∪ B). Then edge e crosses both these cuts (i.e., e ∈ δ(S ∪ A) and e ∈ δ(S ∪ B)).

δ(S ∪ A) = (S, V \ (S ∪ A ∪ B)) + (S, B) + (A, B) + (A, V \ (S ∪ A ∪ B)), δ(S ∪ B) = (S, V \ (S ∪ A ∪ B)) + (S, A) + (A, B) + (B, V \ (S ∪ A ∪ B)).
Then we have

x(δ(S ∪ A)) + x(δ(S ∪ B)) = 2 • x(S, V \ (S ∪ A ∪ B)) + 2 • x(A, B) + x(B, S) + x(A, S) (1) + x(A, V \ (S ∪ A ∪ B)) + x(B, V \ (S ∪ A ∪ B)).
Since both of these cuts are tight and since x e > 1 and e ∈ (S, V \ (S ∪ A ∪ B)), it follows that

x(δ(S ∪ A)) + x(δ(S ∪ B)) -2 • x(S, V \ (S ∪ A ∪ B)) < 2.
By (1), this implies that

2 • x(A, B) + x(B, S) + x(A, S) + x(A, V \ (S ∪ A ∪ B)) + x(B, V \ (S ∪ A ∪ B)) < 2.
(2)

However, we know that

x(A ∪ B, V \ (A ∪ B)) ≥ 2. x(A ∪ B, V \ (A ∪ B)) = x(A, S) + x(A, V \ (S ∪ A ∪ B)) (3) 
+ x(B, S) + x(B, V \ (S ∪ A ∪ B)).
Since the quantity in (3) is at most the quantity on the left-hand side of (2), it must be strictly less than 2, which is a contradiction. We can conclude that the edge e occurs in at most one tight cut. Therefore, the only case to consider is when e belongs to exactly one tight cut. Since there is at least one other edge (call it f ) besides e crossing this cut (since G is 2-edge-connected) and x f must have value strictly less than 1, we can increase x f and decrease x e . Since the cut is still tight, the solution is still feasible and has the same value as the original solution. Observe that if x e = 1 + η, we can simply decrease x e to 1 and increase x f by η. Indeed, if this increase of x e and decrease of x f results in another cut, which is crossed by edge e, becoming infeasible (i.e., having value strictly less than 2), then there is some value η ′ (for 0 < η ′ < η) such that after decreasing x e by η ′ and increasing x f by η ′ , we have two tight cuts crossed by edge e. Since this cannot happen by our previous arguments, we conclude that we can simply decrease x e to 1 and increase x f by η.

Thus, for each edge e with x e > 1, we can simply find a tight cut (which is a minimum cut and we can enumerate the minimum cuts in polynomial time), decrease x e to 1 and increase another edge so that this cut remains tight. Since we can do this at most |E| times, we claim that this procedure can be performed efficiently.

We can actually assume that G is 2-vertex-connected (see Lemma 2.1 from [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF]). We can also assume that there is an optimal extreme point x * ∈ LP (G) whose support is E. (If not, we can restrict G to the support of x * , which does not increase the value OP T LP (G). Should the resulting graph not be 2-vertex-connected, we can break it up into 2-vertex-connected components, find an optimal extreme point solution for each component and repeat.) Thus, we have the following corollary of Lemma 2.

Corollary 1. Let G = (V, E) be a 2-vertex-connected graph. Suppose there exists an extreme point x * ∈ LP (G) with support E such that e∈E x * e = OP T LP (G). Then there is an x ∈ LP (G) such that the following properties hold:

(i) e∈E x e = e∈E x * e = OP T LP (G).
(ii) The support of x and the support of x * are the same.

(iii) The support of x and

x * contains |E| ≤ 2n -|H(x * )| -1 edges. (iv) x ≤ 1.
For the rest of this paper, we assume that G = (V, E) is 2-vertex-connected and that x * is an optimal extreme point of (LP (G)) with support E. Moreover, we fix x ∈ LP (G) to have the properties stated in Corollary 1. We will refer to the set of values {x e } for e ∈ E as x-values. Let

e∈E x e = OP T LP (G)= (1 + ǫ)n for some ǫ, where 0 ≤ ǫ ≤ 1.
Definition 2. The excess x-value ǫ(v) at a vertex v is the amount by which the total value on the incident edges exceeds 2 (i.e., ǫ(

v) = x(δ(v)) -2).
The following fact will be useful in our analysis.

If OP T LP (G)= (1 + ǫ)n, then v∈V x(δ(v)) = v∈V (2 + ǫ(v)) = 2(1 + ǫ)n. This implies, v∈V ǫ(v) = 2ǫn.
(4)

Spanning trees and circulations

Let us recall some useful definitions from the approach of Mömke and Svensson [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] that we use throughout this paper.

Definition 3. Let y ∈ LP (G).

A greedy DFS tree chosen with respect to y is a spanning tree formed via a depth-first search of G. If there is a choice as to which edge to traverse next, the edge with the highest y-value is chosen.

For a given graph G and a solution y ∈ LP (G), let T denote a greedy DFS tree with respect to y. Suppose T has root r, and let E(T ) denote the edges in T (i.e., tree edges). We orient E(T ) to be an arborescence with root r, and we orient B(T ) := E \ E(T ) "backwards," that is, so that each edge in B(T ) forms a directed cycle with a path of the tree. This is possible since T is a DFS tree. We use the notation (i, j) to denote an edge directed from i to j. Note that once we have fixed a tree T , all edges in E can be viewed as directed edges. When we wish to refer to an undirected edge in E, we use the notation ij ∈ E. With respect to the greedy DFS tree T , we have the following definitions.

Definition 4. An internal node in T is a vertex that is neither the root of T nor a leaf in T . We use T int to denote this subset of vertices. Definition 5. A branch vertex in T is a vertex with at least two outgoing tree edges.

Note that the root of T cannot be a branch vertex since G is 2-vertex-connected. Definition 6. An expensive vertex is a vertex in T int with two incoming edges that belong to B(T ). We use T exp to denote this subset of vertices.

As we will see in Lemma 4, in a subquartic graph, expensive vertices are the only vertices (besides the root) that can contribute to the cost of C(G, T ) (which is of interest due to Lemma 1). For the sake of simplicity, we sometimes ignore the contribution of the root in our calculations, since the contribution of the root to the cost of C(G, T ) is negligible (at most 2).

Fact 1. The number of expensive vertices is bounded as follows:

|T exp | ≤ |B(T )|/2 ≤ n/2. Lemma 3. If G is subquartic, then a branch vertex in T int is not expensive.
Proof. In a graph with vertex degree at most four, a branch vertex can have at most one incoming back edge and therefore cannot be expensive. Definition 7. A tree cut is the partition of the vertices of the tree T induced when we remove an edge (u, v) ∈ T .

For each edge (i, j) ∈ B(T ), let b(i, j) ≤ 1 be a nonnegative value.

Definition 8. Consider a tree cut corresponding to edge (u, v) ∈ T , and remove all back edges (w, u) ∈ B(T ), where w belongs to the subtree of v in T . We say that the remaining back edges that cross this tree cut cover the cut. If the total b-value of the edges that cover the cut is at least 1, then we say that this tree cut is satisfied by b.

We extend this definition to the vertices of T . Definition 9. A vertex v in T is satisfied by b if for each incident outgoing edge in T , the corresponding tree cut is satisfied by b. On the other hand, if there is at least one incident outgoing edge whose corresponding tree cut is not satisfied by b, then the vertex v is unsatisfied by b.

Mömke and Svensson define a circulation network, C(G, T ) (see Appendix A.1 of [MS16]

), and use the cost of a feasible circulation to upper bound the length of a TSP tour in G. (See Lemma 1.) 2 Lemma 4. Let G be a subquartic graph and T be a DFS tree. Let b : B(T ) → [0, 1]. If each internal vertex in T is satisfied by b, then there is a feasible integer circulation of C(G, T ) whose cost (not including the contribution of the root) is upper bounded by the following function:

j∈Texp max    0,   i:(i,j)∈B(T ) b(i, j)   -1    .
(5)

Proof. The purpose of the circulation network C(G, T ) in [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] is to find a subset of back edges, B ′ ⊆ B(T ), so that T ∪ B ′ is 2-vertex-connected and so that the following cost function (stated here for a subquartic graph) is minimized:

j∈Texp max    0,   i:(i,j)∈B ′ 1   -1    . ( 6 
)
If b ′ : B(T ) → {0, 1} is an integral function and every internal vertex in T is satisfied by b ′ , then the edges with b ′ -value 1 form a set B ′ such that T ∪ B ′ is 2-vertex-connected. To obtain an upper bound on the cost of such a 2-vertex-connected subgraph, we can use any fractional values b : B(T ) → [0, 1] such that each internal vertex in T is satisfied by b. This is made explicit in the formulation of LP (G, T ) and the subsequent discussion on page 11 of [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF]; observe that these fractional b-values are a feasible solution for LP (G, T ). In the case of subquartic graphs, the only vertices that can contribute to the objective function in LP (G, T ) (and therefore to the cost function (5)) are the expensive vertices, since the maximum value allowed on an edge is 1. Thus, in this special case, the simplified cost function (5) is equivalent to the objective function for LP (G, T ) and hence for the cost of the circulation for the network C(G, T ) used in [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF]. For a formal description of C(G, T ) and for the equivalence between the objective function of LP (G, T ) and the cost of a circulation of C(G, T ), we refer the reader to the proof of Lemma 4.1 in [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF].

From Lemma 1, we see that if we find a circulation with cost zero for C(G, T ), then G has a TSP tour of length at most 4 3 n. We note that in [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF], it is shown that for a graph G for which OP T LP (G)= n, there is a circulation with cost at most n 6 for C(G, T ), which results in a TSP tour of length at most 13 9 n.

Circulations from feasible LP solutions

How do we choose a function b : B(T ) → [0, 1] so that every internal vertex is satisfied by b? One natural approach is to begin with a feasible solution y ∈ LP (G). The following useful lemma shows that certain vertices will be satisfied by y.

Lemma 5. For y ∈ LP (G), y ≤ 1, let T be a greedy DFS tree chosen with respect to y, and let y(i, j) = y ij for all back edges in B(T ). Then for any v ∈ T int , v is satisfied by y if y(δ(v)) = 2 or if v is a nonbranch vertex with no outgoing back edge (e.g., v is an expensive vertex if G is subquartic).

Proof. First, we prove that v is satisfied by y if y(δ(v)) = 2. Let (v, t) be an outgoing tree edge from vertex v. Partition the edges of δ(v) into the following two sets: the first set E 1 consists of edge (v, t) and the incoming back edges from the subtree rooted at t. Let E 2 denote the remaining edges in δ(v). Observe that at least one of the sets E 1 and E 2 has total y-value at most 1, since these two sets form a partition of δ(v). Let B ′ ⊂ B(T ) denote the back edges that cover the tree cut corresponding to (v, t). Observe that both B ′ ∪ E 1 and B ′ ∪ E 2 are edge sets that cross cuts in G (which we assume to be the support of y). In other words, let V t denote the vertices in the subtree of T rooted at t (including vertex t).

Then B ′ ∪ E 1 = δ(V t ) and B ′ ∪ E 2 = δ(V t ∪ v).
Since either E 1 or E 2 has total y-value at most 1, we can conclude that B ′ has y-value at least 1, and therefore the tree cut corresponding to (v, t) is satisfied by y. By repeating this argument for each outgoing tree edge (in the case that v is a branch vertex), we can conclude that v is satisfied by y. Now let us consider the case in which v is a nonbranch vertex with no outgoing back edge (i.e., all back edges are incoming). Then the edge set E 2 consists of a single edge and we can conclude that the y-value of the edges in B ′ is at least 1.

The following lemma pertains to vertices not satisfied by a feasible solution y ∈ LP (G). Lemma 6. For a subquartic graph G, and y ∈ LP (G), y ≤ 1, let T be a greedy DFS tree chosen with respect to y and let y(i, j) = y ij for all back edges in B(T ). Then for any u ∈ T int , u has at most one outgoing tree edge whose corresponding tree cut is not satisfied by y.

Proof. Let (u, v) be a tree edge such that there is no back edge coming into vertex u from the subtree of T rooted at v. Then observe that since the y-value of edge (u, v) is at most 1, the total y-value of the edges that cover this tree cut must be at least 1, since the covering edges plus the edge (u, v) have y-value at least 2 (by the constraints in (LP (G))). Thus, the tree cut corresponding to edge (u, v) must be satisfied by y.

If u has only one outgoing tree edge, then the lemma holds. If u is a branch vertex with two outgoing tree edges, there is at most one incoming back edge to vertex u. Thus, the tree cut corresponding to at least one outgoing tree edge, say (u, v), is satisfied by y, since u has no incoming back edge from the subtree rooted at v. Moreover, if u has three outgoing tree edges, then there is no incoming back edge to vertex u and therefore the tree cuts corresponding to each of the three outgoing tree edges are satisfied by y.

Subquartic graphs: OP T LP (G)= n

We now show that in the special case when OP T LP (G)= n and G is subquartic, there is a circulation with cost zero. Recall the {x ij } values from Corollary 1, and assume that ij∈E x ij = n. Note that if |E| = n, then each edge in E must have x-value 1. Thus, G is a Hamilton cycle. If |E| > n, then we can choose a greedy DFS tree T with respect to x such that each edge ij ∈ E with x-value x ij = 1 (a "1-edge") belongs to T . Lemma 7. If OP T LP (G)= n and |E| > n, then there is a greedy DFS tree chosen with respect to x such that all 1-edges belong to E(T ).

Proof. Observe that a vertex with degree at least three can have at most one incident 1-edge, since the x-value at each vertex is exactly 2 when OP T LP (G)= n (i.e., x(δ(v)) = 2 for all v ∈ V ). By the assumptions in the lemma, there is some vertex, say i, with degree at least three, which therefore has at most one incident 1-edge. Thus, we choose i to be the root of the greedy DFS tree. If i is incident to a 1-edge, then this 1-edge belongs to the resulting tree by the rules defining the construction of a greedy DFS tree.

Suppose that after we are done constructing the greedy DFS tree, there is a back edge (u, v) that has x-value 1. Then when vertex v was visited in the depth-first search, it should have traversed this edge as the next tree edge. Otherwise, the edge it did traverse/add to the tree also had an x-value of 1, which is a contradiction because as an internal vertex with an incoming back edge, vertex v has degree at least three.

For the rest of Section 3, let T denote a greedy DFS tree in which all 1-edges are tree edges.

Lemma 8. When OP T LP (G)= n, and each back edge (i, j) ∈ B(T ) is assigned value f (i, j) = 1/2, then each vertex in T int is satisfied by f . Proof. Set x(i, j) = x ij for each back edge. Then each tree cut is satisfied by x, because each vertex v ∈ V has x(δ(v)) = 2, and we can therefore apply Lemma 5. Since there are no 1-edges in the set of back edges, this implies that each tree cut must in fact be covered by at least two edges. Thus, setting f (i, j) = 1/2 results in each tree cut being satisfied by f . We remark that Lemmas 7 and 8 hold for general graphs.

Lemma 9. If G is subquartic and OP T LP (G)= n, setting f (i, j) = 1/2 for each edge (i, j) ∈ B(T ) yields a circulation with cost zero.

Proof. This follows from the fact that each vertex in T int has in-degree at most two and therefore the total f -value coming into a vertex is at most one. Thus, the circulation value is zero. (Note that the root can contribute 1/2 to the circulation, but there exists a minimum cost circulation that is integral, and its cost will therefore still be zero.) Theorem 1. If G is subquartic and OP T LP (G)= n, then G has a TSP tour of length at most 4n/3.

Subquartic graphs: General case

In this section, we consider the general case of subquartic graphs. For a subquartic graph G = (V, E), suppose OP T LP (G)= (1 + ǫ)n for some ǫ > 0. Recall the {x ij } values from Corollary 1. Let T be a greedy DFS tree chosen with respect to x (Definition 3), and let x(i, j) = x ij for all back edges in B(T ). As shown in Lemma 4, the only vertices that can add to the cost function are the expensive vertices (Definition 6). We find the following terminology convenient. Definition 10. A vertex v ∈ T int that is satisfied by x is called LP-satisfied. Definition 11. A vertex v ∈ T int that is not satisfied by x is called LP-unsatisfied.

The following corollaries follow from Lemma 5.

Corollary 2. An expensive vertex is LP-satisfied.

Corollary 3. An LP-unsatisfied vertex is heavy (i.e., it belongs to H(x)).

The reason we emphasize that an LP-unsatisfied vertex is heavy is that we can use the excess x-value of this vertex to pay for the increased value on an edge that covers the unsatisfied tree cut corresponding to one of its incident outgoing edges so that this tree cut becomes satisfied. We also wish to use the excess x-value of an expensive vertex to pay for some of its contribution to the cost function incurred by the back edges coming into the vertex. For each vertex v, we want to use the quantity ǫ(v) at most once in this payment scheme. This will be guaranteed by the fact that LP-unsatisfied vertices and expensive vertices are disjoint sets (Corollary 2).

The x-circulation

In this section, we use the x-values to obtain an upper bound on the cost of a circulation, essentially following the arguments of Mömke and Svensson [START_REF] Mömke | Removing and adding edges for the traveling salesman problem[END_REF] and Mucha [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF]. We present the analysis here, since we refer to it in Section 4.3 when we analyze the cost of taking the best of two circulations. Also, the arguments can be somewhat simplified due to the subquartic structure of the graph, which is useful for our analysis.

Recall that for each back edge (i, j) in B(T ), we have x(i, j) = x ij . (For a vertex j ∈ T int \ T exp , we can actually set x(i, j) = 1, since there is at most one incoming back edge to vertex j and this does not change the worst-case analysis.) Definition 12. For each vertex j ∈ T exp , let x min (j) ≤ x max (j) denote the x-values of the two incoming back edges to vertex j. Let c x (j) = x min (j) + x max (j) -1ǫ(j).

We will show that there is a function x ′ : B(T ) → [0, 1] such that each vertex in T int is satisfied by x ′ and the cost of the circulation can be bounded by

j∈Texp max    0,   i:(i,j)∈B(T ) x ′ (i, j)   -1    ≤ j∈Texp max{0, c x (j)} + j∈T int ǫ(j). (7) 
Claim 1. For an expensive vertex j ∈ T exp , the following holds:

2 • x max (j) + x min (j) ≤ 2 + ǫ(j).
Proof. By the construction of T , we note that the x-value of the tree edge leaving vertex j must be at least x max (j). Thus, the above inequality holds. ✸ Claim 2. The value c x (j) can be upper bounded as follows:

c x (j) ≤ x min (j) 2 - ǫ(j) 2 ≤ 1 -x min (j).
Proof. For a vertex j ∈ T exp , we can use Claim 1 to show

c x (j) = x max (j) + x min (j) -1 -ǫ(j) ≤ (2 + ǫ(j) -x min (j))/2 + x min (j) -1 -ǫ(j) = x min (j) 2 - ǫ(j) 2 .
Claim 1 also implies

x min (j) 2 - ǫ(j) 2 ≤ 1 -x max (j) ≤ 1 -x min (j).

✸

Lemma 10. For a vertex j ∈ T exp , c x (j) ≤ 1/3.

Proof. By Claim 2, we have

c x (j) ≤ min x min (j) 2 , 1 -x min (j) .
This implies that c x (j) ≤ 1/3, which occurs when x min (j) = 2/3, as shown by Mucha [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF].

To make the circulation feasible, we need to increase the x-values of some of the back edges in B(T ) so that all of the LP-unsatisfied vertices become satisfied. By Corollary 3, these vertices are heavy. Thus, we will use the "extra" ǫ(v) for an LP-unsatisfied vertex v to "pay" for increasing the x-value on an appropriate back edge. For ease of notation, we now set x ′ (i, j) := x(i, j) for all (i, j) ∈ B(T ). We will update these x ′ -values so that each LP-unsatisfied vertex is satisfied by x ′ .

Consider an LP-unsatisfied vertex v ∈ T and let (v, t) denote the outgoing tree edge corresponding to the unsatisfied tree cut. Let B ′ ⊆ B(T ) be the set of back edges that cover the tree cut corresponding to edge (v, t). Partition the edges in δ(v) into the following two sets: the first set E 1 consists of edge (v, t) and the incoming back edges from the subtree rooted at t. Let E 2 denote the remaining edges in δ(v). Note that x(E 1 ) + x(E 2 ) = 2 + ǫ(v) and since v is LP-unsatisfied, ǫ(v) > 0. From this and the following facts

x(E 1 ) + x(B ′ ) ≥ 2, x(E 2 ) + x(B ′ ) ≥ 2, we can conclude that x(B ′ ) ≥ 1 - ǫ(v) 2 .
Let (i, j) ∈ B ′ be an arbitrary edge in B ′ , which exists because G is 2-vertex-connected. We will update the value of x ′ (i, j) as follows:

x ′ (i, j) := min{1, x ′ (i, j) + ǫ(v)/2}.

We use this recursive notation because a back edge's value can be increased multiple times in the process of satisfying all LP-unsatisfied vertices. The following lemma follows by the construction of the x ′ -values and by Corollary 2.

Lemma 11. The cost of satisfying all of the LP-unsatisfied vertices is at most j∈T int \Texp ǫ(j)/2. In other words,

(u,v)∈B(T ) (x ′ (u, v) -x(u, v)) ≤ j∈T int \Texp ǫ(j) 2 .
Since all vertices in T are now satisfied by x ′ , the x ′ -values can be used to compute an upper bound on the cost of a feasible circulation of C(G, T ). Proof. By construction, every vertex in T int is satisfied by x ′ . Thus, the x ′ -values correspond to a feasible circulation of C(G, T ). The cost of the circulation based on the x ′ -values is

j∈Texp max    0,   i:(i,j)∈B(T ) x ′ (i, j)   -1    ≤ j∈Texp max    0,   i:(i,j)∈B(T ) x(i, j)   -1    + (u,v)∈B(T ) (x ′ (u, v) -x(u, v)).
We have

j∈Texp max    0,   i:(i,j)∈B(T ) x(i, j)   -1    = j∈Texp max {0, x max (j) + x min (j) -1} ≤ j∈Texp (max {0, x max (j) + x min (j) -1 -ǫ(j)} + ǫ(j)) ≤ j∈Texp max{0, c x (j)} + j∈Texp ǫ(j).
Combining the above inequality with Lemma 11 proves the lemma.

Theorem 2. When G is subquartic and OP T LP (G)= (1 + ǫ)n, there is a feasible circulation for C(G, T ) with cost at most n/6 + 2ǫn + 2.

Proof. The number of expensive vertices is at most n/2 (Fact 1) and each expensive vertex j ∈ T exp can add at most 1/3 + ǫ(j) to the cost function (Lemma 10). Each vertex j ∈ T int \ T exp can add at most ǫ(j) to the cost function. Using the fact that j∈T int ǫ(j) ≤ 2ǫn and the fact that the contribution of the root is at most 2 yields the theorem.

The f -circulation

Now we describe a new method to obtain a feasible circulation: We show how to obtain values f ′ (i, j) for each edge (i, j) ∈ B(T ) such that each vertex in T int is satisfied by f ′ . The values will be used to demonstrate an improved upper bound on the cost of a circulation of C(G, T ) when G is a subquartic graph. In this section, we will prove the following theorem, which implies that the Mömke-Svensson algorithm has an approximation guarantee of 17/12 for graph-TSP on subquartic graphs.

Theorem 3. When G is subquartic and OP T LP (G)= (1 + ǫ)n, there is a feasible circulation for C(G, T ) with cost at most n/8 + 2ǫn + 2.

Consider a vertex j ∈ T exp . If both incoming back edges have f -value 1/2, then this vertex will not contribute anything to the cost of the circulation. Thus, on a high level, our goal is to find f -values that are as close to 1/2 as possible, while at the same time not creating any additional unsatisfied vertices. For example, in Lemma 10, we saw that a vertex can contribute as much as 1/3 to the cost of the circulation, when x min = 2/3. If we could decrease x max and x min , we could decrease the cost of the x-circulation. This might, in turn, cause some LP-satisfied vertices to become unsatisfied. We can avoid this situation by strategically increasing some other x-values. The f -value therefore corresponds to a decreased x-value if the x-value is high, and an increased x-value if the x-value is low.

The remaining issue that needs to be addressed is that the f -values corresponding to decreased x-values may cause some of the LP-unsatisfied vertices to become more unsatisfied than they were by the x-values. However, note that in Section 4.1, we only used ǫ(j)/2 to satisfy an LP-unsatisfied vertex j. We can actually use up to ǫ(j). This observation allows us to decrease the x-values while still ensuring that all vertices are satisfied. We use the rules depicted in Figure 1 to determine the values f : B(T ) → [0, 1]. Lemma 13. If a vertex v is LP-satisfied, then it is satisfied by f .

x ij > 3/4 ⇒ f (i, j) = 2x ij -1, x ij < 1/4 ⇒ f (i, j) = 2x ij , 1/4 ≤ x ij ≤ 3/4 ⇒ f (i, j) = 1/2.
Proof. Let B ′ ⊆ B(T ) denote the set of back edges that covers a particular tree cut. If B ′ consists of a single edge with x-value 1, then the f -value of this edge will also be 1. Let us now suppose the set B ′ contains multiple edges, whose total x-value is at least 1. Consider the following three cases: First, suppose B ′ contains at least two edges with x-value at least 1/2. In this case, the f -value on each of these edges remains at least 1/2. Second, if the set B ′ contains only edges that have x-value at most 1/2, then the total f -value is at least the total x-value, since the f -value does not decrease in this case.

The third case is when B ′ contains only one edge with x-value at least 1/2. Suppose that this edge e has value x e = 1γ ≥ 1/2. The remaining edges in B ′ must have total x-value at least γ. If at least one of these edges' x-value is at least 1/4, then we are done (because this edge will have f -value 1/2). Thus, all the edges in the set B ′ \ e must have x-value less than 1/4. In this case, the total f -value for these edges is at least 2γ. Note that the f -value of edge e is at least 1 -2γ.

Definition 13. For each vertex j ∈ T exp , let c f (j) = i:(i,j)∈B(T ) f (i, j) -1ǫ(j).

For ease of notation, set f ′ (i, j) := f (i, j) for all (i, j) ∈ B(T ).

Lemma 14. For an LP-unsatisfied vertex v ∈ T int , if we increase by the amount ǫ(v) the f ′ -value of an edge that covers its unsatisfied tree cut, then vertex v will be satisfied by f ′ .

Proof. We will argue, as we did in Section 4.1, that each LP-unsatisfied vertex v ∈ T int \ T exp can be satisfied by increasing the f ′ -value of a single back edge that covers the unsatisfied tree cut corresponding to one of its outgoing tree edges, (v, t).

Let B ′ ⊆ B(T ) be the set of back edges that cover the tree cut corresponding to edge (v, t). Partition the edges in δ(v) into the following two sets: the first set E 1 consists of edge (v, t) and the incoming back edges from the subtree rooted at t. Let E 2 denote the remaining edges in δ(v). Then we have

x(E 1 ) + x(B ′ ) ≥ 2, x(E 2 ) + x(B ′ ) ≥ 2. Since v is LP-unsatisfied, x(B ′ ) = 1 -γ < 1. Thus, x(E 1 ) + x(E 2 ) ≥ 2 + 2γ.
So ǫ(v) ≥ 2γ. Therefore, since the f -value of the edges in B ′ is at least 1 -2γ, the amount 2γ is sufficient to "correct" the f -values so that v is satisfied by f ′ .

The following lemma follows by the construction of the f ′ -values and by Corollary 2.

Lemma 15. The cost of satisfying all of the LP-unsatisfied vertices is at most j∈T int \Texp ǫ(j). In other words,

(u,v)∈B(T ) (f ′ (u, v) -f (u, v)) ≤ j∈T int \Texp ǫ(j). Lemma 16. For a vertex j ∈ T exp , c f (j) ≤ 1 4 .
Proof. We break the proof into the following claims.

Claim 3. For j ∈ T exp , if x min (j) ≥ 1/2 or if x max (j) ≤ 3/4, then c f (j) ≤ 0.
Proof. We consider the following three cases.

Case (i) First, we consider the case in which x min (j) ≥ 3/4. Then, the total f -value of the back edges coming into vertex j is

c f (j) + 1 + ǫ(j) = 2 • x max (j) -1 + 2 • x min (j) -1 ≤ (2 + ǫ(j) -x min (j)) + 2 • x min (j) -2 = x min (j) + ǫ(j).
The inequality follows from Claim 1. This implies that

c f (j) ≤ x min (j) -1 ≤ 0.
Case (ii) Now let us consider the case when x max (j) ≥ 3/4 and 1/2 ≤ x min (j) ≤ 3/4. The total f -value of the incoming back edges is

c f (j) + 1 + ǫ(j) = 2 • x max (j) -1 + 1 2 = 2 • x max (j) - 1 2 ≤ 3/2 -x min (j) + ǫ(j).
The inequality follows from Claim 1. This implies that c f (j) ≤ 1/2x min (j). Since x min (j) ≥ 1/2, this implies that c f (j) ≤ 0.

Case (iii) Now let us consider the case when x max (j) ≤ 3/4. Note that in this case, the f -value for each incoming back edge is at most 1/2. Thus, c f (j) ≤ 0. ✸ It remains to examine the case when x max (j) > 3/4 and 0 < x min (j) ≤ 1/2. This is the only situation when c f (j) can be positive. Claim 4. If x max (j) ≥ 3/4 and 0 < x min (j) ≤ 1/2, then c f (j) ≤ min{x min (j), 1/2x min (j)}.

Proof. Case (iv) Now let us consider the case when x max (j) ≥ 3/4 and 1/4 ≤ x min (j) < 1/2. Applying Claim 1, we see that the total f -value of the incoming back edges is

c f (j) + 1 + ǫ(j) = 2 • x max (j) -1 + 1 2 ≤ 3 2 -x min (j) + ǫ(j).
Therefore,

c f (j) ≤ 1 2 -x min (j) ≤ x min (j).
Case (v) Now let us consider the case when x max (j) ≥ 3/4 and 0 < x min (j) < 1/4. Applying Claim 1, the total f -value of the incoming back edges is

c f (j) + 1 + ǫ(j) = 2 • x max (j) -1 + 2 • x min (j) ≤ x min (j) + 1 + ǫ(j).
Therefore, c f (j) ≤ x min (j) ≤ 1 2 x min (j).

✸

Claims 3 and 4 show that c f (j) ≤ min{x min (j), 1/2x min (j)} for 0 ≤ x min (j) ≤ 1/2 and c f (j) ≤ 0 otherwise. Thus, c f (j) ≤ 1/4.

We can now prove Theorem 3. Proof of Theorem 3. We show that the function f ′ : B(T ) → [0, 1] corresponds to a feasible circulation of C(G, T ) with cost (not including the root, which adds 2) at most

j∈Texp max{0, c f (j)} + j∈T int ǫ(j). (8) 
By construction, every vertex in T int is satisfied by f ′ . Thus, the f ′ -values correspond to a feasible circulation of C(G, T ). The cost of the circulation based on the f ′ -values is

j∈Texp max    0,   i:(i,j)∈B(T ) f ′ (i, j)   -1    ≤ j∈Texp max    0,   i:(i,j)∈B(T ) f (i, j)   -1    + (u,v)∈B(T ) (f ′ (u, v) -f (u, v)).
We have

j∈Texp max    0,   i:(i,j)∈B(T ) f (i, j)   -1    ≤ j∈Texp max{0, c f (j)} + j∈Texp ǫ(j).
Combining the above inequality with Lemma 15 proves that the cost of the circulation corresponding to f ′ is at most (8). By Lemma 16, we have

j∈Texp max{0, c f (j)} + j∈T int ǫ(j) ≤ |T exp | • 1 4 + j∈T int ǫ(j) ≤ n 8 + 2ǫn,
where the last inequality follows from Fact 1.

Combining the xand the f -circulations

We can classify each vertex j in T exp according to the value of x min (j). Intuitively, if many vertices contribute a lot, say 1/3 to the x-circulation, then they will not contribute a lot to the f -circulation, and vice versa. The entries in the table below follow from Claims 3 and 4 and Lemma 10.

x min (j)

c x (j) c f (j) [0, 1/4]
x min (j)/2 x min (j) [1/4, 1/2] x min (j)/2 1/2x min (j)

[1/2, 1] ≤ 1/3 0 Proof. We can compute the cost of the x-circulation and the cost of the f -circulation for C(G, T ). We will show that the minimum of the two costs is upper bounded by the guarantee in the theorem.

In other words, our goal is to show that for some α ∈ [0, 1], the following inequality holds:

α j∈T int c x (j) + (1 -α) j∈T int c f (j) ≤ n 11 . (9) 
Let β ∈ [0, 1] represent the fraction of vertices in T exp for which x min (j) ∈ [0, 1/2]. We may assume without loss of generality that x min (j) ≥ 1 4 for all j; if x min (j) < 1 4 , we can substitute x min (j) with 1/2x min (j), which will preserve the value of c f (j) and increase the value of c x (j) (i.e., we only make the left-hand side of (9) higher). Let (1β) be the remaining fraction of the vertices, for which x min (j) ∈ (1/2, 1].

Let xmin denote the average value of x min (j) for the β-fraction of the vertices in T exp with x min (j) ∈ [1/4, 1/2]. Note that β • xmin /2 is the average contribution of these vertices to the xcirculation and that β(1/2xmin ) is the average contribution of these vertices to the f -circulation. We can take the following convex combination of the x-and f -circulations to obtain the following inequality:

6 11 β • xmin 2 + (1 -β) • 1 3 + 5 11 β( 1 2 -xmin ) ≤ 2 11 . (10) 
Since (10) holds when xmin ≥ 1/4, and x min (j) ∈ [1/4, 1] by assumption, we can conclude that the average contribution of a vertex in T exp to the circulation is at most 2/11. By Fact 1, since there are at most |B(T )|/2 vertices in T exp , the worst-case cost of the circulation (not including the contribution of the root) is |B(T )|/11 + 2ǫn ≤ n/11 + 2ǫn.

The h-circulation

In this section, we define a third circulation using an optimal extreme point x * of (LP (G)) as defined in Corollary 1. First, we fix a greedy DFS tree T * chosen with respect to x * . Then we assign each back edge in B(T * ) a value of 1 2 , which we will refer to as the h-values. If each vertex is satisfied by h, then we have found a circulation with zero cost. Otherwise, for each tree cut that is not satisfied by h, we increase the h-value on the back edge covering this tree cut to 1. Note that these are exactly the tree cuts that are covered by a single back edge. More formally, we have the following definitions. Definition 14. With respect to a DFS tree T * , we call a tree cut poor if it is covered by only one back edge. Moreover, we call the respective back edge costly.

The costly back edges are the ones with h-value 1. All other back edges have h-value 1 2 . Then the cost of the circulation is at most 1 2

• (number of costly back edges).

Recall that H(x * ) is the set of vertices that are heavy with respect to

x * . Let k = |H(x * )|. We define ǫ * (v) = x * (δ(v)) -2.
Lemma 17. When G is subquartic and OP T LP (G)= (1 + ǫ)n, there is a feasible circulation for C(G, T * ) with cost (not including the contribution of the root) at most k + 2ǫn.

Since |E| ≤ 2nk -1, observe that |B(T * )| ≤ nk. To prove Lemma 17, we will relate the quantity k to the number of costly back edges. We remark that while x and x * have the same support, the heavy sets H(x) and H(x * ) might not be the same (and might not have the same cardinality). We find it easier to relate the number of costly back edges to the number of heavy vertices in H(x * ). Before we prove Lemma 17, we show how it can be used to obtain an improved bound on graph-TSP in subquartic graphs. It remains to prove Lemma 17. Let k 0 denote the number of vertices for which 0 < ǫ * (v) < 1, and let k 1 denote the number of vertices for which ǫ

* (v) ≥ 1. Then k = k 0 + k 1 . Additionally, we have 2ǫn = v∈V ǫ * (v) ≥ k 1 . (12) 
The following lemma implies Lemma 17.

Lemma 18. When G is subquartic and OP T LP (G)= (1 + ǫ)n, there is a feasible circulation for C(G, T * ) with cost at most

k 0 + 3 2 k 1 ≤ k + k 1 .
Proof. We set up the following scheme to account for the costly back edges.

Definition 15. We say a vertex j is directly charged for a costly back edge f = (u, v) if (j, t) ∈ E(T * ) corresponds to a poor tree cut covered by f and vertex j is charged for f . Definition 16. We say a vertex v is indirectly charged for a costly back edge f = (u, v) if vertex v is charged for f .

Let f = (u, v) be a costly back edge in B(T * ). We use the following rules to charge f to a heavy vertex.

If x *

f < 1, then directly charge edge f to some heavy vertex j such that (j, t) ∈ E(T * ) and (j, t) corresponds to a poor tree cut covered by f .

If x *

f ≥ 1, then indirectly charge edge f to vertex v. Now we will show that for each vertex j, exactly one of the following statements holds, which shows that C(G, T * ) has a circulation cost of at most k + k 1 .

(i) Vertex j is not charged.

(ii) Vertex j is charged once or twice and ǫ * (j) > 0.

(iii) Vertex j is charged three times and ǫ * (j) ≥ 1.

Claim 5. If vertex j is charged at least once, then ǫ * (j) > 0.

Proof. If j is directly charged for back edge f = (u, v), then f is the single back edge covering the poor tree cut corresponding to an outgoing tree edge. Since x * f < 1, this tree cut is not satisfied by x * . Thus, by Lemma 5, we can conclude that j ∈ H(x * ), which implies x * (j) > 2 and ǫ * (j) > 0. If j is indirectly charged, then j is incident to at least two edges with x * -value at least 1, and so ǫ * (j) > 0. ✸ Claim 6. A vertex j is charged at most three times.

Proof. A vertex j can be directly charged at most once for each outgoing tree edge and can be indirectly charged for each incoming back edge. In a subquartic graph, the number of outgoing tree edges plus the number of incoming back edges is at most three. ✸ Claim 7. If a vertex j is charged three times, then ǫ * (j) ≥ 1.

Proof. If j is not a branch vertex, then the only way that j can be charged three times is if j is indirectly charged twice and directly charged once. If a vertex j is indirectly charged twice, it must have two incoming back edges with x * -value at least 1. Thus, ǫ * (j) > 1. Now consider the case in which vertex j is a branch vertex with three outgoing tree edges. Let e 1 , e 2 and e 3 denote three edges in E(T * ) outgoing from vertex j. Since j cannot be indirectly charged in this case, it must be directly charged three times. Let f i ∈ B(T * ) denote the lone back edge covering the tree cut corresponding to edge e i . Then we have x * f i + x * e i ≥ 2 (since e i and f i cross a cut in G) and x * f i < 1 implying x * e i > 1 for i ∈ {1, 2, 3}. It follows that ǫ * (j) > 1. The last case to consider is when vertex j is a branch vertex with two outgoing tree edges e 1 and e 2 . In this case, if j is charged three times, then it is directly charged twice and indirectly charged once. Assume that the back edge b coming into vertex j comes from the subtree rooted at t 1 , where e 1 = (j, t 1 ). Then vertex j is indirectly charged for b, which implies that x * b ≥ 1 and x * e 1 ≥ 1 (since T * is a greedy DFS tree). Suppose f 2 is the back edge covering the poor tree cut corresponding to e 2 . Then x * f 2 + x * e 2 ≥ 2 (since e 2 and f 2 cross a cut in G) and x * f 2 < 1, implying that x * e 2 > 1. Therefore, x * e 2 + x * e 1 + x * b > 3, which implies ǫ * (j) > 1. ✸

This concludes the proof of Lemma 18.

Conclusions

It is possible that the Mömke-Svensson algorithm or some close variant is a 4 3 -approximation algorithm for graph-TSP. It is also possible that some graph with maximum degree five could demonstrate that the approximation ratio of 13 9 is tight, although we believe this to be unlikely. A key step in the algorithm is to find a minimum cost circulation of the network C(G, T ), which is an easy problem (i.e., it can be solved efficiently), but the key difficulty is to relate the minimum cost of this circulation to the minimum cost of a tour.

Previous work used solutions for (LP (G)) to bound the minimum cost of a circulation. In this paper, we explored two new approaches to analyze this cost. In the first approach, we showed how to round the LP values resulting in an improved circulation cost in subquartic graphs. Our approach does not immediately extend to general graphs or even to graphs with maximum degree five, because we try to find a circulation with values on the back edges close to 1/2, whereas this is the worst case for graphs with maximum degree five as shown by Mucha [START_REF] Mucha | 13/9-approximation for graphic TSP[END_REF]. However, perhaps a different scheme for modifying the LP values could be designed for such instances.

The second approach is based on extreme point structure: an extreme point solution for (LP (G)) with k heavy vertices has at most nk back edges with respect to any DFS tree. This is true for general graphs, and having fewer back edges leads directly to an improved bound on the circulation cost via the analysis of Mucha. In the case of subquartic graphs, we are able to balance this with another analysis that bounds the cost of a circulation in terms of k. In general graphs, this latter step may also be possible, but it seems that new ideas are needed.

Finally, we remark that besides the flexibility in analyzing the circulation cost, which we have explored in this paper, there is also the possibility to choose the DFS tree more strategically in order to obtain an improved analysis of the algorithm.
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Figure 1 :

 1 Figure 1: Rules for constructing the f -values from the x-values.

Theorem 4 .

 4 When G is subquartic and OP T LP (G)= (1 + ǫ)n, there is a feasible circulation for C(G, T ) with cost at most |B(T )|/11 + 2ǫn ≤ n/11 + 2ǫn + 2.

Theorem 5 .

 5 When G is subquartic and OP T LP (G)(1 + ǫ)n, there is a feasible circulation either for C(G, T ) or for C(G, T * ) with cost at most n/12 + 2ǫn + 2. Proof. By Theorem 4, we see that there is a circulation for C(G, T ) of cost at most |B(T )|/11 + 2ǫn + 2. Note that |B(T )| = |B(T * )| = |E| -(n -1) = nk (see Corollary 1). By Lemma 17, we also have a circulation for C(G, T * ) of cost at most k +2ǫn+2. These two quantities are equal when k = n/12. This proves the theorem: When k ≤ n/12, the bound on the circulation for C(G, T * ) established via Lemma 17 is at most n/12 + 2ǫn + 2. Alternatively, when k > n/12, we have |B(T )| 11 ≤ (nk) 11 < (nn/12) 11 = n/12, and the bound on the circulation for C(G, T ) established via Theorem 4 is at most n/12+2ǫn+2. Theorem 6. The approximation guarantee of the Mömke-Svensson algorithm on subquartic graphs is at most 25/18.Proof. Applying Lemma 1 and Theorem 5, we can compute an upper bound on the cost of a TSP tour:

A J-join of a graph G = (V, E) is a subgraph F ⊂ E such that the degree of each vertex in J ⊆ V is odd in F and the degree of each vertex not in J is even (and can be zero) in F . An odd-join of G is a J-join where J = V .

In the journal version, Mömke and Svensson give a linear program LP (G, T ) ([MS16], page 11) whose objective value is equal to the minimum cost of a circulation in C(G, T ). We choose to use the notation C(G, T ) to avoid confusion between this optimization problem and the linear program (LP (G)) defined in Section 2.1.
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