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The Hierarchical Structure May Improve the Resolution of Musical Problems

This paper presents some theoretical considerations concerning the link between the resolution of musical problems and their representation. In particular, by the use of formal graph grammars, we show that the hierarchical representation of some musical problems may change their property of context-freeness.

Introduction

Lots of formal models have been used for musical representation, composition, automatic composition, analysis, etc. Among them, nite automatas and formal grammars are certainly the most popular Che87, [START_REF] Barbar | Structure hi erarchique et relations temporelles d'une pi e c e d e m usique[END_REF][START_REF] Hudson | Incremental attribute evaluation: A exible algorithm for lazy update[END_REF]. Limits of formal grammars are well-known: they only provide a syntactic representation of music. Attribute grammars have b e e n i n troduced for building compilers for programming languages. They correspond to formal grammars which are associated to a semantic. We h a ve proposed DCBM93] to use attribute grammars, which had already been applied to music for score writing purposes Sze90], for associating a semantic to musical hierarchies. Hierarchical structures are widely used for representing music [START_REF] Bonnet | Situation: un logiciel de programmation par contraintes pour l'aide a la composition musicale[END_REF]Bal89,[START_REF] Buxton | The use of hierarchy and instance in a data structure for computer music[END_REF]. Then, to be integrated in an environment for musical composition, the attribute grammar model applied to the musical hierarchy has been extended BBDC94a] in order to become incremental and dynamic (theoretical works have also been done to provide incrementality to formal attribute grammars Hud91]). The resulting model provides the composer a way to build step by step his musical piece. At each step, he precises whether the structure or the musical objects. The system veri es the consistency of the information with the semantic of the piece. Various musical problems can be solved with that model. However, by contrast with general systems for constraints resolution, we do not want to compute all the solutions. Consistency is the only aim. Using the theory of graph grammars, we s h o w t h a t m usical problems are not represented only by the semantic of the hierarchy. A part of them lies in the hierarchy itself, that is, in the syntax. This theoretical consideration shows that the hierarchical structure must be taken in account when possible. We illustrate this aspect with an example of a problem whose resolution is contextsensitive when it is de ned on words (strings) and which b e c o m e s c o n text-free when it is de ned on graphs. Duality arises at this point: the problem becomes simpler while the data structure gets more complex (graphs instead of words). Hyperedge-replacement graph grammars Cou90] are used to formalize the resolution of the problem on graphs. This example is an illustration of a theoretical purpose and constitutes a formal proof. The formulation of this example is not supposed to have a practical and immediate musical interest, but illustrates a simpli cation of a family of problems which a r e m usically interesting. This result should be useful to people interested in constraints resolution applied to solve m usical problems TA91, BR94, Bal94]. Those problems are only details which are solved independently of the structure of the whole piece in which they are integrated later on. Time performances of systems based on constraints resolution are so bad that they discourage their authors to take in account larger problems, specially those involving time. This result brings the hope that the complexity of the resolution should not increase in a so much important w ay i f w e take in account the overall structure of the piece.

The Hierarchical Structure

In this section we brie y recall the most important aspects of a hierarchical structure for music. A hierarchical structure is a tree or a DAG (Direct Acyclic Graph) whose vertices are labeled by labels belonging to a nite set of operators with arity Op and a nite set of musical symbols A. Application of an operator of Op of arity n to a sequence of n symbols of A is a piece of music. Thus, pieces of music may be described by the means of those kinds of expressions. The hierarchical representation of a piece is the abstract derivation tree of the well formed expression de ning the piece. Repetitions in the musical piece correspond to several occurrences of the same symbol in the expression and may imply sharing nodes in the tree. In this case, the representation is no longer a tree but a graph, or more precisely a DAG w h i c h preserves the underlying tree. The way w e use this kind of hierarchy for musical composition purposes does not matter in this paper. The reader interested in this subject may refer to other works DCBM93, BBDC94a, BBDC94b, BBDC95].

Formal Languages

Though most of musical domains are nite, they may induce in nite computation sets because of elements with no bounded sizes. For example, the set of musical pieces which v erify certain properties is advantageously represented by a formal tool providing both analysis and generation. In this section we recall the formal tools that will be used in the proof of the following section, that is, context-free words grammars and hyperedge-replacement graph grammars.

Finite Automatas

Among the formal tools describing in nite sets, the nite automata Eil76] is certainly the most simple. In spite of a power of expression relatively weak, it has great advantages: solid theory (union, intersection, superposition, concatenation, etc.), simplicity for programming, e ciency in time. Moreover, the nite automata is used with the same ease for both analysis and generation. However, it is limited concerning musical purposes because it cannot express operations such as, for example, reversing, permuting and repeating.

Context-free Grammars

Context-free words grammars Aut] are also used for both generating and analyzing words. Nevertheless, analysis with words grammar is not so easy. Classi cations of grammars and algorithms for analysis have been proposed for the construction of e cient compilers. Context-free grammars can be represented by a nite automata equipped with a stack. Howeve r , a s i t i s p o i n ted out in the next section, they cannot recognize repetitions. Moreover, their theoretical properties are less interesting than those of the automatas. In particular, the intersection of two c o n text-free grammars is not generally context-free.

Graph Grammars

Graph grammars are of various types and the de nition of their context-freeness depends on the authors. Our illustration uses the formalisms i n troduced by Bruno Courcelle Cou90], and more precisely the HR grammars (Hyperedge-Replacement). The basic rewriting step is the replacement o f a h ypergraph for a hyperedge, the replacement o f a w ord for a letter thus extending to hypergraphs. These grammars are context-free according to basic aspects of context-freeness for graphs discussed by Bruno Courcelle Cou90]. Among them, there is the non modi cation of the context by a rewriting step2 . This implies that derivation sequences may be described by a d e r i v ation tree, di erent t r a versals of the derivation tree corresponding to di erent rewriting sequences and yielding the same graph.

Let G(X) the set of nite graphs the edges of which are labelled with labels from X. In order to de ne formally the hyperedge replacement, graphs are associated to sources. Sources are distinguished vertices of the graph that will be involved as \gluing vertices" in the replacement operation. A graph involving k sources will be called a k-graph. The subset of G(X) c o n taining only k-graphs will be denoted by G(X) k . A graph grammar is a four-tuple ; = B U P Z where B is a terminal ranked alphabet, U is a nonterminal ranked alphabet, P is a nite set of rules of productions, that is, a nite set of pairs of the form (u D) where D 2 G(B U) k and u 2 U and k is the arity o f u (k is 1 or 2 in the next example), and Z is the axiom (Z 2 G(B U)). The set of graphs which are de ned by ; i s t h e language L(;) := L(; Z ) where for all K 2 G(B U) n L(; K ) : = fH 2 G(B) n K ;! Hg and ;! is the basic rewriting step de ned as follows: K ;! H if it exists an edge e in K whose label is some u in U and a production rule (u D) i n P such that H = K D=e], that is, H is the result of the replacement o f D for e in K. This graph may be constructed as follows:

First construct K 0 by deleting e from K and keeping the vertices of e. Add to K 0 a copy D of D, disjoint from K 0 . Fuse the rst vertex of e with the rst source of D and then fuse the second vertex of e with the second source of D.

The sequence of sources of H is that of K 0 . Generation with graph grammars has been widely used and is e cient. By contrast, analyzing graphs by graph grammars is quite an open eld. The de nition of an automata on general graphs is not easy. Only trees and DAGs provide some interesting results.

Interest of the Hierarchical Representation

In this section we show that there exists problems whose resolutions are improved by the use of a hierarchical representation. The proof consists in the exhibition of an example of those problems, the one concerning the musical repetition. We rst consider this problem without structure, that is, de ned on words, and we p o i n t out its well-known context-sensitiveness. Then, the same problem is de ned with the knowledge of the structure of the repetition. We p r o ve the context-freeness of this problem by exhibiting a HR grammar recognizing the repetition. The property of context-freeness is lost when the application of a production rule needs to know the context of its left hand-side member. Intuitively, the graph provides a way to bring a context to a nonterminal by the means of edges or vertices because they are multidimensional.

Repetition Problem on Words

Let P be the following problem. Let A be a nite alphabet and A the free monoid, and let D = fu:u u 2 A g, where the symbol \." denotes the concatenation of words. The problem consists in generating a word v 2 A belonging to D. The context-sensitiveness of the language D is well-known. E ectively, in order to be able to repeat a sequence of letters that have already been generated, it is necessary to keep them in memory. However, only a stack is provided as a memory for context-free grammars. The access of the stack is not direct so that it does not permit exact repetition. By contrast, it permits repetitions of sequences in a reverse order.

Repetition Problem on Graphs

Let us now transpose the repetition problem in the graph world. The transposition of the language A will be denoted by _ A.

As it has been sketched in section 2, the hierarchy is de ned with two sets, the set Op of operators and the set A of musical symbols. The elements of both A and Op are of arity 1 and will be used for labeling graph vertices. With this formalism, only edges are labeled. Labels for vertices are thus represented by an edge of arity 1 attached to the vertex and carrying the desired label. Let us introduce the operator of concatenation, denoted by the symbol \." of the set Op, and de ne it in terms of a graph operation. For a and b in G(X) 1 , the graph K = a:b is also in G(X) 1 . It is represented by a tree whose root is a vertex labeled by the operator \." and having two sons being fused with the sources of the graphs a and b. The source of the graph K is its root. Let G 1 (A) be the set of 1-graphs which are reduced to one vertex labeled with a label in A (by the means of an edge of arity 1 a t t a c hed to it) then _ A is the set of 1-graphs K 2 G(A f :g) which are de ned by induction:

K 2 G 1 (A) 9 s 2 G 1 (A) and 9K 0 2 _ A such t h a t K = s:K 0 .
Now D is de ned exactly the same way than in the previous subsection. The de nition of the concatenation operator becomes: D = fu:u u 2 _ Ag, where the operation \." is the graph operation described just before. Now, the problem P consists in generating a graph v 2 _ A belonging to the language D. The graph grammar ; 1 = B U P Z recognizing D is given below. B = feg A f :g, w h e r e e is of arity 2. The label e will be given to all edges of arity 2 whose labels do not matter. In the terminal graph, only label of arity 1 are signi cant. U = fz u vg, where z is of arity 1 a n d u and v are of arity 2 . Z = z. P is displayed on Figure 1. In this example, vertices carrying the same label are not shared so that the resulting structure is always a tree. In order to point out that it may b e a D AG depending on implementation choices concerning vertices sharing, let us describe brie y two other possible production sets: { Let us call ; 2 the grammar which shares vertices which are leaves carrying the same label. This grammaronly di ers from ; 1 in the following way: the two v ertices appearing in the right-hand side of the production rule 4 are fused. { Let us call ; 3 the grammar w h i c h shares the whole repetition. This time, vertices which are joined by the edge labeled u in rule 1 are fused so that labels u and v are no more useful and rules 2, 3 and 4 are removed. Other rules are necessary for describing the structure of a single occurrence.

An example of derivation sequence is displayed on Figure 2. In this example, A = fC D E Fg and the grammar ; 1 is used for generating the graph. The same derivation using grammar ; 2 produces a DAG instead of a tree (left leaves of the tree should all be fused two b y t wo, the result of the fusion carrying the common label). Application of the grammar to a graph K for analyzing, should be performed by r s t a t t a c hing the axiom to the source of K. 

Conclusion
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4.

Figure 1: Production Rules of a Graph Grammar Solving P. Sequences of sources of the right-hand side graphs are indicated by a n umerotation. For example, in the rst rule, the left-hand side edge z is of arity 1 so that only one source is pointed out on the right-hand side. Left-hand side edges of the other rules are all of arity 2 so that two sources are pointed out on the right-hand side graphs. The rule number 3 is multiple. Its multiplicity is equal to the cardinality o f A. With this formalism, labels are only carried by edges. Thus, small labeled edges of arity 1 represent v ertices labels, that is, operators and musical symbols. the resolution. In this paper, we used graph grammars as a support for a theoretical purpose which is independent of the implementation of the resolution of problems expressed in the hierarchy. W e shown that the structure brings some \simpli cation" of musical problems. Now, the resolution on graphs structures is certainly more complex than on words. Thus, in order to go further in this study, w e should compare resolution performances more precisely by p r o viding algorithms for both generation and analyze as well as their complexities or their time execution. Other kinds of problems should be studied the same way. This result should be useful to people interested in constraints resolution applied to solve m usical problems. Those problems are for now reduced to some details of a musical piece. We m a y hope that, if the global structure of the piece is as simple as a tree or a DAG, it should help in improving the resolution of the whole piece. We can expect that the complexity of the piece should not exceed too much the modeling strategies of the composer so that he can keep on mastering it. Thus, the complexity should be modular in some way. This property of modularity arises in software engineering, in particular, which i s a discipline dealing with complexity of computer programs. In the same way, the programmer must be able to manage his program even when it becomes very large. Rules for reducing a problem to a set modules which a r e i n terconnected all together are based on psychological experiments. Modules must be small, have a clear and simple semantics and be as independent as possible of the context. Modules must be interconnected in a simple way (in fact as less connections as possible). Probably, this kind of observation should be applied to the composer. The results of musical pieces analysis often leads to very highly structured formalization. Even if the compositional process does not take in account all the structures that are to be found by an analysis, it is surely highly modular in the software engineering sense. If it is not the case, the composer may b e i n danger of losing the mastery of his work. Thus, we can expect that most of musical pieces have, during the compositional process, structures that are DAGs whose vertices are musical modules, that is, graphs even more complex than DAGs but relatively small.

  We h a ve s h o wn that hierarchical structure may i m p r o ve t h e p o wer of expression of musical problems without losing context-freeness. This property should have some implications on the complexity o f
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 2 Figure 2: Example of Derivation Sequence. Each derivation step is labeled by t h e n umber of the rule which is applied. Applications of rule 4 are equipped with the instanciation of a which is used.
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For example, a production rule of a HR grammar may n o t d e l e t e a v ertex