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Abstract

Automatic extraction of building roofs from remote sensing data is important for many applications including 3D city modeling, urban planning, disaster management, and simulations. In this paper, we propose an automatic workflow for roof reconstruction by polygonal models from classified high-density LIDAR data. Roof planes are initially delineated by a segmentation algorithm combining a robust Hough-based normal estimator and a region growing strategy. Then, each roof is modeled by a 2D $\alpha$-shape mesh which is used to discover not only building outline but also all ridges defined by intersecting roof planes, without any geometrical calculations. The mesh directly encodes the topological relations between neighboring planes which allows us to build the final polygonal model straightforwardly. This topological approach makes our solution more simple and robust than existing methods which mostly extract the intersection lines by means of geometrical computations. Experimental results show that the proposed workflow offers a high success rate for extraction at plane level (94% completeness, 92.7% correctness, 90.8% quality) when LIDAR point density is sufficiently high.
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1 INTRODUCTION

The digitization of real objects is increasingly used in fields such as urban planning, architecture, disaster management and homeland security. Acquisition tools such as airborne light detection and ranging (LiDAR) scanners make it possible to produce digital representations of entire cities in the form of 3D point clouds sampling the surfaces of the objects in the environment. Despite the high degree of maturity achieved by digitization techniques, effective computational solutions for preprocessing and reconstruction from these measurements are rare and ill-adapted to the complexity of the environment (complex building structures and entire cities).

Today, the process of creating a digital model from such data is long, tedious and essentially manual. In this reverse engineering process, the human operator manually draws 3D model elements as close as possible to the point cloud.

Although significant effort has been put into the development of automatic and semi-automatic methods, which are currently appearing on the market, no solu-
tion proposed so far meets all industrial requirements in terms of precision, accuracy and efficiency. This is because the reconstruction of 3D building models is a complex task that requires a workflow of several processing steps such as classification, outline extraction, segmentation, feature recognition, hypothesis generation and verification, geometric modeling and construction, adjustment and refinement. In addition, the reconstructed models must respect a number of structural constraints (planarity of roof segments, horizontal roof ridges, symmetry, etc.), which cannot be retrospectively integrated into existing solutions.

Despite the acquired knowledge, there is still a significant number of unsolved problems coming from: gaps in the data (due to occlusions or unwanted reflections and absorption); noise and outliers; limited resolution and variable point density; high variability and complexity of building shapes in urban areas, to name a few. In this work, we address the particular problem of constructing (creating) polygonal 3D roof models from previously classified LIDAR point data. Our method follows a pure data-driven approach and is fully automatic, except for the parameters which must be chosen with care by a human operator. The proposed method strives for building roof models with a level of detail (LOD2), as defined in the CityGML standard [18], e.g. detailed roof structures but without superstructures (such as chimneys, dormers, etc.). Moreover, each individual roof is assumed to be a set of flat planes. A typical workflow of data-driven reconstruction methods consists of the following three steps:

1. Building points are aggregated to planar patches (segments) which represent roof facets.

2. The resulting segments are then combined to extract building modeling features or cues such as intersection and step lines, building outlines, corners, simple surface primitives, etc.

3. Finally, 3D building models are constructed based on the extracted modeling features and subsequently regularized.

We are following this pipeline, improving steps 2 and 3. Our originality comes from the fact that we fix in priority the topological properties of the resulting model, which are known to be difficult to discover using geometrical approaches.

In addition, this combinatorial approach makes it easier to handle the step edges corresponding to height jumps.

2 RELATED WORK

Numerous building reconstruction approaches have been proposed in the last two decades and are presented in various surveying articles [37, 19, 8]. The model-driven approaches try to fit certain shapes to the data, while the data-driven approaches try to extract shapes present in the data. Although the model-driven methods are robust, their performance is limited to known models [46, 51, 50]. The data-driven methods work, in theory, for any rectilinear building shapes. Here, we provide a brief overview of some data-driven approaches that are appropriate to our work; the sections correspond to the above pipeline.

2.1 Segmentation of planar patches

We can classify the (data-driven) building reconstruction methods into four categories w.r.t the approach do detect planar regions in point clouds:

- **Hough transform** [20] is one of the earliest methods used for building reconstruction [27], and it has been enhanced and tuned many times [21, 32, 28].
- **RANSAC** is another method that is applied frequently [16, 9]. It tends to be more robust than Hough transform. A comparison between these methods is presented in [45] for automatic segmentation of planar areas from point clouds.

- **Region growing** gains its place thanks to its simplicity and efficiency. In contrast to Hough transform and RANSAC, it is a local segmentation technique. In [2] surface growing is applied to a regularized raster of building points to construct planar segments by a cell aggregation technique. Further surface growing based segmentation methods in the context of 3D building reconstruction are, for example, used in [4, 1, 44, 52].

Another viable (but costly) option is to perform a global optimization. In [26], flat roof segments are determined by minimizing an energy function formulated as a multiphase level set.

2.2 Model generation

After a set of segments has been determined, modeling cues can be extracted for the subsequent construction of 3D building models. For this, intersection lines, step lines, and building outlines are frequently extracted. Although building outlines can be considered as a special type of step lines, they are often determined in a separate processing step. There are several approaches that focus on generating a construction draft and simplifying or regularizing it. These approaches are, for example, based on RANSAC [23], α-shape [36, 5, 38], structured grids [52, 44], or line simplification such as Douglas-Peucker [12].

For the detection of step edges, height discontinuities between adjacent segments are searched in [48]. In [41], step edges are determined based on statistical tests and robust estimation. A so-called compass line filter (CLF) is proposed in [17]. It determines the local edge orientation for each step edge.
The ridge lines are usually directly obtained by the intersection of two planes that are derived from a pair of adjacent segments. Other modeling cues are, for example, extracted in [33]. Here, segments are enlarged to roof faces by intersecting all segments, regardless of their adjacency to each other. An approach to detect modeling cues in form of ridge lines utilizing RANSAC is presented in [15].

Most data-driven reconstruction methods generate a 3D polyhedral model directly based on the modeling cues, [41, 32, 36, 52, 49]. For this, the extracted lines are extended and connected with each other so that each roof surface is bounded by a closed sequence of connected line segments. Further faces with a vertical orientation are then added at step edges so that each edge in the polyhedral model becomes part of two surfaces defining line segment sequences. The implementation of such a direct polyhedral model generation method often comes, however, with quite a few problems because there are usually some ambiguities how the line segments are to be connected to guarantee the planarity of each polyhedral face without any gaps in between. There are methods using 2.5D triangulation [11], but it does not guarantee the correct topology of the model (step edges).

2.3 Model regularization

Since building models derived from data-driven reconstruction approaches resemble very closely the (imperfect) input data, several regularization and optimization methods have been developed. For this, most of the methods described above incorporate the main orientation of the building and support orthogonal and parallel structures.

An adjustment model that considers the building topology to improve the shape of a building model is, for example, proposed in [40]. In [52], global regularities are incorporated during the construction. This includes orientation and placement regularities between two roof surfaces, parallelism and orthogonality between building outlines and the normal of their owner planes, and regularities between two boundary edges in terms of their height and position. In order to automatically determine independent and consistent constraints, a greedy algorithm is proposed in [6] while Grobner bases are used in [29]. In [43] and [24], a refinement of building models is proposed based on aerial images from which building edges are detected and incorporated in the reconstruction process. An implicit regularization process in the framework of MDL in combination with hypothesize and test (HAT) is, for example, proposed in [22].

3 PROPOSED METHOD

Our method takes as input a set of clusters of 3D points where each cluster corresponds to the roof of an individual building or a set of adjacent buildings. It provides a 3D geometric and topological roof model where each planar patch is represented by a flat polygon and these polygons are consistently sewn together. These models are suitable for the subsequent reconstruction of polyhedral buildings by geometric extrusion or as an initialization for model-based fitting approaches.

We follow the pipeline depicted in §1:

1. The planar roof segments are first extracted from each cluster using a robust Hough-based normal estimator and a region growing approach.

2. Then, each cluster of 3D points is projected to the \(xy\)-plan and its \(\alpha\)-shape is built from its Delaunay triangulation in 2D. The initial building outline, in terms of edges, is extracted from the outmost triangles. We extract roof ridge lines and corners directly from the mesh using the set of triangles belonging to two or three segments. This approach allows us to build at first an accurate topological model (graph) where each vertex corresponds to the intersection of exactly three planar roof patches. Each edge corresponds to the intersection of adjacent planes and each facet corresponds to a roof plane.
3. Finally, we regularize the model by detecting the step edges and ensuring the polygons planarity.

The rest of the section is organized as follows: §3.1 describes the plane detection step, then §3.2 explains the model generation step, and, finally, §3.3 detailed the model regularization step. Figure 2 provides a visual representation of the method as a number of different entities computed during the processing (A to I).

### 3.1 Plane detection

Our method for plane detection processes each building cluster individually and takes into account the coordinates of the input points and the estimated surface normal vectors. We used a robust Hough-based algorithm provided by Boulch [7] which approximates the tangent plane at each point by considering its 30-neighbors. This method is particularly well suited to our data because it does not smooth the normal vectors at the intersection lines between adjacent planes.

Then, a Region Growing algorithm, provided by the Point Cloud Library [35], is used to merge the points that are close enough in terms of a smoothness constraint defined as the deviation between normals of the points. In order to compute the Cartesian equation of each detected planer patch, we compute the plane normal vector as the average of the normals of its points.

At the end of this step, each building cluster has its points labeled with a value corresponding to the planar patch to which it belongs, as shown in Fig.2-B. In addition, we keep the computed plane equations, as a text file, which will be used in a next processing step.

### 3.2 Model generation

Based on the planar patch segmentation performed in the previous step, this step deals with the construction of a roof shape descriptor in the form of a graph consisting of the roof’s outer edge, the ridge lines and their mutual intersections, referred to as corners. It essentially involves a surface mesh generation algorithm allowing to build a triangular mesh connecting all the input points which can then be used to extract the coarse roof model. This initial model will be geometrically optimized during the last step, in order to deliver a valid polygonal 3D roof model.

First, we project the input 3D points to the xy-plane by ignoring the z coordinate. Then, we build the 2D Delaunay Triangulation of the points which is a mesh of their convex hull and can be embedded in 3D, as shown in Fig.2-C.

Since the building footprints are rarely convex polygons, this initial mesh has to be carved from outside in order to remove the triangles spanning the concave area. This brings us exactly to the definition of the α-shape of the points which is usually computed from the Delaunay mesh by removing the triangles having an edge longer than the parameter $\alpha > 0$, [14]. Indirectly we are performing a Delaunay sculpting approach as introduced in [13] and [30].

In practice, we have implemented an erosion and boundary discovery algorithm. It stats by constructing the convex roof boundary as the list of outmost edges (i.e. incident to only one triangle in the Delaunay mesh). Then, it considers the shortest edge and checks if it is smaller than the threshold value $\alpha$. If yes, the edge is kept and the algorithm continues with one of its adjacent edges. Otherwise, the edge is removed from the boundary list and is replaced by the two other edges of the current triangle. The algorithm stops when all the edges of the boundary list have been checked.

The most critical aspect of this algorithm consists in the selection of an optimal value for the parameter $\alpha$, since it depends directly on point density and the desired level of detail in the boundary extraction. Although there exist a recent attempt [38] to incorporate the density variation information in the algorithm in the particular context of building modeling.

At this stage of the processing, we have a dense triangular mesh which perfectly fits to the input data, as depicted in Fig.2-D. Note that we keep the labels at the vertices computed at the previous stage. They are shown in different colors and indicate to which plane each vertex belongs to. This information will be used to discover the ridge lines and the corners between planes of the polygonal model.

In addition, the mesh edges of the concave border are also tagged with a specific value, their vertices are shown in red in Fig.2-E. We assume that the building footprint (outline) has only one connected component. Otherwise, processing stops and the input building cluster must be refined in order to correctly separate the various connected components.

In deferential geometry, the ridge lines are defined as the locations of local extrema of the principal curvature of the surface, whereas their intersecting corners are locations where the principal curvature vanishes.
In our particular case, the ridge lines are defined by the intersection of two adjacent planar patches, while the corners corresponds to the intersections of exactly three of them. These topological features are easily accessible from the mesh as the set of triangles having more than two different vertex labels, as shown in Fig.2-F.

This simple observation, allows us to design a robust combinatorial algorithm in 2D which essentially consists in a simple mesh traversal and does not use any user-given parameters.

This is in sharp contrast with most of the concurrent methods which usually relay on 3D geometrical computations (adjacent planes searching, planes intersection line computation, ridge line end points searching, etc.) which are known to be tricky to be robustly implement with floating point numbers [10].

In addition, by choosing to work as long as possible in 2D, we avoid many complex 3D configurations and defer the consideration of height jump edges to the last step of the workflow.

In practice, there is no technical difficulty to build the topological graph from the mesh as far as the mesh is encoded in an appropriate data structure, for example the half-edge data structure [31, 25].

The algorithm starts by adding to the graph the vertices and the edges of the outline border which have been previously tagged in the mesh. Then it adds the dual edges of the ridge triangles that have been previously tagged (spanning two or three planes). This consists in adding a vertex in the center of each triangle and connecting the barycenters of the triangles that share a common edge (see zoom in Fig.3). The algorithm also records, for each graph vertex, an attribute composed of the labels of the involved planes. In 2D, there are three possible configurations, as follows: If a vertex has exactly three labels, it is tagged as a corner and will be locked up and kept forever in the graph. If a vertex has exactly two labels, it is an ordinary vertex and could be removed during the optimization step. If a vertex has a unique label, it is a connection vertex and must be preserved. It is connected to the outline border by projecting it to the closest boundary edge (which is necessarily one of the edges of the triangle it belongs to) (see zoom in Fig.3).

The resulting raw topological graph is shown in Fig.2-G where the corner vertices are depicted in red, while the connection ones are in blue. The ordinary vertices are not highlighted for better visibility but the edges between them are drawn in blue.

Notice that, at this stage of the processing, the topological graph is composed of many small edges which have been extracted from the dense α-shape mesh. However, we are able to anticipate the model optimization by simply removing all ordinary vertices, which allows

is to already simplify the internal ridge lines, as shown in Fig.3.

### 3.3 Model regularization

The model computed by the previous steps already has the correct topology but needs to be geometrically optimized to become an acceptable roof model. First we need to simplify the polygon boundaries, then we have to deal with the planarity constraint as well as the detection of height skip lines.

There are several methods in the literature to simplify polylines. While Douglas-Peucker’s algorithm [12] is the best known, we have implemented Visvalingam’s algorithm [47], because it is more efficient. The idea is very simple: we gradually remove points with the least perceptible change, as in [34].

We have a polygonal (non-planar) mesh and the Cartesian plane equations. Each vertex of our model to be regularized is incident to one, two or three facets. According to the connectivity we move the vertices:

* **One incident facet**: we project it onto the corresponding plane.
* **Two incident facets**: we project it onto the intersection line.
* **Three incident facets**: we move it into the intersection of the corresponding planes.

While the projection is conceptually simple, care must be taken. Refer to the bottom left image of the Fig. 4 for an illustration. Yellow and blue planes do not intersect each other, yet the 2D α-shape is not aware of that.

Consider the vertices highlighted in red in top right image of the figure; if we project them onto both planes simultaneously, we get an inconsistent result. Fortunately, it is very easy to detect this inconsistency.
Indeed, an inconsistency can be detected thanks to the distance between the original position of the point and its possible new position. If this distance exceeds a certain threshold then it’s an inconsistency. If the inconsistent point has a valence of three, then among the adjacent planes, we identify a pair of planes that appear to be the most parallel (the ones that will generate the greatest inconsistency). And we duplicate the point so as to separate the two planes. If it has a valence of two then we simply duplicate the point and separate the two planes as shown in the bottom right image. So, the regularization step can be seen as the following loop:

1. project all vertices onto the corresponding planes;
2. if there are no inconsistent configurations, stop;
3. else duplicate the inconsistent vertices and go to the projection step.

The remarkable aspect here is the fact that our algorithm detects and recovers the inconsistencies that correspond to the step edges (height jump lines). The step edge detection is a hard problem and our combinatorial approach is more robust than the geometry-based algorithms like 3D α-shape or snapping outlines of individual roof panes. Fig. 5 presents some examples of the regularization algorithm.

4 EXPERIMENTAL RESULTS

Data set description

The data set used in our tests was captured over Breuschwickersheim of the Eurometropolis of Strasbourg in France using the LMS Q780 Riegler laser scanner (see Tab. 1). It covers an area of approximately 1000 m × 1000 m.

The classification of the point cloud is obtained during the acquisition by return wave analysis. From this classification, we were able to extract a set of 2.5M points corresponding to the building roofs of the entire area (Fig.1). This single point cloud has been further delineated into clusters corresponding to individual buildings. We obtained 445 clusters using the Euclidean Cluster Extraction algorithm provided by the Point Cloud Library [35]. Any other clustering algorithm could be used for this purpose. Each resulting cluster corresponds to the roof of a single building or a set of adjacent buildings (Fig.1). Note that, in very densely built-up areas, the latter configuration may be the norm and no automatic tool can determine a limit between neighboring buildings if there is no gap between them, without cadastral information. Since we are not interested in the problem of building detection, we assume that the building delineation is correct. We have kept the large clusters as they were delivered, without cutting them manually. This allows us to provide reasonably challenging inputs to our roof modeling method, presented here.

As a reference data, a human operator has built manually the polygonal models for every cluster shown in Fig.1 using the RhinoCapture software [39]. An example of a reference roof is given in Fig. 6.
### Table 2: Accuracy assessment of the plane detection over the entire data (445 building clusters).

<table>
<thead>
<tr>
<th></th>
<th>( C_m )</th>
<th>( C_r )</th>
<th>( Q_l )</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean</td>
<td>94.0</td>
<td>92.7</td>
<td>90.8</td>
</tr>
<tr>
<td>Median</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>First quartile</td>
<td>91.2</td>
<td>89.6</td>
<td>80.8</td>
</tr>
</tbody>
</table>

**Quantitative evaluation**

We have used the evaluation system proposed in [42, 3] which assumes that the roofs are represented by polygonal models and each individual roof consists of a set of flat planes. We have carried out an *object-based evaluation at plane level* since, let us recall, our method addresses only the problem of roof modeling by detecting planes in already segmented building clusters.

In object-based evaluation, *completeness* \( (C_m) \), *correctness* \( (C_r) \), and *quality* \( (Q_l) \) are estimated by counting the number of true positive \( (TP) \), false positive \( (FP) \) and false negative \( (FN) \) planes in the extracted results, as follows:

\[
C_m = \frac{TP}{TP + FN}, \quad C_r = \frac{TP}{TP + FP}, \quad Q_l = \frac{TP}{TP + FN + FP}.
\]

Ideally, these values should be maximum at 100%. The *completeness* indicates the detection rate and is the percentage of entities in the reference data that were detected. The *correctness* indicates how well the detected entities match the reference data and is closely linked to the false alarm rate. The *quality* provides a compound performance metric that balances completeness and correctness.

As depicted on Table 2, the average completeness, correctness and quality metrics, computed on the entire dataset (445 clusters of buildings), were respectively 94%, 92.7% and quality 90.8%.

In addition to these quantitative results, qualitative analysis is also presented via visualization (see Fig.7).

Table 3 gives detailed evaluation metrics for the clusters depicted in Fig.5, Fig.7 and Fig.8. All of the clusters corresponding to individual buildings were perfectly reconstructed (see Fig.7). Large clusters corresponding to adjacent buildings were also correctly handled (see Fig.7:#10,#23). In the case of clusters presenting step edges (Fig.5), some true planes were missed and some roof planes were wrongly constructed. The last four clusters (Fig.8) are considered as fail cases which are mainly due to poor plane segmentation.

**Discussion**

The proposed method strives for building roof models with a level of detail LOD2, as defined in the CityGML standard [18]. This means that we look for a detailed roof structures without superstructures (e.g., chimneys, dormers, etc.).

The small roof superstructures such as chimneys, antennas and various noisy components are mostly removed by the plane segmentation algorithm (step 1).

However, some small roof extensions and detail roof structure were correctly modeled as shown in Fig.7:#105.

The dormers are roof elements defining small planes which are topologically inside the primary roof planes. Large dormers are recognized and accurately delineated by our step 1 algorithm, as shown on Fig.7:#53. But these structures are usually removed by the model generation algorithm (step 2).
Let us recall that our model generation algorithm works in 2D, which allows us, on one hand, to design a robust combinatorial algorithm avoiding many 3D problems, on the other hand, to postpone the 3D embedding problems due to height jumps. This makes our method able to handle roofs with simple geometry quite efficiently. For simple flat, gamble and hip roofs, the algorithm achieved 100% completeness, correctness and quality. Our data contains 40% of this kind of structure. For cross-fipped, cross-gabled, hip and valley and intersecting roofs, the method achieved 98% of perfect models. These shapes constitute about 30% of our dataset (Fig.7). As show on Fig.5, most of the complex structures with height jumps are correctly optimized by our model regularization algorithm. The remaining 30% are complex structures, 20% of them are successfully handled and the resulting models are acceptable for further use (see Fig.7:#10,#23), while 10% of our data are real failures which are mostly due to poor plane segmentation, as shown in Fig.8.

5 CONCLUSION

In this paper we propose a new workflow for the reconstruction of building roofs from pre-classified LIDAR point data. The method takes as input a cluster of 3D points corresponding to the roof of an individual building. It delivers a 3D polygonal model where each planar roof patch is represented as a flat polygon and their ridge and corner intersections are topologically consistent. The main contribution is a combinatorial approach that is more robust than the geometrical methods trying to snap intersection lines. Having the combinatorial information, we easily reconstruct step edges during the regularization phase. Experimental testing has shown that the proposed pipeline successfully deals with challenging input data. It achieves a plane detection rate of 94% and a quality rate of 90%.

We believe that the resulting models will be suitable for further polyhedral building reconstruction through geometric extrusions, for example. Moreover, they could also be useful for the initialization of model-driven methods for roof modeling.
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<table>
<thead>
<tr>
<th>#</th>
<th>#ref</th>
<th>TP</th>
<th>FP</th>
<th>FN</th>
<th>Cw</th>
<th>Cr</th>
<th>Ql</th>
</tr>
</thead>
<tbody>
<tr>
<td>92</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>105</td>
<td>5</td>
<td>5</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>69</td>
<td>3</td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>70</td>
<td>7</td>
<td>7</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>115</td>
<td>6</td>
<td>6</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>53</td>
<td>7</td>
<td>7</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>23</td>
<td>8</td>
<td>8</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>10</td>
<td>18</td>
<td>18</td>
<td>0</td>
<td>0</td>
<td>100</td>
<td>100</td>
<td>100</td>
</tr>
<tr>
<td>13</td>
<td>13</td>
<td>13</td>
<td>1</td>
<td>0</td>
<td>100</td>
<td>92.9</td>
<td>92.9</td>
</tr>
<tr>
<td>30</td>
<td>9</td>
<td>8</td>
<td>0</td>
<td>1</td>
<td>88.8</td>
<td>100</td>
<td>88.8</td>
</tr>
<tr>
<td>37</td>
<td>13</td>
<td>11</td>
<td>1</td>
<td>2</td>
<td>84.6</td>
<td>91.7</td>
<td>78.6</td>
</tr>
<tr>
<td>28</td>
<td>18</td>
<td>18</td>
<td>1</td>
<td>1</td>
<td>94.7</td>
<td>94.7</td>
<td>90</td>
</tr>
<tr>
<td>151</td>
<td>7</td>
<td>7</td>
<td>4</td>
<td>0</td>
<td>100</td>
<td>63.6</td>
<td>63.6</td>
</tr>
<tr>
<td>214</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>0</td>
<td>100</td>
<td>60</td>
<td>60</td>
</tr>
<tr>
<td>215</td>
<td>9</td>
<td>8</td>
<td>0</td>
<td>1</td>
<td>88.9</td>
<td>100</td>
<td>88.9</td>
</tr>
<tr>
<td>256</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>100</td>
<td>66.7</td>
<td>66.7</td>
</tr>
</tbody>
</table>

Table 3: Detailed evaluation metrics for the roofs in Fig.7, Fig.5 and Fig.8.


