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Background : Feed intake is a useful measurement in many types of livestock studies. This variable can be obtained by measuring changes in feed weight (weight_m) over time using a weighing platform. The resulting data are a mixture of stable and variable (during animal or human interactions with the platform) feed weights. Results : This article proposes an algorithm that extract the stable parts, allowing accurate computing of feed intake. A GPL-3.0+ implementation of this algorithm in R is provided. Application is illustrated using individual data from cows, goats and mice Conclusions : Feed intake can be computed from weighing platform data in various species using our method.

Introduction

Feed intake has a primary role in studies of animal physiology and behaviour. For research, feed intake is an important input especially for describing feeding 1 behaviour [START_REF] Giger-Reverdin | A new segmentation-clustering method to analyse feeding behaviour of ruminants from withinday cumulative intake patterns[END_REF], or in models that predict methane emissions in ruminants [START_REF] Jayasooriya Adrn Appuhamy | Models for predicting enteric methane emissions from dairy cows in North America, Europe, and Australia and New Zealand[END_REF][START_REF] Munoz-Tamayo | A parsimonious software sensor for estimating the individual dynamic pattern of methane emissions from cattle[END_REF]. Within the context of precision livestock farming, there is a great interest in developing algorithms to monitor feed intake for individual animals [START_REF] Lalaina | Development of an open-source algorithm based on inertial measurement units (imu) of a smartphone to detect cattle grass intake and ruminating behaviors[END_REF] as total ingestion mainly influences milk and growth in ruminants [START_REF] Korver | Feed intake and production in dairy breeds dependent on the ration[END_REF][START_REF] Jarrige | Alimentation des bovins ovins et caprins[END_REF]. Changes in the time course of the feed intake can be seen as an indicator of miscellaneous troubles like acidosis [START_REF] La González | Ruminal acidosis in feedlot cattle: Interplay between feed ingredients, rumen function and feeding behavior (a review)[END_REF] or sub-acidosis [START_REF] Matthias | Rumen acidosis with special emphasis on diagnostic aspects of subclinical rumen acidosis: a review[END_REF].

Feed bins on weighing platforms are classical devices to measure the feed consumed by animals. However, the data provided by this type of devices are often noisy and the subsequent data treatment is time consuming. Consequently, automatic filtering methods are needed to provide accurate information on the actual feed intake. Some manufacturers propose softwares that filter out the data, but they are closed source, making them less useful in an experimental context. In this article, we present an open-source (GPL-3.0+) algorithm that facilitates the accurate determination of feed intake from feed bins temporal data. The algorithm was applied to cows, goats, and mice data sets.

Material and methods

Goat data set and preprocessing

The goat data set was obtained from the experimental facilities of MoSAR, UMR 0791, INRAE AgroParisTech Université Paris Saclay. In this setup, weighing platforms were coupled to automatic gates (Gabard System, France) that allowed only a single designated animal to eat at a specific gate, and that prevented feeding during the twice a day feed distribution. The weight of the feed bins (weight_m) was measured with a precision of 5 grams, every two seconds with an automatic weighing platform (SWR3P-BMC 301x275; Balea, France), using the manufacturer's software. The data are available in . The data used in this paper were extracted from the 1st to the 9th January 2018 from gate one.

The original data were preprocessed by removing all points below -300g, these points corresponds to periods when the feed box was removed from the weighing platform in order to refill it.

Cow data set and preprocessing

The cow data set was obtained from the experimental facilities of Agriculture Victoria, Australia. The data analyzed here were extracted fom the study of Moate et al [START_REF] Pj Moate | Effects of feeding wheat or corn and of rumen fistulation on milk production and methane emissions of dairy cows[END_REF]. Distributed lucerne hay weight was measured every second. Cows were fed two times 6 kg of lucerne twice a day on mornings and afternoons. Cows were also fed some concentrate that's not measured by the weighing platforms. Data is available in . The original data were preprocessed by removing all points below -100g, as such points corresponds to periods when the feed box was removed. All values above 6 kg were replaced by a value of 6 kg, as there were no locking 2 data/goat.csv data/cow.csv system to prevent cows from interacting with the weighing platform during feed distributions, creating erroneous high weights records at these times.

Mouse data set and preprocessing

The mouse set was obtained from the experimental facilities of PNCA, UMR-914, INRAE by Patrick Even [START_REF] Chaumontet | Low-protein and methionine, high-starch diets increase energy intake and expenditure, increase FGF21, decrease IGF-1, and have little effect on adiposity in mice[END_REF]. Mice are housed in individual metabolic cages equipped with one or several food cups fixed on a weight gauge (ref AHA 500, Phimesure, scale 0-500g, sensitivity 0.01g). The output signal of the gauges are acquired at 100 Hz by a program of data acquisition designed in the laboratory (developed with Labview, National instrument). Data are converted into mg, averaged into 2 s time bins according to the desired time resolution before storage on hard disk. The original data were preprocessed by removing all points below 0g and above 100g, as they probably correspond to humans interracting with the weighing platform.

General principle of the algorithm

The principle of the algorithm is to first distinguish periods when the animal or someone is interacting with the weighing platform (i.e., erroneous data) from periods when the weighing platform is stable (i.e., plateaus). Then feed distributions are detected, by finding the highest increase in weight_m (i.e., food added to the bin) within a specific interval (i.e., feed distribution schedule). Finally, as we expect the food to be always decreasing except at feed distribution, the longest decreasing sub sequence of plateaus is computed between distribution.

Detection of plateaus

A zoom of preprocessed data (see Fig 1), shows periods of stable data (i.e., plateaus) when the weighing platform is left alone, and unstable periods that are caused by the animal interacting with the weighing platform. A plateau is defined by a begin_time, an end_time and a weight_m.

The complete algorithm for plateau detection is described in Algorithm 1 and implemented in . Its parameters are in Table 1. Plateaus are computed by iterating through all data points. Points that are close together in time and in weight_m are grouped into the same plateau (see max_gap and max_delta in Algorithm 1).

As plateaus indicate periods when the weighting platform is stable, they need to have a minimal duration to enforce stability, therefore plateaus shorter than min_duration are discarded (see Algorithm 1).

Detection of feed distributions

As we expect weight_m to be decreasing only between feed distributions, we have to cut the data into pieces at distribution time. To detect feed distributions, we first define a schedule composed of arbitrary time intervals. They 3 code/plateau.R are chosen to cover the periods when the feeding occurs. Then, as we expect the feed to increase at distribution, we search for the largest increase between two consecutive plateaus within each time interval. The difference of weight_m between these plateau corresponds to the amount of feed added to the bin. The code for schedule generation is in , the code for distributions detection is in .

Longest decreasing sub-sequence of plateau

Between two consecutive feed distributions, we expect feed to be decreasing as the animal eats. To enforce it, we generalize the already existing longest increasing subsequence algorithm in order to use an arbitrary function for comparing elements. By using a≥b instead of a<b for comparing elements, we obtain the longest not-strictly decreasing sub-sequence.

The longest not-strictly decreasing sub-sequence algorithm expects a vector of points (i.e., one weight_m at one time), but plateaus are vectors of ranges (i.e., one weight_m, between begin_time and end_time). To make this algorithm work, we interpolate each plateau with a small constant step to obtain a vector of points. As the number of points in the interpolation is proportional to the plateau duration, and as the a≥b function used in the algorithm keeps exaequo, this method has the beneficial effect of weighting the longest sub-sequence algorithm by plateau durations.

In the general case, the weighting is slightly wrong if the plateau boundaries are not synchronized with the interpolation times. When the period between two consecutive measurements is constant, choosing an interpolation step equal to this period guarantees synchronization and avoids this problem. When the period between two consecutive measurements changes, choosing an interpolation step smaller than the shortest plateau duration makes the ponderation error negligible at a price of higher CPU and memory consumption, which is in practice a usable workaround

The longest increasing sub-sequence code originates from the algorithm publicly available on Wikipedia [START_REF]Longest increasing subsequence -Wikipedia, the free encyclopedia[END_REF] and is implemented in . The modified version to construct the plateaus and perform the interpolation is in .

Choosing max_delta

The max_delta parameter represents the acceptable difference in weight_m between points in a plateau. This parameter must always be higher than the precision of the weighing platform. A rule of thumb is to consider that max_delta is the acceptable plateau weight_m error, and to choose the highest value that corresponds to a reasonable error (guess: 3*platform_precision). In order to ensure that an appropriate max_delta value has been chosen, it's necessary to look at the generated plateaus on a plot (code for plotting plateaus is in ). If a plateau aggregates points that vary greatly, max_delta is too high. If there are two or more plateaus of slightly different 4 code/schedule.R code/distribution.R code/liss.R code/plateau_decreasing.R code/plateau_plot.R weights, in areas where data are stable, max_delta is too low. For an example, see Fig 2 A.

Looking at the histogram of absolute differences between weight_m and local median of weight_m may also give an idea of max_delta value. We expect to see a large proportion of values in range [0; platf orm_precision] that correspond to plateaus, and higher values that correspond to parts when the animal is interacting with the scale or distributions. Code for computing the local function is in , an example of histograms can be seen in and .

Choosing max_gap

The max_gap parameter is the maximum duration between two consecutive points within a plateau. A rule of thumb is to consider that max_gap is the acceptable plateau duration error (guess:3*sampling_period). Then, always look at the generated plateau on a plot: if there are too many breaks within regions of data with the same weight_m, max_gap is too small. If the same plateau aggregate data across too large gaps, max_gap is too high. This latter case may happen when data is missing or removed by preprocessing. For an example, see Fig 2 B.

Choosing min_duration

The min_duration parameter is the minimal duration of a plateau. We want the smallest value that allows proper weight_m measurement, but that does not create fake plateaus. A reasonable place to start is to choose it to have at least 5 data points in a plateau (guess: 5*sampling_period). Then, always look at the generated plateau on a plot. If there are too many small plateaus (typically in noisy areas), min_duration is too small. If stable series of short duration are missed, min_duration is too large. For an example, see Fig 2 C.

The median for aggregation

The current plateau detection algorithm compares each point to the median of the buffer (i.e., the current potential plateau) in order to decide whether to add it to the buffer or not. Comparison to the median was chosen for its robustness but if the weight_m is slowly changing (for example due to weighing platform drift), a plateau may aggregate points with very different values, which is not wanted. A less robust but drift-proof solution is to replace distance to median by the maximum distance between current point and all points in the buffer (see (2.1) in Algorithm 1).

code/local_fn.R code/ex_goat.R code/ex_cow.R 4 Results and discussion

Reasonable computation times

The procedure (plateau detection, feed distribution detection and longest weighted not-strictly decreasing sub-sequence of plateau) was run on a single 2.10 GHz CPU core.

On goat data (326 385 points) the code (see ) took about 3 min to run, with 80% of the time spend on computing the plateau. On cow data (80 001 points) the code (see ) ran in 31 seconds, with 83% of the time spend on computing the plateaus. So even if the current implementation is not optimized for performance, it is fast enough to be usable in practice.

Practical use cases of the algorithm

The method used to compute feed distribution is acurate as long as there is one plateau just before the distribution, one just after it and no plateau in between. In practice, it means that all the food of a distribution must be added in a single move, and that nothing must interact with the scale before and after the distribution. This typically require a kind of locking system that prevents the animal from eating in the seconds after the food was distributed.

The algorithm that detect plateau is acurate, as long as sampling is fast enough to have many points per plateau (in practice at least a measurment every 2 seconds), and as long as the measurment errors are smaller than the minimum amount an animal eats in a single visit.

A generic algorithm

The different pieces of this algorithm were built to be as independent as possible, so that they can be recycled to handle different kinds of data. For example, the current plateau algorithm can easily be used in any system that produces time series composed of a mixture of stable relevant and unstable irrelevant data in order to filter out the unstable part, or as a destructive compression algorithm.

In practice, the full pipeline (plateau, detection of distribution, longest ponderated not-strictly decreasing sub-sequence) is an easy to use tool for preprocessing raw weighing platform data in order to compute feed consumption from weighting platform data. The examples shown in the present paper illustrate this for data from different species and different weighing platforms.

The code for analysing cow, goat and mice data is available in , and .

Conclusion

The proposed algorithm allows to compute feed intake from weighing platform data with reasonable computation times. Morever, the algorithm is generic 
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for i = 0; i < length(data); + + i do 4: if length(buf f er) == 0 then (1) 5: 
append(buf f er, data

: delta ← data[i].w -median(buf f er.w) [i]) 6: else 7 
delta_ok = abs(delta) ≤ max_delta plateau_eval(buf f er, result, min_duration)

return result 19: end procedure

The plateau algorithm uses a buffer to store points that potentially belong to a plateau. Points are read one by one, ordered by time. For each point, if the buffer is empty, we start a plateau by adding the current point to it (1) and we go to the next point. If there is at least one point in the buffer, we compute the boolean delta_ok as true if the current point weight_m is close enough (distance ≤ max_delta) to the median weight buffer (2.1) ; and the boolean gap_ok as true if the duration betwen the current point and the last point of the plateau is ≤ max_gap (2.2). If delta_ok or gap_ok is false, we consider that there is a plateau end, and we call the procedure plateau_eval (2.3). This procedure checks if a plateau is kept, and clears the buffer. Regardless of plateau_eval result, the current point is added the buffer. After processing all points, the buffer may not be empty, we call the procedure plateau_eval a last time in order not to lose the last plateau (4). if length(buf f er) ≥ min_duration then

p ← a P lateau buf f er ← an empty array of P oints (6) 10: end procedure

The procedure plateau_eval examines the buffer and decides if it's a valid plateau or not. To do so, if the buffer contains a plateau longer than min_length, we consider it as valid and we add it to result (5). A valid plateau starts at the first point in the buffer, finishes at the last one, and has a weight equal to the median of all weights in the buffer. Regardless of plateau validity, we clean the buffer [START_REF] Giger-Reverdin | A new segmentation-clustering method to analyse feeding behaviour of ruminants from withinday cumulative intake patterns[END_REF]. In procedure definition, the & symbol indicates that the following argument is passed by reference and can therefore be modified by the procedure. Measured data. Food distribution search range (see section 3.6). Food distribution (see section 3.6).

Plateau not in longest weighted decreasing sub sequence (see section 3.5).

Plateaus in longest weighted decreasing sub sequence (see section 3.7).

[A] Goat data (see section 3.1). Raw data were filtered to remove points below -300 grams that correspond to feed bin removal during distribution.

[B] Cow data (see section 3.2). Raw data were filtered by removing all points below -0.1 kg, and by replacing all points above 6kg by 6kg.

[C] Mouse data (see section 3.3). Raw data were filtered by removing all points below 0g and above 100g. [D,E,F] Zoom of goat, cow and mice data.

As seen on the zoom plots, the plateaus correctly match the parts of the curve where the data are stable, and discard the rest of the data. The plots [A,B,C] show that distributions are correctly detected, and that the longest weighted decreasing sub-sequence of plateaus correctly matches the general trend of the curve. Plateau (see section 3.5). In this example plateaus are computed on raw data. When not specified otherwise in the plot title, parameters are : max_delta=10g, max_gap=5s, min_duration=5s.

[A] When the distance between the current plateau median weight and the current weight is higher than max_delta, the plateau is broken. Therefore increasing max_delta will aggregate in the same plateau points of different weight.

[B] When there is no point for a duration longer than max_gap, the plateau is broken. [C] Plateaus shorter than min_duration are discarded. 13 code/parameters.R
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Algorithm 1

 1 Detection of plateaus (part 2/2) 1: procedure plateau_eval(&buf f er, &result, min_duration) 2:

Figure 1 :

 1 Figure 1: Algorithm results

Figure 2 :

 2 Figure 2: Effects of parameter values on plateau detection Raw data (see ).Plateau (see section 3.5). In this example plateaus are computed on raw data. When not specified otherwise in the plot title, parameters are : max_delta=10g, max_gap=5s, min_duration=5s.[A] When the distance between the current plateau median weight and the current weight is higher than max_delta, the plateau is broken. Therefore increasing max_delta will aggregate in the same plateau points of different weight.[B] When there is no point for a duration longer than max_gap, the plateau is broken. [C] Plateaus shorter than min_duration are discarded.
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  Algorithm 1 Detection of plateaus (part 1/2)

	Input	data	an array of P oints, ordered by time
		max_delta	maximum between current weight and plateau
			median weight
		max_gap	max duration between two consecutive
			points in a plateau
		min_duration minimum plateau duration
	Output result	an array of P lateaus, ordered by time
	Point	.t	time
		.w	weight_m measured by the weighing platform
	Plateau .begin	begin time
		.end	end time
		.wm	weight_m median weight during the plateau

1: procedure plateau(data, max_delta, max_gap, min_duration) 2:

Table 1 :

 1 Parameters of Algo 1

	dataset parameter	value
		max_delta	30 g
	cow	max_gap	2 s
		min_duration	7 s
		max_delta	15 g
	goat	max_gap	6 s
		min_duration	10 s
		max_delta	0.04 g
	mice	max_gap	5 s
		min_duration	10 s
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