T axis play an essential role as a transportation alternative in many cities because of their convenience and accessibility. The regulation of the taxi industry and how the taxi problem has been addressed in the literature have a long history. The authors in [START_REF] Salanova | A review of the modeling of taxi services[END_REF] presented a comprehensive review of the different models developed for the taxicab problem.

Today, the spread of mobile devices and the development of GPS make it possible for all of the transport operators to dynamically adapt the transportation supply to travel demand. These new technologies have made considerable changes in the transportation modes as well as taxis. With traditional taxi services, the demand is requested via a call center, and the drivers must rely on experience to handle the optimization process. With the app-based platforms, however, the requests are centralized, and more advanced optimization techniques can be implemented to assign passengers to the fleet [START_REF] Darbéra | Business-models for the taxi of the future[END_REF]. Consequently, many pieces of research have been performed on different methods to improve the efficiency of taxis, especially approaches for taxi recommending under different conditions and objectives [START_REF] Hwang | An effective taxi recommender system based on a spatio-temporal factor analysis model[END_REF], [START_REF] Moreira-Matias | An online recommendation system for the taxi stand choice problem (poster)[END_REF].

The critical issue in dynamic assignment is to be able to solve the optimization process very quickly, especially for large-scale networks with thousands of requests, while respecting the current traffic situation in the network at the time. In the taxi-assignment problem, the objective is to reduce the taxi travel time and distance. Also, it is important to minimize the passengers' waiting times.

Another serious point is to predict the travel times accurately to determine the availability of the taxi and pickup/ drop-off times. This important problem, to the best of our knowledge, has not yet received enough attention. In the literature, authors usually assume that the travel times during the assignment process stay the same during the execution of the vehicle schedules. However, the network congestion can have significant impacts on vehicle speed and travel time, which means that the number of private cars that are currently driving besides the taxis should be considered as well [START_REF] Alisoltani | Optimal fleet management for real-time ride-sharing service considering network congestion[END_REF].

In this article, we present an algorithm at full spatial scale to optimize taxi operation, considering the current network traffic conditions over a given rolling horizon. This algorithm is capable of finding the routes with minimum travel times to serve all of the passengers with acceptable waiting times. Also, the system needs fewer taxis to serve a higher number of passengers because the optimization process adjusts the sequence of trip requests. As depicted in Figure 1, with this method, one taxi can serve three possible sequential trips from one taxi station to another in a shorter time than if these three requests were served with three different taxis.

To speed up the optimization computation time, especially for large-scale problems, we introduce a heuristic method based on clustering. We apply the clustering method based on the "Sequential Function" on the requests to put those who have more potential to be served successively by the same taxi in the same cluster. Then we employ the dynamic taxidispatching algorithm (DTaD) within each cluster.

The goal of this study is to assess the performance of a taxi service under the optimal situation on a large scale considering the traffic dynamics. The optimal situation is the scenario in which all of the total costs (for the taxis and passengers) are minimal. To be sure that we can find most of the sequential taxi trips for each taxi and minimize the taxi travel distance, we choose a rolling horizon of 10 min. With a short prediction horizon of next requests, it is not possible to optimally manage a taxi fleet, and we have to resort to a very simple strategy like assigning the nearest vehicle. As we want to dynamically optimize the fleet management, we need to assume that the requests are predicted over the rolling horizon. We do not question this assumption in this article.

To dynamically test the performance of our system, we use a traffic simulator that predicts the mean network speed with respect to the current accumulation in the system every second [START_REF] Ameli | Cross-comparison of convergence algorithms to solve trip-based dynamic traffic assignment problems[END_REF], [START_REF] Leclercq | Dynamic macroscopic simulation of on-street parking search: A trip-based approach[END_REF], [START_REF] Mariotte | Flow exchanges in multi-reservoir systems with spillbacks[END_REF]. Such a simulator has been inspired by the concept of a macroscopic fundamental diagram (MFD) [START_REF] Geroliminis | Macroscopic modeling of traffic in cities[END_REF]. We use a real case study from Lyon, France, with the data about all of the trips (taxi trips and also personal cars in the network). Hence, we can assess the influence of personal trips in the network on the dynamic taxi-service performance and vice versa.

Literature Review

Taxi-recommendation systems aim to suggest a sequence of pickup points that can serve passengers with the shortest driving distance, as in [START_REF] Huang | TRec: an efficient recommendation system for hunting passengers with deep neural networks[END_REF], [START_REF] Lai | Urban traffic Coulomb's law: A new approach for taxi route recommendation[END_REF], [START_REF] Wang | A demand-supply oriented taxi recommendation system for vehicular social networks[END_REF], and [START_REF] Yuan | T-finder: A recommender system for finding passengers and vacant taxis[END_REF]. The authors in [START_REF] Xu | Taxi-RS: Taxi-hunting recommendation system based on taxi GPS data[END_REF] provide an optimized online querying subsystem to calculate the probability of getting a taxi. Taxi dispatch systems map the customers with drivers for traveling a certain distance from the pickup locations, as in [START_REF] Billhardt | Taxi dispatching strategies with compensations[END_REF], [START_REF] Felt | Mobile taxi dispatch system[END_REF], and [START_REF] Liao | Taxi dispatching via global positioning systems[END_REF]. Recently, many studies have focused on order dispatch in taxi networks [START_REF] Chen | A review of the applications of agent technology in traffic and transportation systems[END_REF], [START_REF] Gao | Optimal multi-taxi dispatch for mobile taxi-hailing systems[END_REF], [START_REF] Zhang | A taxi order dispatch model based on combinatorial optimization[END_REF]. Xu et al. [START_REF] Xu | Large-scale order dispatch in on-demand ride-hailing platforms: A learning and planning approach[END_REF] propose an order-dispatch algorithm to optimize the platform's long-term efficiency. However, their proposed method is costly in terms of computation time and not f lexible to transfer knowledge across cities. Maciejewski et al. [START_REF] Maciejewski | An assignment-based approach to efficient real-time city-scale taxi dispatching[END_REF] model large-scale, real-time taxi dispatching and use a strategy that involves classifying the system state into two categories. If there is an oversupply of vehicles relative to unassigned passengers, requests are assigned to the nearest idle vehicle based on the first-in, first-served rule. If there is an undersupply of vehicles, when a vehicle becomes idle, it is assigned to the nearest unassigned traveler request.

The taxi-dispatching problem is solved exactly by modeling it as a mixed-integer program or by applying the heuristics in the literature. The main exact solutions are extensions of the branch-and-cut method, which is based on the branch-and-bound procedure, where cutting planes are added to the problems in the branch-and-bound tree [START_REF] Cortés | The pickup and delivery problem with transfers: Formulation and a branch-and-cut solu-tion method[END_REF], [START_REF] Parragh | Introducing heterogeneous users and vehicles into models and algorithms for the dial-a-ride problem[END_REF]. In this research, we propose an algorithm based on the branch-and-bound concept to explore all of the possible combinations of trips to be served in sequence.

It has been indicated in the literature that the patterns of demands and supplies are spatially-temporally dependent [START_REF] Wang | Trajectory analysis for on-demand services: A survey focusing on spatial-temporal demand and supply patterns[END_REF]. Much of the research in this domain uses different clustering methods to consider these dependencies, such as dividing the time into several time slots or dividing the space into several clusters, road segments, or cells [START_REF] Davis | Taxi demand forecasting: A hedge-based tessellation strategy for improved accuracy[END_REF], [START_REF] Gonzalez | Understanding individual human mobility patterns[END_REF], [START_REF] Qi | Mining taxi pick-up hotspots based on spatial clustering[END_REF], [START_REF] Yuan | T-finder: A recommender system for finding passengers and vacant taxis[END_REF]. Qiang and Shuang-Shuang [START_REF] Qiang | Clustering algorithm for urban taxi carpooling vehicle based on data field energy[END_REF] propose an algorithm to use the data set of taxi get-off points to achieve the clustering of taxis on urban roads and compare their method with classical clustering methods. However, the taxi-clustering data in their study are conducted in a static environment. Bard and Jarrah [START_REF] Bard | Large-scale constrained clustering for rationalizing pickup and delivery operations[END_REF] demonstrate that, for large-scale problems, an appropriate solution is clustering the demand nodes and downsizing the network. Some researches try to limit the feasible region with clustering methods to speed up the computation. They usually divide the demand nodes in the network into geographically dense clusters [START_REF] Özdamar | A hierarchical clustering and routing procedure for large scale disaster relief logistics planning[END_REF], [START_REF] Sáez | Hybrid adaptive predictive control for the multi-vehicle dynamic pick-up and delivery problem based on genetic algorithms and fuzzy clustering[END_REF]. In our proposed method, we make the clusters based on a similarity function. Therefore, even the trips that are not geographically in the same cluster but have the potential to be picked up sequentially with the same vehicle can be in the same cluster; thus, the clustering method does not remove possible optimal solutions.

One of the recent works on the clustering of the trips is reported in [START_REF] Santi | Quantifying the benefits of vehicle pooling with shareability networks[END_REF]. The investigators introduce the notion of a shareability network to quantify the spatial and temporal compatibilities of individual trips in a dynamic environment. In their method, two trips are shareable if they would incur a delay of no more than 5 min. Then, Vazifeh et al. [START_REF] Vazifeh | Addressing the minimum fleet problem in on-demand urban mobility[END_REF] modify the idea to model the sharing of vehicles instead of rides and address the minimum fleet problem in on-demand urban mobility.

In this research, we propose the concept of "sequential function" for the same purpose to assess the possibility of serving two trips with the same car in sequence. Our proposal employs a method that reduces the number of required taxis because possible sequences and not only initial matching are considered. We prove that the proposed method provides high-quality solutions very quickly and overcomes previous methods. This is very important if we envision the shift from classical human-driven taxi fleets to autonomous vehicles. Different research focuses on different objectives in the problem related to passengers [START_REF] Shen | Managing autonomous mobility on demand systems for better passenger experience[END_REF], drivers [START_REF] Dai | A balanced assignment mechanism for online taxi recommendation[END_REF], [START_REF] Liu | Recommending a personalized sequence of pick-up points[END_REF], providers [START_REF] Hyland | Dynamic autonomous vehicle fleet operations: Optimization-based strategies to assign AVs to immediate traveler demand requests[END_REF], [START_REF] Maciejewski | Simulation and dynamic optimization of taxi services in matsim[END_REF], [START_REF] Powell | Towards reducing taxicab cruising time using spatio-temporal profitability maps[END_REF], or the network [START_REF] Bischoff | Simulation of city-wide replacement of private cars with autonomous taxis in berlin[END_REF].

In the taxi problem, it is important balance all of the participants' objectives. Our method optimizes the travel time, minimizes the total travel distance, and reduces the number of cars while keeping the passenger waiting times at acceptable levels. Also, we assess the impact of the taxi service on traffic congestion to find the best configuration for the system to improve the network traffic condition.

App-Based Platform

The proposed system function is illustrated in Figure 2. The passenger launches his or her request in (a), which contains the origin point, the destination point, and the desired pickup time, via an e-hailing application in the smartphone (b). The app is connected to a server, which can access the supplier data (c) and network (e). These data encompass all of the waiting locations' situations, taxicab timetables, current location of each taxi, and current vehicle mean speed in the network. The mean speed is computed based on the current traffic situation. When the algorithm (d) receives the requests, it searches all of the waiting or moving taxicabs in the system to find the best assignment with the minimum taxi travel time and passenger waiting time for each request. Then, it sends the defined schedule to the fleet and a response to each passenger.
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The DTaD

We have defined an algorithm for taxi dispatching based on the branch-and-bound concept to find the best schedule for the taxis and serve requests with minimum passenger waiting time. First, we present the primary algorithm, which can do the process for short-or medium-scale problems; then, we introduce our heuristic method based on clustering to speed up the algorithm and make it qualified to handle large-scale problems with thousands of requests.

The taxi leaves the closest waiting location to serve the first passenger. After dropping off the passenger at the destination, the cab faces two choices. The first option is to continue to another origin, and the second is to go back to the nearest waiting location to wait for the next passenger. The designed algorithm computes all of the possible routes for the received requests. If the waiting time for each passenger is acceptable, the algorithm calculates the car travel time. In the end, when it computes all of the possible options based on the exploration of a tree (branch and bound), it chooses the optimal situation. At each iteration, the algorithm removes the assigned requests and continues with the rest of the requests until it inserts all of the passengers into the taxi schedules. Table 1 lists the notations that we used, and Algorithm 1 provides the primary algorithm steps.

The algorithm works iteratively. The objective function is to minimize the taxi travel time. At each iteration, it builds a tree of routes for all of the trip requests that have not been assigned and, at the end, chooses the best branch of the tree. For the next iteration, it removes all of the trips of the previous iteration's selected branch and builds a new tree with the remaining requests. This process continues until all of the requests are served. Figure 3 depicts a brief example of the algorithm performance for five requests. First, the algorithm finds the nearest taxi to each request. Then, in the next step, it starts the iterations. In the first iteration, the algorithm finds the best route among the possible solutions. Afterward, it removes passengers 1 and 3 from the request set and continues the computations. Finally, taxi A serves passengers 1 and 3, taxi E serves passengers 4 and 5, and taxi B serves passenger 2.

The presented algorithm solves the static dispatching problem. To solve the dynamic and real-time problem, we employ a rolling-horizon solution approach. This reactive approach is based on a scheduling formulation that solves the static dispatching problem iteratively by moving forward the optimization horizon in each iteration.

The proposed algorithm optimizes taxi routes to serve all of the passengers. This algorithm minimizes travel time and distance and mobilizes fewer taxis to serve the passengers. However, since the algorithm explores all of the feasible routes, the computation time increases greatly and rapidly with increasing numbers of requests.

A Heuristic Method Based on Clustering

In large-scale problems, for dynamic dispatching, the system must be able to find the schedules on very short notice. To make the proposed algorithm fast enough to handle large-scale problems, we propose a heuristic method based on clustering. The originality of our proposal is that it reuses the DTaD method presented earlier while feeding it with fewer requests to optimize. This selection of requests must be performed such that it does not overlook promising pairs of requests, i.e., those that can be efficiently served together. In our method, limiting the algorithm to make branches with only the trips that have a greater possibility of creating the optimal assignment can narrow the search of feasible solutions. To apply this limitation, we define a clustering method to make clusters of requests that could conceivably be efficiently served with the same taxi. Then, the algorithm is executed with each cluster separately.

To do so, we define the "sequence function" (SF) between request i and request j ( , i j A ! ). We compute SF , i j for each pair of trips, and the function value is the difference between the travel time when the two trips are served sequentially with the same taxi and the travel time to serve each trip individually with two separate taxis. If the travel time between the first destination and the second origin is less than the summation of the travel time between the first origin and the closest waiting location and the travel time between the nearest waiting location and the second origin, then serving the trips in a sequence is more beneficial than serving them separately. It means that the SF here is the difference between the passengers' waiting times when the trips are in sequence and the passengers' waiting times when the trips are independent.

The following equations demonstrate how we compute SF , i j for each pair of trips:
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and, finally,

( ) SF W T W T W WT T , i j i j j i = + - + l l. (3) 
Afterward, we have the SF value for each pair of trips, and it creates a sequential matrix, which is a kind of dissimilarity matrix for the received requests that can be used in the clustering process. When we make clusters based on the SF, we put the trip requests that are more potential to be efficiently served by the same taxi in the same cluster (the trips that have a lower SF value). To create the clusters, we first use the multidimensional scaling method (compare [START_REF] Wang | Feature learning by multidimensional scaling and its applications in object recognition[END_REF]) to convert the dissimilarity matrix to a distance matrix. The most common clustering approach is the k-means technique (compare [START_REF] Macqueen | Some methods for classification and analysis of multivariate observations[END_REF]). To have clusters with the same size, we apply the modified k-means clustering method, which customizes the cluster sizes (compare [START_REF] Ganganath | Data clustering with cluster size constraints using a modified k-means algorithm[END_REF]).

With this heuristic method, the algorithm is executed inside each cluster to make the branches using only the trips in the considered cluster. Hence, compared with the primary algorithm, we may lose some feasible solutions, but, on the other hand, the computation time should decrease significantly as the number of starting branches decreases. The idea is to find the best tradeoff between the size of clusters and computation time considering the objective function values. Figure 4 provides an example of the clustering method for the case in Figure 3. First, we compute the SF between each pair of requests and build a 5 × 5 dissimilarity matrix [Figure 4(a)]. Then, with the multidimensional scaling method, we get the configuration of five points in two dimensions [Figure 4(b)]. In the next step, we apply the modified k-means clustering method with a cluster size of three. The result is two clusters of trips. The first cluster contains request numbers 1 and 3, and the second includes requests 2, 4, and 5. We apply DTaD inside each group and, finally, get the final routes for taxis [Figure 4(c)].

The important point in using the heuristic method is to make a decision about the size of the clusters. Bigger cluster sizes can give better results but with a high computational price. Therefore, it is necessary to determine the best tradeoff between the quality of the objective function and the computation time to choose the appropriate cluster size. In the next section, first, we launch the algorithm with different cluster sizes to find such a tradeoff.

The waiting time is a critical issue in taxi-dispatching problems. The objective of DTaD is also to minimize the travel time while satisfying a constraint on passengers' waiting times. The maximum acceptable waiting time (MWT) in our algorithm defines the passengers' waiting times, and it is important to choose a proper value for this parameter. Bigger values for MWT give more flexibility to the provider but, on the other side, lead to passenger dissatisfaction. Another goal of this article is to fix a suitable value for this parameter.

The last important parameter is the number of taxis in the fleet. This parameter has a crucial role for provider costs. In this article, we are interested in assessing the impact of different values for this parameter, as it has important influences on the passengers' waiting times and, also, the traffic situation. This article has been accepted for inclusion in a future issue of this journal. Content is final as presented, with the exception of pagination.
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Experiments

Case Study

In the proposed research, we apply our method on a realistic origins-destinations (ODs) matrix for the city of Lyon, France. The network is loaded with travelers of all ODs with a given departure time to represent 4 h of the network with more than 62,000 requests based on the study of [START_REF] Krug | Reconstituting demand patterns of the city of Lyon by using multiple GIS data sources[END_REF]. This network has 1,883 nodes and 3,383 links. The area is depicted in Figure 5.

The origins set contains 94 points, the destinations set includes 227 points, and the waiting locations set contains 237 points on the network. We do the experiments for the morning peak hour from 6:30 a.m. to 10:30 a.m. for 4 h. The trips number during this period is 62,450. Some trips start from within or end outside of the network. They are considered only from their entering point or up to their existing location. We serve the trips that are completely included inside the network with taxis in our assessment, which contains 11,235 trips.

The MWT for the passengers is defined based on their trip length. It is equal to a fixed value plus 1 min for each 1 km. We do a sensitivity analysis to find the best value for the fixed part of the MWT, which can provide a reasonable compromise between the passengers' waiting times and total taxi travel distance. To detect the best tradeoff between the size of clusters and the computation time, we compute the MWT for each trip with a fixed value equal to 6 min.

We have defined two kinds of waiting locations: the local waiting locations and the central depot. In the beginning, there are 142 taxis in the local waiting locations and 500 taxis in the central depot. For each trip, the algorithm ranks the waiting locations based on the distance to the first origin and then sends a taxi from the closest nonempty stop location to serve the first passenger. When the assigned trips end, the taxi goes to the nearest waiting location to the last destination. We a 1-min service time for each passenger to get in and out of the taxi, which is computed in the total travel time.

One of the goals of this research is to figure out the performance of a taxi-dispatching system under the optimal situation. In this case study, we fully monitor traffic dynamics as we assess both service and personal trips in the network. To find the near-optimal dispatching of taxi services in the dynamic traffic conditions, we choose a longer 

Simulation Model

The goal of this study is to assess the performance of DTaD considering the traffic dynamics, so a simulation platform, which is able to simulate the time evolution of traffic flows and speeds on the road network, is used to simulate the function of DTaD. In this research, we use the trip-based MFD to accommodate individual trips while keeping a very simple description of traffic dynamics [START_REF] Leclercq | Dynamic macroscopic simulation of on-street parking search: A trip-based approach[END_REF], [START_REF] Mariotte | Flow exchanges in multi-reservoir systems with spillbacks[END_REF], [START_REF] Mariotte | Macroscopic urban dynamics: Analytical and numerical comparisons of existing models[END_REF]. This method can compute the distance that a car can pass during a particular time based on the vehicle's mean speed at the time. In addition to the taxis that are moving in the network, personal cars are also circulating in the network. Therefore, the accumulation of vehicles in the system and, consequently, the mean speed depend on the accumulation of cars in the network at each specific time. We update the situation of all of the vehicles every second based on the current mean speed of cars in the simulations. Also, we compute the travel times in DTaD based on speed to consider the traffic dynamics in the network. Therefore, we use the trips-based MFD as the dynamic simulator and the predicted speed at the beginning of each horizon as the prediction model, which can be calibrated, to do the optimization. The mean speed is changing over the full horizon but not that much over the next 10 min. During the loading of the network, the estimation of the real value of the mean speed is a little overconfident, and, during the unloading, it is a little conservative. Figure 6 illustrates the predicted speed at the beginning of each horizon and the mean speed during the 4-h simulation. It is clear that the difference is very small, but, to estimate the speed more precisely, we define the coefficient factor a for the speed during the loading and unloading. Considering the difference between the current speed and mean speed, we define a equal to 0.95 during loading and 1.05 during unloading in the simulations.

Results

In the proposed algorithm, it is important to define the configuration correctly. The clustering-based heuristic method can speed up the computations and make the algorithm capable of sending the response to the passenger very fast. On the other hand, it narrows the search of feasible space. Therefore, we may roll away from the optimal solution by choosing the wrong value for cluster sizes. The first step is, then, to determine the size of clusters that can ensure a near-optimal solution. For our case study, in the peak hour, the number of requests received every 5 min exceeds 400. We do our simulations with different cluster sizes from 20 to 160 to extract the proper cluster size and find a tradeoff between the algorithm computation time and the cluster size. Therefore, with DTaD working on parallel trends, the system can optimize the assignment and provide a response to the passenger in less than 1 min.

The total travel time decreases by increasing the size of clusters because the algorithm can explore a bigger space. However, the difference is mainly marginal, as the difference between the optimal solution for 20 clusters and for 160 is less than 0.1%.

Considering these results, the best tradeoff between the computation time and the objective function happens when the of the clusters is 100. In the following, we do all of the simulations with a cluster size of 100.

Different clustering methods have been implemented in the literature for large-scale problems. They usually divide the space geographically and use a spatial clustering to downsize the problem. We have compared the sequential clustering with such a spatial clustering method. For spatial clustering, if the distance between two origins is less than a specified value, which we call the spatial factor, we put the two corresponding trips in the same cluster. To increase the size of the clusters, we increase the value of the "spatial factor." Also, we try to cluster the trips based on the time in a temporal clustering method. For temporal clustering, we define the "temporal factor," which is related to the starting time of each of the two trips, and then we cluster the trips based on this factor. Finally, we compare these three methods to substantiate the quality of our proposition.

Figure 8(a) depicts the different clustering methods' total travel times for different sizes of clusters. Point zero for the size of the clusters shows the optimal solution for the problem. The spatial clustering method is not comparable to the other two methods. The temporal clustering and sequential clustering methods can provide better results, as they can consider the combination of trips that have the potential to be combined but do not have spatially close origins. For cluster sizes of 20, 40, and 60, the results are almost the same for the temporal and sequential clustering because, with small clusters, sequential clustering cannot explore all of the trips' combination opportunities. With bigger clusters, however, the sequential clustering performance overcomes temporal clustering, and it can significantly provide near-optimal solutions. Figure 8(b) depicts the comparison for the computation time. The temporal clustering is the cheapest method in terms of computation time. Still, for example, for the size of cluster 100, with less than 0.08-s more computation time for each trip, the SF can improve the results by more than 32 min at this scale.

The passenger MWT is a determinant parameter from a passenger's perspective. In the algorithm, we have to define an appropriate value for this parameter. The algorithm minimizes the taxi's travel time while putting a constraint on the passenger's waiting time.

Figure 9 illustrates the results for different MWT values. We simulate five different scenarios for different MWTs from 2 to 10 min. Figure 9(a) demonstrates the total waiting time for passengers for different MWTs. When the maximum waiting time is 2 min, the passenger total waiting time is 3.83 h, and, then, when we increase the MWT to 10 min, the total waiting time is 4.43 h. Each passenger takes the taxi less than 2 s after her or his desired pickup time, on average, in both scenarios.

By increasing the MWT, the algorithm can find more trips in sequence, and after dropping off each passenger, the taxi moves to the next passenger instead of cruising in the network or going back to the waiting locations to wait for new passengers. Thus, the total travel distance for the taxi decreases. Figure 9(b) presents the total travel distance for different MWT values. With MWT equal to 2 min, the total travel distance is 38,437 km, and it reduces to 38,418.3 km for an MWT equal to 10 min. This means the system serves the same requests, saving 18.7 km. We have to set a value for the MWT that is acceptable to and beneficial for both the provider and passengers.

Another critical parameter in DTaD is the number of taxis in waiting locations in the network. Increasing the number of taxis adds flexibility for the algorithm to choose the closest cruising taxi, but, on the other hand, it increases the number of taxis cruising in the network and, consequently, the congestion. Here, we investigate the impact of the number of taxis on the travel time and passengers' waiting times.

We have 237 allowed waiting or stop locations for the taxis in this network. The fleet size is 500, and these 500 taxis are located in the central depot. On the one hand, distributing taxis over the waiting locations decreases the waiting time to be picked up for passengers. On the other hand, in the peak hour, if many taxis are circulating in the network, the congestion increases, and it leads to more travel time for taxis and passengers. Therefore, we analyze the number of taxis in the waiting locations over the network to decide the best distribution of taxis.

To locate the taxis at the beginning of the simulations, we use the historical data the network demand to estimate the demand distribution over the network. Then, we specify the number of taxis at each location based on the demand around this waiting location. Therefore, if the demand is high for a stopping point, we consider more cars at that point, and, if the demand is low, we put fewer taxis at that location. Thus, considering the demand distribution, we feed 14 waiting locations with two taxis and 114 locations with one taxi, and we put 14 empty waiting locations at the beginning of the simulations, for a total of 142 taxis. Then, we increase the num-ber of taxis to analyze the waiting time and travel time based on the demand distribution. Therefore, we have different scenarios with 157, 172, and 187 taxis. Figure 9 provides the results for 142, 157, 172, and 187 taxis in 237 waiting locations in the network.

Figure 10(a) illustrates the total waiting time for passengers with different numbers of taxis. When the number of taxis is 142, the total waiting time is 3.97 h, and, then, when we increase the number of taxis to 187, the total waiting time is 3.89 h. It means that, by adding 60 more taxis, we can reduce the passengers' waiting times by up to 5 min.

When the system has access to more taxis, to reduce the travel time between the waiting location and the first origin, it chooses more taxis to serve the trips. Then, in the peak hour, the number of taxis cruising in the network increases, and the speed decreases for the cars. Therefore, with an increase in the number of taxis, the total travel time increases because of the congestion. Figure 10( Besides the taxis that are cruising in the network, there are also personal cars circulating in the network. Figure 11 depicts the private cars' travel times for different cluster sizes. It is significant that increasing the cluster size can reduce the travel distance on the taxis. Therefore, the taxis stay less in the network, and the congestion decreases. Hence, the vehicles' speeds increases in the system when the size of clusters increases. The total travel time for personal cars is 7,135.72 h when the size of the clusters is 20, and it decreases to 7,131.03 h for a cluster size of 100 and to 7,131 for cluster sizes of 120, 140, and 160.

Conclusions

In this article, we propose a new taxi-dispatching system called DTaD. The proposed DTaD assigns fleet taxis to the trip requests that correspond to a rolling horizon of 10 min. The method investigates all of the feasible assignments considering the maximum threshold on the passenger waiting time and, finally, chooses the optimal route for each taxi that can minimize the taxi's travel time. To speed up the method, we propose a heuristic method based on the clustering to put in the same cluster the trips with greater potential to be served in sequence by the same taxi. Therefore, we introduce the concept of the SF.

The algorithm can minimize the total travel time, total travel distance, and passengers' waiting times. First, we investigate the proper cluster size for DTaD and, then, assess the impact of the maximum acceptable travel time and the number of taxis in local waiting locations. The results reveal that, with a cluster size of 100, the algorithm works very quickly, and the system can respond to the passenger request in less than 36 s. Also, we demonstrate that a proper decision about the constraint on the passengers' waiting times and the number of taxis in local waiting locations improve the performance of the taxi fleet, and optimal decisions computed by DTaD can be revealed to the providers. We also show that the proposed system can improve the traffic in the network.

In future work, we will investigate the pricing scheme for such a system and apply our method to a larger network with more than a million requests. Also, we are interested in applying our method to taxi-sharing and ride-sharing by changing the concept of the SF to a "shareability function" in our heuristic method. 
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 1 FIG[START_REF] Alisoltani | Optimal fleet management for real-time ride-sharing service considering network congestion[END_REF] An example of serving the requests in sequence.
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 2 FIG 2 A real-time taxi-dispatching system includes the (a) trip request, (b) smartphone app, (c) supplier data, (d) algorithm, and (e) network.
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FIG 3

 3 FIG 3 An example of the algorithm performance. (a) The algorithm finds the nearest taxi to each request. (b), Next, it starts the iterations. (c) Finally, it provides the optimized recommendation.

FIG 4

 4 FIG[START_REF] Billhardt | Taxi dispatching strategies with compensations[END_REF] An example of the clustering method.

FIG 5

 5 FIG 5 The Lyon 6e + Villeurbanne. (a) Mapping data from Google 2018. (Source: Google.) (b) The traffic network.

Figure 7

 7 Figure 7 presents the simulation time and the objective function (total travel time) for different cluster sizes. The simulation times for up to cluster size 100 are under 100 min. Considering the simulation horizon (4 h for the morning peak hour) with 100 trips inside each cluster, the computation time for each cluster is approximately 35 s.Therefore, with DTaD working on parallel trends, the system can optimize the assignment and provide a response to the passenger in less than 1 min.The total travel time decreases by increasing the size of clusters because the algorithm can explore a bigger space. However, the difference is mainly marginal, as the difference between the optimal solution for 20 clusters and for 160 is less than 0.1%.Considering these results, the best tradeoff between the computation time and the objective function happens when the of the clusters is 100. In the following, we do all of the simulations with a cluster size of 100.Different clustering methods have been implemented in the literature for large-scale problems. They usually divide the space geographically and use a spatial clustering to downsize the problem. We have compared the sequential clustering with such a spatial clustering method. For spatial clustering, if the distance between two origins is less than a specified value, which we call the spatial factor, we put the two corresponding trips in the same cluster. To increase the size of the clusters, we increase the value of the "spatial factor." Also, we try to cluster the trips based on the time in a temporal clustering method. For temporal clustering, we define the "temporal factor," which is related to the starting time of each of the two trips, and then we cluster the trips based on this factor. Finally, we compare these three methods to substantiate the quality of our proposition.Figure8(a) depicts the different clustering methods' total travel times for different sizes of clusters. Point zero for the size of the clusters shows the optimal solution for the problem. The spatial clustering method is not comparable

FIG 6

 6 FIG[START_REF] Chen | A review of the applications of agent technology in traffic and transportation systems[END_REF] The predicted and mean speeds during the simulation horizon.

FIG 7 FIG 8 A

 78 FIG 7 (a) The simulation time for different sizes of clusters. (b) The objective function for different sizes of clusters.

FIG 9

 9 FIG 9 (a) The total waiting time for different MWTs. (b) The total travel distance for different MWTs.

FIG 10

 10 FIG 10 (a) The total waiting time and (b) total travel time for different numbers of taxis.

FIG 11

 11 FIG 11 (a) The total travel time of personal cars for different cluster sizes.

  

Table 1 .

 1 A description of the major notations used.

	while A is not empty do
	nob 1 =	;				
	for request i A ! do
	minimum	M distance = ;
	for taxi c C ! do
	if	D , o WL i	c#	minimum	d istance	then
			minimum	D, o WL
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