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Introduction

In the flowshop problem, one has to schedule jobs, where each job has to follow the same route of machines. The goal is to find a job order that minimizes some criteria. The permutation flowshop, also called PFSP, is a common (and fundamental) variant that imposes the machines to process jobs in the same order (thus, a permutation of jobs is enough to describe a solution). The permutation flowshop has been one of the most studied problems in the literature [START_REF] Hejazi | Flowshop-scheduling problems with makespan criterion: a review[END_REF][START_REF] Pan | A comprehensive review and evaluation of permutation flowshop heuristics to minimize flowtime[END_REF] and has been considered on various industrial applications [START_REF] Krajewski | Kanban, mrp, and shaping the manufacturing environment[END_REF][START_REF] Vakharia | Designing a cellular manufacturing system: a materials flow approach based on operation sequences[END_REF]. We may also note that the permutation flowshop is at the origin of multiple other variants, for instance, the blocking permutation flowshop [START_REF] Wang | A hybrid harmony search algorithm for the blocking permutation flow shop scheduling problem[END_REF], the multiobjective permutation flowshop [START_REF] Li | An effective pso-based hybrid algorithm for multiobjective permutation flow shop scheduling[END_REF], the distributed permutation flowshop [START_REF] Gao | A hybrid genetic algorithm for the distributed permutation flowshop scheduling problem[END_REF], the no-idle permutation flowshop [START_REF] Pan | An effective iterated greedy algorithm for the mixed no-idle permutation flowshop scheduling problem[END_REF], the permutation flowshop with buffers [START_REF] Nowicki | The permutation flow shop with buffers: A tabu search approach[END_REF] and many others. Regarding the criteria to minimize, we study in this paper, two of the most studied objectives: the makespan (minimizing the completion time of the last job on the last machine) and the flowtime (minimizing the sum of completion times of each job on the last machine). According to the scheduling notation introduced by Graham, Lawler, Lenstra, and Rinnooy Kan [START_REF] Graham | Optimization and approximation in deterministic sequencing and scheduling: a survey[END_REF], the makespan criterion is denoted | | and the flowtime criterion | | ∑ .

Consider the following example instance with = 3 machines with = 4 jobs ( 1 , 2 , 3 , 4 ) with the job processing time matrix defined as follows where , indicates the processing time of job on machine :

= ⎛ ⎜ ⎜ ⎝ 3 2 1 3 3 4 3 1 2 1 3 2 ⎞ ⎟ ⎟ ⎠
One possible solution can be described in Figure 1. This solution has a makespan (completion time of the last job on the last machine) of 18 and a flowtime (sum of completion times on the last machine) of 8 + 11 + 16 + 18 = 53. Figure 1: A solution for the example instance with a job order = 1 , 2 , 3 , 4 luc.libralesso@grenoble-inp.fr (L. Libralesso); pablofocke@gmail.com (P.A. Focke); aurelien.secardin@icloud.com (A. Secardin); vincent.jost@grenoble-inp.fr (V. Jost)

Regarding resolution methods, the makespan minimization permutation flowshop problem has been massively studied over the last 50 years and a large number of numerical methods have been applied.

In 1983, Nawaz, Enscore, Ham proposed an insertion based heuristic (later called NEH) [START_REF] Nawaz | A heuristic algorithm for the m-machine, n-job flow-shop sequencing problem[END_REF]. This heuristic sorts jobs by some criterion (usually by a non-decreasing sum of processing times), then adds them one by one at the position that minimizes the objective function. The NEH, obtained, at the time, excellent results compared to other heuristics and can be used to perform greedy algorithms and perturbation-based algorithms as well. It has been largely considered as an essential component in order to solve large-scale permutation flowshop instances, and multiple methods have been built using it. One of the most famous ones is the Taillard's acceleration [START_REF] Taillard | Some efficient heuristic methods for the flow shop sequencing problem[END_REF], that reduces the cost of inserting a job at all possible positions from ( 2 . ) to ( . ). Considering these results, multiple works aim to improve the NEH heuristic [START_REF] Framinan | An efficient constructive heuristic for flowtime minimisation in permutation flow shops[END_REF][START_REF] Nagano | A high quality solution constructive heuristic for flow shop sequencing[END_REF][START_REF] Kalczynski | An improved neh heuristic to minimize makespan in permutation flow shops[END_REF][START_REF] Dong | An improved neh-based heuristic for the permutation flowshop problem[END_REF][START_REF] Ribas | Improvement tools for neh based heuristics on permutation and blocking flow shop scheduling problems[END_REF][START_REF] Vasiljevic | Handling ties in heuristics for the permutation flow shop scheduling problem[END_REF][START_REF] Liu | A new improved neh heuristic for permutation flowshop scheduling problems[END_REF] to cite a few.

The (meta-)heuristics state-of-the-art methods for the makespan minimization usually perform an iterated-greedy algorithm [START_REF] Ruiz | A simple and effective iterated greedy algorithm for the permutation flowshop scheduling problem[END_REF][START_REF] Fernandez-Viagas | A best-of-breed iterated greedy for the permutation flowshop scheduling problem with makespan objective[END_REF]. Such algorithms start with a NEH heuristic to build an initial solution. Then, destroy a part of it and reconstruct it using again an NEH heuristic. To the best of our knowledge, the current state-of-the-art for the makespan minimization criterion is the variable block insertion heuristic [START_REF] Kizilay | A variable block insertion heuristic for solving permutation flow shop scheduling problem with makespan criterion 12[END_REF]. The variable block insertion heuristic starts by finding an initial solution using the FRB5 heuristic [START_REF] Rad | New high performing heuristics for minimizing makespan in permutation flowshops[END_REF]. It removes some block of jobs, applies a local search procedure, then reinserts the block in the best possible position. We may note that other algorithms exist to solve the makespan minimization. To cite a few, we can find some hybrid algorithms [START_REF] Zheng | An effective hybrid heuristic for flow shop scheduling[END_REF] (a combination of the NEH heuristic as a part of the initial population, a genetic algorithm, and simulated annealing to replace the mutation), memetic algorithms [START_REF] Kurdi | A memetic algorithm with novel semi-constructive evolution operators for permutation flowshop scheduling problem[END_REF], an automatically designed local-search scheme [START_REF] Pagnozzi | Automatic design of hybrid stochastic local search algorithms for permutation flowshop problems[END_REF].

The (meta-)heuristics methods for the flowtime minimization also involve the NEH heuristic, but also some other constructive methods as well. For instance, the Liu and Reeve's method (LR) [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF]. This method performs a forward search (i.e appending jobs at the end of the partial schedule). It was later improved to reduce its complexity from

( 3 ) to ( 2 ), later called the FF algorithm [START_REF] Fernandez-Viagas | A new set of high-performing heuristics to minimise flowtime in permutation flowshops[END_REF]. Later, this scheme was integrated into a beam search algorithm (more on that later) that obtained state-of-the-art performance [START_REF] Fernandez-Viagas | A beam-search-based constructive heuristic for the pfsp to minimise total flowtime[END_REF]. Recently, this beam search was integrated within a biased random-key genetic algorithm as a warm-start procedure [START_REF] Andrade | Minimizing flowtime in a flowshop scheduling problem with a biased random-key genetic algorithm[END_REF]. This is, to the best of our knowledge, the stateof-the-art method for the flowtime minimization.

Regarding exact-methods, a recent branch & bound [START_REF] Gmys | A computationally efficient branch-and-bound algorithm for the permutation flow-shop scheduling problem[END_REF] brought light on a bi-directional branching (i.e constructing the candidate solution from the beginning and the end at the same time) combined with a simple yet efficient bounding scheme to solve the makespan minimization criterion. The resulting branch & bound obtained excellent performance and was even able to solve to optimality almost all large VFR instances with 20 machines.

Moreover, recently, an iterative beam search has been proposed and, successfully applied to various combinatorial optimization problems as guillotine 2D packing problems [START_REF] Libralesso | An anytime tree search algorithm for the 2018 roadef/euro challenge glass cutting problem[END_REF][START_REF] Fontan | Packingsolver: a tree search-based solver for two-dimensional two-and three-staged guillotine packing problems[END_REF], the sequential ordering problem [START_REF] Libralesso | Tree search algorithms for the sequential ordering problem[END_REF] and the longest common subsequence problem [START_REF] Libralesso | Longest common subsequence: an algorithmic component analysis[END_REF]. This iterative beam search scheme, at the beginning of the search, behaves as a greedy algorithm and more and more as a branch & bound algorithm as time goes (it performs a series of beam search iterations with a geometric growth). It naturally combines search-space reductions from branch & bounds and guidance strategies from classical (meta-)heuristics. Considering the success of recent branch & bound branching schemes and the performance of greedy-like algorithms to solve the permutation flowshop, it would be a natural idea to combine them. However, to the best of our knowledge, it has not been studied before. This paper aims to fill this gap. For the makespan criterion, we implemented a bi-directional branching scheme and combined it with a variant of the LR [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF] guidance strategy and use an iterative beam-search algorithm to perform the search. We report competitive results and find new best-known solutions on many large VFR instances (we improve the best-known solution for almost all instances with 500 jobs or more and 40 machines or more). Note that these results are interesting and new as almost all the efficient algorithms in the literature are based on the NEH heuristic or the iterated greedy algorithm. This is not the case for our algorithm as it is based on a variant of the LR heuristic and an exact-method branching scheme (bi-directional branching).

Regarding the flowtime criterion, the bi-directional branching cannot be directly applied (the bounding procedure is less efficient than for the makespan criterion). However, we show that an iterative beam search with a simple forward search (modified LR algorithm) is efficient, and, reports new best-solutions for the Taillard's benchmark (almost all solutions for instances with 100 jobs or more were improved).

This paper is structured as follows: Section 2 presents the branching schemes we implement (the forward and bidirectional search) for both criteria (makespan and flowtime). Section 3 present the guides we implement (the bound guide, the idle-time guide and mixes between these two first guides). Section 4 presents the iterative beam search strategy and Section 5 presents the results obtained by running all variants described in this paper, showing that an iterative beam search combined with a simple variant of the LR heuristic can outperform the state-of-the-art.

Branching schemes

We present in this section the two branching schemes we use (i.e. the search tree structure): the forward search (i.e constructing the solution from the beginning) and the bi-directional search (i.e. constructing the solution from the beginning and the end).

Forward branching

The forward branching assigns jobs at the first free position in the partial sequences (it constructs the solutions from the beginning). The root corresponds to a situation where the candidate solution contains no job (i.e. .STARTING = ∅). Each of the search-tree node corresponds to the first jobs in the resulting solution. Children of a given node correspond to a possible insertion of each job that is not scheduled yet at the end of the schedule. Each node stores information about the partial candidate solution (jobs already added), the release time of each machine, and the partial makespan (resp. flowtime). A candidate solution (or node) is considered as "goal" or "feasible" if all jobs are inserted (i.e. .STARTING = ) and contains the following information:

• STARTING: vector of jobs inserted that lead to the candidate (fist jobs of the sequence we want to generate).

• FRONTSTARTING: vector of times where machines are first available after appending STARTING jobs.

Before presenting the forward children-generation, we present how to insert a job ∈ in a candidate solution (Algorithm 2.1). This insertion can be done in ( ) where is the number of machines. 

Bi-directional branching

To the best of our knowledge, the bi-directional branching was first introduced in 1980 [START_REF] Potts | An adaptive branching rule for the permutation flow-shop problem[END_REF]. The bi-directional search appends jobs at the beginning and the end of the candidate solution. It aims to exploit the property of the inverse problem (job order inversed and machine order inversed). Since then, the efficiency of this scheme has been largely recognized to solve the makespan minimization optimally [START_REF] Carlier | Two branch and bound algorithms for the permutation flow shop problem[END_REF][START_REF] Ladhari | A computational study of the permutation flow shop problem based on a tight lower bound[END_REF][START_REF] Lemesre | An exact parallel method for a bi-objective permutation flowshop problem[END_REF][START_REF] Drozdowski | Grid branch-and-bound for permutation flowshop[END_REF][START_REF] Chakroun | Combining multi-core and gpu computing for solving combinatorial optimization problems[END_REF][START_REF] Ritt | A branch-and-bound algorithm with cyclic best-first search for the permutation flow shop scheduling problem[END_REF]. Recently, a parallel branch & bound was successfully used to solve the makespan minimization criterion [START_REF] Gmys | A computationally efficient branch-and-bound algorithm for the permutation flow-shop scheduling problem[END_REF] using this bi-directional scheme. Multiple ways to decide if the algorithm performs a forward or backward insertion were studied (for instance alternating between a forward insertion and backward insertion). This study found out that the best way is selecting the insertion type that has the less remaining children after the bounding pruning step. Ties are broken by selecting the type of insertion that maximizes the sum of the lower bounds as large lower bounds are usually a more precise estimation.

A candidate solution (or node) is considered as "goal" or "feasible" if all jobs are inserted (i.e. .STARTING ∪ .FINISHING = ) and contains the following information:

• STARTING: vector of jobs inserted at the beginning of the partial permutation that lead to the candidate (first jobs of the sequence we want to generate).

• FRONTSTARTING: vector of times where machines are first available after appending STARTING jobs.

• FINISHING: (inverted) vector of jobs inserted at the end of the partial permutation that lead to the candidate (last jobs of the sequence we want to generate).

• FRONTFINISHING: vector of times where machines are no more available after appending STARTING jobs.

Algorithm 2.3 presents the bi-directional branching pseudo-code. We use INSERTFORWARD (Algorithm 2.1) to insert a job within the STARTING vector and INSERTBACKWARD that inserts a job within the FINISHING vector. This procedure is almost similar to INSERTFORWARD but iterates over machines in an inverted order ( → 2 instead of 2 → ). It generates children of both the forward and backward search (lines 1-6), prunes nodes that are dominated by the best-known solution (or upper-bound, lines 7-8). Then, it chooses the scheme that has fewer children (thus, usually a smaller search-space) and breaks ties by selecting the scheme having the more precise lower bounds (sum of lower bounds).

Algorithm 2.3: Bi-directional search children generation from a candidate solution (CHILDREN( ))

Input: candidate solution (or node) 

1 F ← ∅ /* F correspond
6 end 7 F ← { | ∈ F if BOUND( ) <

Guides

In the previous section, we discussed the branching rules that define a search tree. As such trees are usually large, a way to tell which node is apriori more desirable is needed. In branch-and-bounds, this mechanism is called "bound" and also constitutes an optimistic estimate of the best solution that can be achieved in a given sub-tree. In constructive meta-heuristics, the guidance strategy is usually not an optimistic estimate which often allows finding better solutions (for instance the LR [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF] greedy guidance strategy). In this section, we present several guidance strategies for both the makespan and flowtime criteria.

Bound

We define the bound guidance strategy for the forward search and makespan minimization as follows. It measures the first time the last machine (machine ) is available and assumes that each remaining job can be scheduled without any idle time.

F 1 = , +
The bound guidance strategy for the bi-directional search and makespan minimization is defined as follows. It generalizes the bound for the forward search by also taking into account the backward front. We may note that the bi-directional branching allows computing a better bound as all machines are relevant for this bound (compared to the forward branching bound in which only the last machine is used to compute a bound).

FB 1 = max ∈ ( , + + , )
The flowtime bound is defined as the sum of end times for each job scheduled in the forward search. Each time a job is added to the candidate solution, the flowtime value is modified.

idle time

The bound guide is an effective guidance strategy, but is known to be imprecise at the beginning of the search (i.e. the first levels of the search tree). Another guide that is usually considered as a part of effective greedy strategies (for instance the LR heuristic) is to use the idle time of the partial solution. Usually, a solution with a small idle time reaches good performance on both the makespan or flowtime criteria.

The idle time can be defined as follows:

FB 2 = ∑ ∈ , + ,

bound and idle time

As it is noted in many works [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF][START_REF] Fernandez-Viagas | A beam-search-based constructive heuristic for the pfsp to minimise total flowtime[END_REF], another interesting guidance strategy is to combine both guidance strategies discussed earlier (i.e. the bound and idle time guides). Indeed, while the bound guide is usually ineffective to guide the search close to the root, it is very precise close to feasible solutions. Inversely, the idle time is an efficient guide close to the root but relatively inefficient close to feasible solutions. We study the bound and idle time guide that linearly reduces the contribution of the idle time to favor the bound depending on the completion level of the candidate solution.

The bound and idle time guide can be defined as follows, where is a value used to make the idle time and bound comparable: 

3 = . 1 + (1 -) .

bound and weighted idle time

Another useful remark found in greedy algorithms for the permutation flowshop problem [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF] is to add additional weight to the idle time produced by the first machines at the beginning of the search (as it will have a greater impact on the objective function than the others). However, the LR heuristic cannot be directly applied in a general tree search context. Indeed, it is sometimes noted [START_REF] Fernandez-Viagas | A beam-search-based constructive heuristic for the pfsp to minimise total flowtime[END_REF] that algorithms like the beam search usually compare nodes from different parents, thus, it is needed to adapt the LR heuristic guidance that only compares nodes with the same parent. We propose two different simple yet efficient ways to implement similar ideas. The search is guided by a combination of a weighted idle time and by the bounding procedure.

The first guide, used for the forward search for the flowtime minimization is defined as follows, where is the weighted idle time and = .

∑ ∈ 2

:

F 4 = . 1 + (1 -) . ( + )
At each time we add a job to the end of the partial solution, we increase the weighted idle times as follows where is the idle time added by the job in machine :

= + . ( . ( -) + 1)
For the bi-directional branching, we present a new guidance strategy that considers the sum of idle time percentage for each front. Doing this, it allows making idle time on the first machines more important to the forward search and the idle time on the last machines more important to the backward search. The bound and weighted idle time guide for the bi-directional search is defined as follows:

FB 4 = (1 -). 1 . ∑ ∈ , , + , ,
+ . 1

The search strategy: Iterative beam search

Beam Search is a tree search algorithm that uses a parameter called the beam size ( ). Beam Search behaves like a truncated Breadth First Search (BrFS). It only considers the best nodes on a given level. The other nodes are discarded. Usually, we use the bound of a node to choose the most promising nodes. It generalizes both a greedy algorithm (if = 1) and a BrFS (if = ∞). Figure 2 presents an example of beam search execution with a beam width = 3. Beam Search was originally proposed in [START_REF] Reddy | Speech understanding systems: A summary of results of the five-year research effort[END_REF] and used in speech recognition. It is an incomplete (i.e. performing a partial tree exploration and can miss optimal solutions) tree search parametrized by the beam width . Thus, it is not an anytime algorithm. The parameter allows controlling the quality of the solutions and the execution time. The larger is, the longer it will take to reach feasible solutions, and the better these solutions will be.

Recently, a variant of beam search, called iterative beam search, was proposed and obtained state-of-the-art results on various combinatorial optimization problems [START_REF] Libralesso | Tree search algorithms for the sequential ordering problem[END_REF][START_REF] Libralesso | An anytime tree search algorithm for the 2018 roadef/euro challenge glass cutting problem[END_REF][START_REF] Libralesso | Longest common subsequence: an algorithmic component analysis[END_REF][START_REF] Fontan | Packingsolver: a tree search-based solver for two-dimensional two-and three-staged guillotine packing problems[END_REF]. Iterative beam search performs a series of restarting beam search with geometrically increasing beam size until the time limit is reached. Algorithm 4.1 shows the pseudo-code of an iterative beam search. The algorithm runs multiple beam searches starting with = 1 (line 1) and increases the beam size (line 8) geometrically. Each run explores the tree with the given parameter . In the pseudo-code, we increase geometrically the beam size by 2. This parameter can be tuned, however, we did not notice a significant variation in the performance while adjusting this parameter. This parameter (that can be a real number) should be strictly larger than 1 (for the beam to expand) and should not be too large, say less than 3 or 5 (otherwise, the beam grows too fast and when the time limit is reached, most of the computational time was possibly wasted in the last incomplete beam, without providing any solution). 

Numerical results

In this section, we perform various experiments to evaluate the efficiency of the algorithms discussed in the previous sections. In Subsection 5.1, we present numerical results obtained in the makespan minimization version and Subsection 5.2, the results obtained in the flowtime minimization version. All algorithms have been implemented in C++ and executed on an Intel(R) Core(TM) i5-3470 CPU @3.20GHz with 8GB RAM. As the CPU has 4 physical cores, we ran 4 tests in parallel to obtain results faster. For both objectives, we study the ARPD (Average Relative Percentage Deviation), defined as follows:

= ∑ ∈ - * * . 100
| | where is a set of instances with similar characteristics, corresponds to the objective obtained by algorithm on instance . And * the best-so-far solution objective for instance . The ARPD describes the performance of a given algorithm on a given instance type. A positive ARPD implies that the algorithm finds in average, solutions dominated by the best-known ones and a negative ARPD implies that the algorithm can improve on the best-known solutions.

Makespan minimization

We ran each algorithm for . .45 milliseconds where is the number of jobs and the number of machines as it is usually done in the literature for the makespan minimization. We evaluate our algorithms on the famous VFR set of instances [START_REF] Vallada | New hard benchmark for flowshop scheduling problems minimising makespan[END_REF]. That consists of sets of 10 instances with a job number ∈ {100, 200 … 800}, a machine number ∈ {20, 40, 60}. The benchmark is commonly used in the literature to evaluate the performance of optimization algorithms. Most instances with 20 machines are closed [START_REF] Gmys | A computationally efficient branch-and-bound algorithm for the permutation flow-shop scheduling problem[END_REF]. The best-so-far results are an aggregation of the results found in the literature [START_REF] Fernandez-Viagas | A best-of-breed iterated greedy for the permutation flowshop scheduling problem with makespan objective[END_REF][START_REF] Kizilay | A variable block insertion heuristic for solving permutation flow shop scheduling problem with makespan criterion 12[END_REF][START_REF] Gmys | A computationally efficient branch-and-bound algorithm for the permutation flow-shop scheduling problem[END_REF]. Figure 3 presents the ARPD obtained on the VFR instances and makespan minimization. discussions: Regarding the forward branching procedures, we observe a significant improvement by including the idle time in the guide and obtain the best results by including a weighted idle time within the guide (similarly to the principles presented in the LR heuristic [START_REF] Liu | Constructive and composite heuristic solutions to the ∕∕ ∑ scheduling problem[END_REF]). Indeed, ARPD ranges from 17% to 25% for the bound guide, and goes down between 1% to 5% for the idle time only and the guide combining the idle time and the bound. Finally, the best results for the forward search are obtained using a weighted idle time and bound guide. Sometimes with an ARPD close to 0% on large instances (meaning it competes with all the best results obtained in the literature), even finding 20 new-best-known solutions. We note that this result is interesting as this algorithm "only" combines ideas from the LR heuristic and an iterative beam search. Thus without using components present in recent meta-heuristic state-of-the-art algorithms like local-search moves, the iterated-greedy algorithm, or, NEH-based insertion schemes.

Regarding the bi-directional branching procedures, we observe that the bound guide performs well in most cases, from 0.16% to 8% ARPD. However, using the idle time in the guide (idle time only or idle time combined with the bound) decreases the performance of the algorithm (performances ranging from 2% to 17%). It seems to indicate that the idle time is a less efficient guide than the bound for this branching strategy. However, the weighted idle time proves to be a significant bonus and largely improves the quality of the solutions, from -1.25% to 3% ARPD, finding 100 new-best-known solutions on 160 open instances. Again "only" by combining simple ideas (in this case, the LR guidance strategy, the iterative beam search and the bi-directional branching).

Flowtime minimization

In the literature, algorithms are executed for exactly 1 hour per instance [START_REF] Andrade | Minimizing flowtime in a flowshop scheduling problem with a biased random-key genetic algorithm[END_REF], which implies a lot of wasted time on the smallest instances. In this paper, we perform experiments using the following time limit: . .360 milliseconds where is the number of jobs and the number of machines. It allows spending less time on small instances where it is not needed and exactly 1 hour on the largest ones. We show that even using less time, our algorithm can compete with the state-of-the-art and even returns new best-known solutions on most open instances. We perform the comparison using the well-known Taillard dataset [START_REF] Taillard | Benchmarks for basic scheduling problems[END_REF] that contains instances ranging from 20 to 500 jobs and 5 to 20 machines. Each class of instance contains 10 instances. As the bi-directional branching is not suited for the flowtime minimization (due to the objective structure) and the impact of different variants of the LR heuristic guidance have been already performed in the literature [START_REF] Fernandez-Viagas | A beam-search-based constructive heuristic for the pfsp to minimise total flowtime[END_REF], we only study the impact of the iterative beam search using LR-inspired guidance strategies (bound biased by the idle time and the bound biased by the weighted idle time). Figure 4 presents the results obtained for the flowtime minimization on the Taillard dataset. The "F 3 " algotrithm is an iterative beam search guided by the bound guide biased using the idle time and the "F 4 " being the iterative beam search guided by the bound guide biased using the weighted idle time.

discussions: We observe that both algorithms perform well for many instances and find new-best-known solutions on approximately 50/100 open instances). By contrast with the makespan minimization, both guidance strategies are comparable in terms of performance (the weighted idle time did not have a significant impact): sometimes 3 performs better than 4 and vice-versa. We may note that the main difference between our results and the beam search algorithms found in the literature [START_REF] Fernandez-Viagas | A beam-search-based constructive heuristic for the pfsp to minimise total flowtime[END_REF] is that we use an iterative beam search that allows performing beam search with larger if the remaining time allows it. This result seems to indicate that the iterative beam search can be of interest to the community as it reports good results compared to other search strategies.

Conclusions & perspectives

In this paper, we present some iterative beam search algorithms applied to the permutation flowshop problem (makespan and flowtime minimization). These algorithms use branching strategies inspired by the LR heuristic (forward branching) and recent branch-and-bound schemes [START_REF] Gmys | A computationally efficient branch-and-bound algorithm for the permutation flow-shop scheduling problem[END_REF] (bi-directional branching). We compare several guidance strategies (starting from the bound as commonly done in most branch-and-bounds) to more advanced ones (LR inspired guidance). We show that the combination of all of these components obtains state-of-the-art performance. We report 105/160 new-best-so-far solutions for the permutation flowshop (makespan minimization) on the open instances of the VFR benchmark and 55/100 new-best-so-far solutions for the permutation flowshop (flowtime minimization) on the open instances of the Taillard benchmark. These algorithms compare, and sometimes perform better, than the algorithms based on the NEH branching scheme (which is usually considered as "the most efficient constructive heuristic for the problem" [START_REF] Fernandez-Viagas | A best-of-breed iterated greedy for the permutation flowshop scheduling problem with makespan objective[END_REF]) and the iterated greedy algorithm (again considered as "the most efficient approximate algorithm for the problem" [START_REF] Fernandez-Viagas | A best-of-breed iterated greedy for the permutation flowshop scheduling problem with makespan objective[END_REF]). We believe that the performance of the bi-directional branching combined to the iterative beam search highlighted in this paper could draw the interest of the community for these techniques as they are rather unexplored, although simple and efficient. Studying these techniques leads to a few other questions: We considered the iterative beam search and showed that it is competitive with classical meta-heuristics for the permutation flowshop. However, many other exist. For instance Iterative Memory Bounded A* [START_REF] Fontan | Packingsolver: a tree search-based solver for two-dimensional two-and three-staged guillotine packing problems[END_REF][START_REF] Libralesso | An anytime tree search algorithm for the 2018 roadef/euro challenge glass cutting problem[END_REF], Beam Stack Search [START_REF] Zhou | Beam-stack search: Integrating backtracking with beam search[END_REF], Anytime Column Search [41]. To the best of our knowledge, they have not been tested yet for the permutation flowshop. In this paper, we studied the makespan and flowtime minimization criteria and achieved competitive results. Many more flowshop variants have been studied. For instance, the blocking flowshop, the distributed permutation flowshop and many others. It could be interesting to assess the performance of the LR-based beam search on these variants. 
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 4 Figure 4: Average Relative Percentage Deviation (ARPD) of all the presented algorithms on the Taillard instances and the flowtime minimization version.The "F 3 " algotrithm is an iterative beam search guided by the bound guide biased using the idle time and the "F 4 " being the iterative beam search guided by the bound guide biased using the weighted idle time.

Algorithm 2.1: Forward

  search: insertion of job in candidate solution (INSERTFORWARD( , )) Algorithm 2.2 presents the forward branching pseudo-code (how to generate all children of a candidate solution ).

		Input: candidate solution (or node)
		Input: job to be inserted ∈
	1 .FRONTSTARTING 1 ← .FRONTSTARTING 1 + ,1
	2 for ∈ {2, … } do
	3	if .FRONTSTARTING -1 > .FRONTSTARTING then
		/* there is some idle time on machine */
	4	idle ← .FRONTSTARTING -1 -.FRONTSTARTING
	5	.FRONTSTARTING ← .FRONTSTARTING -1 + ,
	6	else
		/* no idle time on machine */
	Algorithm 2.2: Forward search children generation from a candidate solution (CHILDREN( ))
		Input: candidate solution (or node)

7

.FRONTSTARTING ← .FRONTSTARTING + , 8 end 9 end 10 .STARTING ← .STARTING ∪ { } 1 children ← ∅ 2 for ∈ unscheduled jobs do 3 children ← children ∪ INSERTFORWARD(Copy( ), ) 4 end 5 return children

  1 F 2 F 3 F 4 FB 1 FB 2 FB 3 FB 4 Average Relative Percentage Deviation (ARPD) of all the presented algorithms on the VFR instances and the makespan minimization version. The Forward branching is denoted by F (FB for the Forward and Backward (bi-directional) branching). We remind that 1 denotes the bound guide, 2 the idle time, 3 the alpha guide and 4 the weighted alpha guide.

	VFR100_20	18.70 3.45 3.79 3.43 2.29	11.05 9.84	0.58
	VFR100_40	17.41 4.62 4.62 3.68 5.83	9.67	9.39	2.25
	VFR100_60	16.54 5.18 5.07 4.79 6.35	9.50	9.52	3.68
	VFR200_20	21.38 2.93 3.59 1.78 1.30	10.59 8.50	1.75
	VFR200_40	21.93 4.69 4.82 2.56 5.73	14.68 14.50 0.24
	VFR200_60	20.27 5.35 5.51 2.77 8.13	15.75 14.56 1.86
	VFR300_20	22.44 2.02 2.72 1.72 0.83	7.40	5.53	1.43
	VFR300_40	22.41 4.41 4.73 1.09 5.60	16.79 14.29 -0.80
	VFR300_60	20.88 5.22 5.66 1.55 8.01	12.77 12.65 0.85
	VFR400_20	22.68 1.98 2.52 1.86 0.76	4.32	3.20	1.40
	VFR400_40	24.34 4.06 4.53 0.70 5.67	16.06 14.95 -0.97
	VFR400_60	21.91 5.54 6.01 0.82 7.91	17.54 16.36 0.16
	VFR500_20	24.42 1.57 2.43 1.63 0.50	3.51	3.01	1.30
	VFR500_40	24.08 3.26 3.83 0.70 4.82	14.27 12.79 -0.86
	VFR500_60	22.42 5.88 6.12 0.58 8.41	16.59 15.53 -0.59
	VFR600_20	23.39 1.21 2.06 1.49 0.50	3.32	2.38	1.26
	VFR600_40	24.47 3.46 3.83 0.63 5.50	16.12 14.46 -0.65
	VFR600_60	22.94 5.46 5.89 0.40 7.94	13.22 12.39 -0.91
	VFR700_20	24.51 1.38 2.05 1.63 0.30	2.49	1.98	1.20
	VFR700_40	25.27 3.19 3.91 0.48 4.47	13.73 13.14 -0.27
	VFR700_60	23.11 5.55 5.82 0.07 8.06	15.92 14.20 -1.19
	VFR800_20	24.51 1.14 1.93 1.43 0.16	2.05	1.81	1.09
	VFR800_40	25.12 3.30 4.08 0.32 4.18	13.95 13.42 0.09
	VFR800_60	23.89 5.90 6.40 0.05 7.89	15.91 14.35 -1.25
	nb new-best-known 0	0	0	20	0	0	0	104
	Figure 3:							

A. Notations