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This work proposes an unsupervised fusion framework based on deep convolutional transform learning. The great learning ability of convolutional filters for data analysis is well acknowledged. The success of convolutive features owes to convolutional neural network (CNN). However, CNN cannot perform learning tasks in an unsupervised fashion. In a recent work, we show that such shortcoming can be addressed by adopting a convolutional transform learning (CTL) approach, where convolutional filters are learnt in an unsupervised fashion. The present paper aims at (i) proposing a deep version of CTL ; (ii) proposing an unsupervised fusion formulation taking advantage of the proposed deep CTL representation ; (iii) developing a mathematically sounded optimization strategy for performing the learning task. We apply the proposed technique, named DeConFuse, on the problem of stock forecasting and trading. Comparison with state-of-the-art methods (based on CNN and long short-term memory network) shows the superiority of our method for performing a reliable feature extraction.

Introduction

In the last decade, Convolutional Neural Network (CNN) has enjoyed tremendous success in different types of data analysis. It was initially applied for images in computer vision tasks. The operations within the CNN were believed to mimic the human visual system. Although such a link between human vision and CNN may be present, it has been observed that deep CNNs are not exact models for human vision [START_REF] Kriegeskorte | Deep neural networks: a new framework for modeling biological vision and brain information processing[END_REF]. For instance, biologists consider that the human visual system would consist of 6 layers [START_REF] Guillery | Thalamic relay functions and their role in corticocortical communication: generalizations from the visual system[END_REF][START_REF] Cudeiro | Looking back: corticothalamic feedback and early visual processing[END_REF] and not 20+ layers used in GoogleNet [START_REF] Szegedy | Going deeper with convolutions[END_REF].

Neural network models have also been used for analyzing time series data. Until recently, long short-term memory (LSTM) networks were the almost exclusively used neural network models for time series analysis as they were supposed to mimic memory and hence were deemed suitable for such tasks. However, LSTM are not able to model very long sequences, and their training is hardware intensive. Owing to these shortcomings, LSTMs are being replaced by CNNs. The reason for the great results of CNN methods for time series analysis (1D data processing in general) is not well understood. One possibility may lie in the universal function approximation capacity of deep neural networks [START_REF] Daubechies | Nonlinear approximation and (deep) relu networks[END_REF][START_REF] Petersen | Optimal approximation of piecewise smooth functions using deep ReLU neural networks[END_REF] rather than its biological semblance. The research in this area is primarily led by its success rather than its understanding.

An important point to mention is that the performance of CNN is largely driven by the availability of very large labeled datasets. This probably explains their tremendous success in facial recognition tasks. Google's FaceNet [START_REF] Schroff | Facenet: A unified embedding for face recognition and clustering[END_REF] and Facebook's DeepFace [START_REF] Taigman | Deepface: close the gap to human-level performance in face verification[END_REF] architectures are trained on 400 million facial images, a significant proportion of world's population. These companies are easily equipped with gigantic labeled facial images data as these are 'tagged' by their respective users. In the said problem, deep networks reach almost 100% accuracy, even surpassing human capabilities. However, when it comes to tasks that require expert labeling, such as facial recognition from sketches (requiring forensic expertise) [START_REF] Taigman | Deepface: close the gap to human-level performance in face verification[END_REF] or ischemic attack detection from EEG (requiring medical expertise) [START_REF] Nagpal | Face sketch matching via coupled deep transform learning[END_REF], the accuracies become modest. Indeed, such tasks require expert labeling that is difficult to acquire, thus limiting the size of available labeled dataset.

The same is believed by a number of machine learning researchers, including Hinton himself, are wary of supervised learning. In an interview with Axios, 1Hinton mentioned his 'deep suspicion' on backpropagation, the workhorse behind all supervised deep neural networks. He even added that "I don't think it's how the brain works," and "We clearly don't need all the labeled data". It seems that Hinton is hinting towards unsupervised learning frameworks. Unsupervised Learning technique does not require targets / labels to learn from data. This approach typically takes benefit from the fact that data is inherently very rich in its structure, unlike targets that are sparse in nature. Thus, it does not take into account the task to be performed while learning about the data, saving from the need of human expertise that is required in supervised learning. More on the topic of unsupervised versus supervised learning can be found in a blog by DeepMind. 2In this work, we would like to keep the best of both worlds, i.e. the success of convolutive models from CNN and the promises of unsupervised learning formulations. With this goal in mind, we developed convolutional transform learning (CTL) [START_REF] Maggu | December. Convolutional Transform learning[END_REF]. This is a representation learning technique that learns a set of convolutional filters from the data without label information. Instead of learning the filters (by backpropagating) from data labels, CTL learns them by minimizing a data fidelity loss, thus making the technique unsupervised. CTL has been shown to outperform several supervised and unsupervised learning schemes in the context of image classification. In the present work, we propose to extend the shallow CTL version to deeper layers, with the aim to generate a feature extraction strategy that is well suited for 1D time series analysis. This is the first major contribution of this work -deep convolutional transform learning.

In most applications, time series signals are multivariate, as they arise from multiple sources/sensors. For example, biomedical signals like ECG and EEG come from multiple leads; financial data from stocks are recorded with different inputs (open, close, low, high and net asset value), demand forecasting problems in smartgrids come with multiple types of data (power consumption, temperature, humidity, occupancy, etc.). In all such cases, the final goal is to perform prediction/classification task from such multivariate time series. We propose to address such problem as one of feature fusion. The information from each of the sources will be processed by the proposed deep CTL pipeline, and the generated deep features will be finally fused by an unsupervised fully connected layer. This is the second major contribution of this work -an unsupervised fusion framework with deep CTL.

The resulting features can be used for different applicative tasks. In this paper, we will focus on the applicative problem of financial stock analysis. The ultimate goal may be either to forecast the stock price (regression problem) or to decide whether to buy or sell (classification problem). Depending on the considered task, we can pass the generated features into suitable machine learning tool, that may not be as data hungry as deep neural networks. Therefore, by adopting such a processing architecture, we expect to yield better results than traditional deep learning especially in cases where access to labeled data is limited.

Literature Review

CNN for Time Series Analysis

Let us briefly review and discuss CNN based methods for time series analysis. For a more detailed review, the interested reader can peruse [START_REF] Fawaz | Deep learning for time series classification: a review[END_REF]. We mainly focus on studies on stock forecasting as it will be our use case for experimental validation.

The traditional choice for processing time series with neural network is to adopt a recurrent neural network (RNN) architecture. Variants of RNN like long-short term memory (LSTM) [START_REF] Hochreiter | Long short-term memory[END_REF] and gated recurrent unit (GRU) [START_REF] Chung | Gated feedback recurrent neural networks[END_REF] have been proposed. However, due to the complexity of training such networks via backpropagation through time, they have been progressively replaced with 1D CNN [START_REF] Wang | Time series classification from scratch with deep neural networks: A strong baseline[END_REF]. For example, in [START_REF] Malhotra | TimeNet: Pre-trained deep recurrent neural network for time series classification[END_REF], a generic time series analysis framework was built based on LSTM, with assessed performance on the UCR time series classification datasets [14]. The later study from the same group [START_REF] Kashiparekh | ConvTimeNet: A Pre-trained Deep Convolutional Neural Network for Time Series Classification[END_REF], based on 1D CNN, showed considerable improvement over the prior model on the same datasets.

There are also several studies that convert 1D time series data into a matrix form so as to be able to use 2D CNNs [START_REF] Hatami | Classification of timeseries images using deep convolutional neural networks[END_REF][START_REF] Wang | Imaging time-series to improve classification and imputation[END_REF][START_REF] Sezer | Algorithmic financial trading with deep convolutional neural networks: Time series to image conversion approach[END_REF]. Each column of the matrix corresponds to a subset of the 1D series within a given time window and the resulting matrix is processed as an image. The 2D CNN model has been especially popular in stock forecasting. In [START_REF] Sezer | Algorithmic financial trading with deep convolutional neural networks: Time series to image conversion approach[END_REF], the said techniques have been used on stock prices for forecasting. A slightly different input is used in [START_REF] Tsantekidis | Forecasting stock prices from the limit order book using convolutional neural networks[END_REF]: instead of using the standard stock variables (open, close, high, low and NAV), it uses high frequency data for forecasting major points of inflection in the financial market. In another work [START_REF] Gudelek | A deep learning based stock trading model with 2-D CNN trend detection[END_REF], a similar approach is used for modeling Exchange Traded Fund (ETF). It has been seen that the 2D CNN model performs the same as LSTM or the standard multi-layer perceptron [START_REF] Ravishankar | Sparsifying Transform Learning With Efficient Optimal Updates and Convergence Guarantees[END_REF][START_REF] Combettes | Proximal Splitting Methods in Signal Processing[END_REF]. The apparent lack of performance improvement in the aforementioned studies may be due to an incorrect choice of CNN model, since an inherently 1D time series is modeled as an image.

Deep Learning and Fusion

We now review existing works for processing multivariate data inputs, within the deep learning framework. Since the present work aims at being applied to stock price forecasting / trading, we will mostly focus our review on the multi-channel / multi-sensor fusion framework. Multimodal data and fusion for image processing, less related to our work, will be mentioned at the end of this subsection for the sake of completeness.

Deep learning has been widely used recently for analyzing multi-channel / multi-sensor signals. In several of such studies, all the sensors are stacked one after the other to form a matrix and 2D CNN is used for analyzing these signals. For example, [START_REF] Yang | Deep convolutional neural networks on multichannel time series for human activity recognition[END_REF] uses this strategy for analyzing human activity recognition from multiple body sensors. It is important to distinguish such an approach from the aforementioned studies [START_REF] Sezer | Algorithmic financial trading with deep convolutional neural networks: Time series to image conversion approach[END_REF][START_REF] Tsantekidis | Forecasting stock prices from the limit order book using convolutional neural networks[END_REF][START_REF] Gudelek | A deep learning based stock trading model with 2-D CNN trend detection[END_REF][START_REF] Ravishankar | Sparsifying Transform Learning With Efficient Optimal Updates and Convergence Guarantees[END_REF][START_REF] Combettes | Proximal Splitting Methods in Signal Processing[END_REF]. Here, the images are not formed from stacking windowed signals from the same signal one after the other, but by stacking signals from different sensors. The said study [START_REF] Yang | Deep convolutional neural networks on multichannel time series for human activity recognition[END_REF] does not account for any temporal modeling; this is rectified in [START_REF] Yao | Deepsense: A unified deep learning framework for time-series mobile sensing data processing[END_REF]. In there, 2D CNN is used on a time series window; but the different windows are finally processed by GRU, thus explicitly incorporating time series modeling. There is however no explicit fusion framework in [START_REF] Yang | Deep convolutional neural networks on multichannel time series for human activity recognition[END_REF][START_REF] Yao | Deepsense: A unified deep learning framework for time-series mobile sensing data processing[END_REF]. The information from raw multivariate signals is simply fused to form matrices and treated by 2D convolutions. A true fusion framework was proposed in [START_REF] Zheng | Time series classification using multi-channels deep convolutional neural networks[END_REF]. Each signal channel is processed by a deep 1D CNN and the output from the different signal processing pipelines are then fused by a fully connected layer. Thus, the fusion is happening at the feature level and not in the raw signal level as it was in [START_REF] Yang | Deep convolutional neural networks on multichannel time series for human activity recognition[END_REF][START_REF] Yao | Deepsense: A unified deep learning framework for time-series mobile sensing data processing[END_REF].

Another area that routinely uses deep learning based fusion is multi-modal data processing. This area is not as well defined as multi-channel data processing; nevertheless, we will briefly discuss some studies on this topic. In [START_REF] Ngiam | Multimodal deep learning[END_REF] a fusion scheme is shown for audio-visual analysis that uses a fusion scheme for deep belief network (DBN) and stacked autoencoder (SAE) for fusing audio and video channels. Each channel is processed separately and connected by a fully connected layer to produce fused features. These fused features are further processed for inference. We can also mention the work on video based action recognition addressed in [START_REF] Feichtenhofer | Convolutional twostream network fusion for video action recognition[END_REF], which proposes a fusion scheme for incorporating temporal information (processed by CNN) and spatial information (also processed by CNN).

There are several other such works on image analysis [START_REF] Eitel | Multimodal deep learning for robust RGB-D object recognition[END_REF][START_REF] Chen | Deep fusion of remote sensing data for accurate classification[END_REF][START_REF] Antropova | A deep feature fusion methodology for breast cancer diagnosis demonstrated on three imaging modality datasets[END_REF]. In [START_REF] Eitel | Multimodal deep learning for robust RGB-D object recognition[END_REF], a fusion scheme is proposed for processing color and depth information (via 3D and 2D convolutions respectively) with the objective of action recognition. In [START_REF] Chen | Deep fusion of remote sensing data for accurate classification[END_REF], it was shown that by fusing hyperspectral data (high spatial resolution) with Lidar (depth information), better classification results can be achieved. In [START_REF] Antropova | A deep feature fusion methodology for breast cancer diagnosis demonstrated on three imaging modality datasets[END_REF], it was shown that by fusing deeply learnt features (from CNN) with handcrafted features via a fully connected layer, can improve analysis tasks. In this work, our interest lies in the first problem; that of inference from 1d / time-series multichannel signals. To the best of our knowledge, all prior deep learning based studies on this topic are supervised. In keeping with the vision of Hinton and others, our goal is to develop an unsupervised fusion framework using deeply learn convolutive filters.

Convolutional Transform Learning

Convolutional Transform Learning (CTL) has been introduced in our seminal paper [START_REF] Maggu | December. Convolutional Transform learning[END_REF]. Since it is a recent work, we present it in detail in the current paper, to make it self-content. CTL learns a set of filters (t m ) 1≤m≤M operated on observed samples s (k) 1≤k≤K to generate a set of features (x

(k) m ) 1≤m≤M,1≤k≤K
. Formally, the inherent learning model is expressed through convolution operations defined as (∀m ∈ {1, . . . , M } , ∀k ∈ {1, . . . , K})

t m * s (k) = x (k) m . (1) 
Following the original study on transform learning [START_REF] Ravishankar | Learning sparsifying transforms[END_REF], a sparsity penalty is imposed on the features for improving representation ability and limit overfitting issues. Moreover, in the same line as CNN models, the non-negativity constraint is imposed on the features. Training then consists of learning the convolutional filters and the representation coefficients from the data. This is expressed as the the following optimization problem minimize

(tm)m,(x (k) m ) m,k 1 2 K k=1 M m=1 t m * s (k) -x (k) m 2 2 + β x (k) m 1 + ι + (x (k) m ) + µ M m=1 t m 2 2 -λ log det ([t 1 |. . . |t M ]), (2) 
where ι + denotes the indicator function of the non-negative orthant, equals to 0 if its input has non-negative entries, and +∞ otherwise. Note that the regularization term "µ • 2 F -λ log det" ensures that the learnt filters are unique, something that is not guaranteed in CNN. Let us introduce the matrix notation

T * S -X =     t 1 * s (1) -x (1) 1 . . . t M * s (1) -x (1) M . . . . . . . . . t 1 * s (K) -x (K) 1 . . . t M * s (K) -x (K) M     (3) 
where T = t 1 . . . t M , S = s (1) . . . s (K) , and

X = x (k) 1 . . . x (k) M 1≤k≤K
.

The cost function in Problem (2) can be compactly rewritten as5 

F (T, X) = 1 2 T * S -X 2 F + β X 1 + ι + (X) + µ T 2 F -λ log det (T ) . (4) 
A local minimizer to (4) can be reached efficiently using the alternating proximal algorithm [START_REF] Attouch | Convergence of descent methods for semi-algebraic and tame problems: proximal algorithms,forwardbackward splitting, and regularized Gauss-Seidel methods[END_REF][START_REF] Chouzenoux | A Block Coordinate Variable Metric Forward-Backward Algorithm[END_REF][START_REF] Bolte | Proximal alternating linearized minimization for nonconvex and non-smooth problems[END_REF], which alternates between proximal updates on variables T and X. More precisely, set a Hilbert space (H, • ), and define the proximity operator [START_REF] Combettes | Proximal Splitting Methods in Signal Processing[END_REF] at x ∈ H of a proper lower-semi-continuous convex function

ψ : H →] -∞, +∞] as prox ψ (x) = arg min x∈H ψ(x) + 1 2 x -x 2 . (5) 
Then, the alternating proximal algorithm reads

For n = 0, 1, ...

T [n+1] = prox γ1F (•,X [n] ) T [n] X [n+1] = prox γ2F (T [n+1] ,•) X [n] (6) 
with initializations T [0] , X [0] and γ 1 , γ 2 positive constants. For more details on the derivations and the convergence guarantees, the readers can refer to [START_REF] Maggu | December. Convolutional Transform learning[END_REF].

Fusion based on Deep Convolutional Transform Learning

In this section, we discuss our proposed formulation. First, we extend the aforementioned CTL formulation to a deeper version. Next, we develop the fusion framework based on transform learning, leading to our DeConFuse 3 strategy.

Deep Convolutional Transform Learning

Deep CTL consists of stacking multiple convolutional layers on top of each other to generate the features, as shown in Figure 1. To devise the proposed formulation, we first remark that the minimizer X to the cost function in ( 4) is simply the output of a convolutional layer with ReLU activation, that is

arg min X F (T, X) = max{T * S -β, 0}. (7) 
Consequently, deep features can be computed by stacking many such layers where X 0 = S, and φ denotes a generic nonlinear activation followed by maxpooling. Note that we dropped the sparsity promoting regularization on the coefficients by setting β = 0. In deep learning, the dimensionality of the coefficients usually reduces in each layer, and thus the representation is naturally compact. Putting all together, deep CTL amounts to minimize

(∀ ∈ {1, . . . , L -1}) X = φ (T * X -1 ), (8) 
T1,...,T L ,X F conv (T 1 , . . . , T L , X | S) (9) 
where

F conv (T 1 , . . . , T L , X | S) = 1 2 T L * φ L-1 (T L-1 * . . . φ 1 (T 1 * S)) -X 2 F + ι + (X) + L =1 (µ||T || 2 F -λ log det(T )). ( 10 
)
This is a direct extension of the one-layer formulation in (4).

Multi-Channel Fusion Framework

We now propose a fusion framework to learn in an unsupervised fashion a suitable representation of multi-channel data that can then be utilised for a multitude of tasks. This framework takes the channels of input data samples to separate branches of convolutional layers, leading to multiple sets of channel-wise features. These decoupled features are then concatenated and passed to a fully-connected layer, which yields a unique set of coupled features. The complete architecture, called DeConFuse, is shown in Fig 2.

Since we have multi-channel data, for each channel c ∈ {1, . . . , C}, we learn a different set of convolutional filters

T (c) 1 , . . . , T (c)
L and features X (c) . At the same time, we learn the (not convolutional) linear transform T = ( T c ) 1≤c≤C to fuse the channel-wise features X = (X (c) ) 1≤c≤C , along with the corresponding fused 

F fusion ( T , Z, X) + C c=1 F conv (T (c) 1 , . . . , T (c) L , X (c) | S (c) ) J(T,X, T ,Z) (11) 
where

F fusion ( T , Z, X) = 1 2 Z - C c=1 T c X (c) 2 F + ι + (Z) + C c=1 (µ T c 2 F -λ log det( T c )).
(12) To summarize, our formulation aims to jointly train the channel-wise convolutional filters T (c) and the fusion coefficients T in an end-to-end fashion.

We explicitly learn the features X and Z subject to non-negativity constraints so as to avoid trivial solutions and make our approach completely unsupervised. Moreover, the "log-det" regularization on both T (c) and T breaks symmetry and forces diversity in the learnt transforms, whereas the Frobenius regularization ensures that the transform coefficients are bounded.

Optimization algorithm

As for the solution of Problem [START_REF] Wang | Time series classification from scratch with deep neural networks: A strong baseline[END_REF], we remark that all terms of the cost function are differentiable, except the indicator function of the non-negativity constraint. We can, therefore, find a local minimizer to [START_REF] Wang | Time series classification from scratch with deep neural networks: A strong baseline[END_REF] by employing the projected gradient descent, whose iterations read

For n = 0, 1, ...        T [n+1] = T [n] -γ∇ T J(T [n] , X [n] , T [n] , Z [n] ) X [n+1] = P + (X [n] -γ∇ X J(T [n] , X [n] , T [n] , Z [n] )) T [n+1] = T [n] -γ∇ T J(T [n] , X [n] , T [n] , Z [n] ) Z [n+1] = P + (Z [n] -γ∇ Z J(T [n] , X [n] , T [n] , Z [n] )) (13) 
with initialization T

[0] , X [0] , T [0] , Z [0]
, γ > 0, and P + = max{•, 0}. In practice, we make use of accelerated strategies [START_REF] Reddi | On the convergence of adam and beyond[END_REF] within each step of this algorithm to speed up learning.

There are two notable advantages with the proposed optimization approach. Firstly, we rely on automatic differentiation [START_REF] Paszke | Automatic differentiation in PyTorch[END_REF] and stochastic gradient approximations to efficiently solve Problem [START_REF] Wang | Time series classification from scratch with deep neural networks: A strong baseline[END_REF]. Secondly, we are not limited to ReLU activation in [START_REF] Taigman | Deepface: close the gap to human-level performance in face verification[END_REF], but rather we can use more advanced ones, such as SELU [START_REF] Klambauer | Selfnormalizing neural networks[END_REF]. This is beneficial for the performance, as shown by our numerical results.

Experimental Evaluation

We carry out experiments on the real world problem of stock forecasting and trading. The problem of stock forecasting is a regression problem aiming at estimating the price of a stock at a future date (next day for our problem) given inputs till the current date. Stock trading is a classification problem, where the decision whether to buy or sell a stock has to be taken at each time. The two problems are related by the fact that simple logic dictates that if the price of a stock at a later date is expected to increase, the stock must be bought; and if the stock price is expected to go down, the stock must be sold.

We will use the five raw inputs for both the tasks, namely open price, close price, high, low and net asset value (NAV). One could compute technical indicators based on the raw inputs [START_REF] Sezer | Algorithmic financial trading with deep convolutional neural networks: Time series to image conversion approach[END_REF] but, in keeping with the essence of true representation learning, we chose to stay with those raw values. Each of the five inputs is processed by a separate 1D processing pipeline. Each of the pipelines produces a flattened output (Fig. 1). The flattened outputs are then concatenated and fed into the Transform Learning layer acting as the fully connected layer (Fig. 2) for fusion. While our processing pipeline ends here (being unsupervised), the benchmark techniques are supervised and have an output node. The node is binary (buy / sell) for classification and real valued for regression. More precisely, we will compare with two state-of-the-art time series analysis models, namely TimeNet [START_REF] Malhotra | TimeNet: Pre-trained deep recurrent neural network for time series classification[END_REF] and ConvTimeNet [START_REF] Kashiparekh | ConvTimeNet: A Pre-trained Deep Convolutional Neural Network for Time Series Classification[END_REF]. In the former, the processing individual processing pipelines are based on LSTM and in the later they use 1D CNN.

We make use of a real dataset from the National Stock Exchange (NSE) of India. The dataset contains information of 150 symbols between 2014 and 2018; these stocks were chosen after filtering out stocks that had less than three years of data. The companies available in the dataset are from various sectors such as IT (e.g., TCS, INFY), automobile (e.g., HEROMOTOCO, TATAMOTORS), bank (e.g., HDFCBANK, ICICIBANK), coal and petroleum (e.g., OIL, ONGC), steel (e.g., JSWSTEEL, TATASTEEL), construction (e.g., ABIRLANUVO, ACC), public sector units (e.g., POWERGRID, GAIL). The detailed architectures for each tested techniques, namely DeConFuse, ConvTimeNet and TimeNet are presented in the Table 1. For DeConFuse, TimeNet and ConvTimeNet, we have tuned the architectures to yield the best performance and have randomly initialized the weights for each stock's training.

Stock Forecasting -Regression

Let us start with the stock forecasting problem. We feed the generated unsupervised features from the proposed architecture into an external regressor, namely ridge regression. Evaluation is carried out in terms of mean absolute error (MAE) between the predicted and actual stock prices for all 150 stocks. The stock forecasting results are shown in Table 2. The MAE for individual stocks are presented for each of close price, open price, high price, low price and net asset value. From Table 2, it can be seen that the MAE values reached for the proposed DeConFuse solution for the four first prices (open, close, high, low) are exceptionally good for all of the 150 stocks. Regarding NAV prediction, the proposed method performs extremely well for 128 stocks. For the remaining 22 stocks, there are 13 stocks, highlighted in red, for which DeConFuse does not give the lowest MAE but it is still very close to the best results given by the TimeNet approach.

For a concise summary of the results, the average values over all stocks are shown in Table 3.

From the summary Table 3, it can be observed that our error is more than an order of magnitude better than the state-of-the-arts. The plots for one of the regressed prices (close price) for some examples of stocks in Fig. 3 show that the predicted close prices from DeConFuse are closer to the true close prices than benchmarks predictions.

Stock Trading -Classification

We now focus on the stock trading task. In this case, the generated unsupervised features from DeConFuse are inputs to an external classifier based on Random 4. We also display empirical convergence plots for few stocks, namely RELIANCE, ONGC, HINDUNILVR and ICICIBANK, in Fig. 4. We can see that the training loss decreases to a point of stability for each example. The advantage of our framework is its ability to learn in an unsupervised fashion. For example, consider the problem we address. For traditional deep learning based models, we need to retrain to deep networks for regression and classification. But we can reuse our features for both the tasks, without the requirement of re-training, for specific tasks. This has advantages in other areas as well. For example, one can either do ischemia detection, i.e. detect whether one is having a stroke at the current time instant (from EEG); or one can do ischemia prediction, i.e. forecast if a stroke is going to happen. In standard deep learning, two networks need to be retrained and tuned to tackle these two problems. With our proposed method, there is no need for this double effort.

                                   layer1 : 1D Convolution(1,
In the future, we would work on extending the framework for supervised / semi-supervised formulations. We believe that the semi-supervised formulation will be of immense practical importance. We would also like to extend it to 2D convolutions in order to handle image data. Note that there is one major difference between our proposed formulation and the standard CNN. We do not yet have the capability for 'pooling'. We would like to work on this in the future, to make it at par with CNN. 
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 1 Fig. 1: Deep CTL architecture. The illustration is given for L = 2 layers, with the first layer T 1 composed of M 1 = 4 filters of size 5 × 1, and the second layer composed of M 2 = 8 filters of size 3 × 1.
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 2 Fig. 2: DeConFuse architecture.
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 3 Fig. 3: Stock Forecasting Performance
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 4 Fig. 4: Empirical Convergence Plots
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 1 List of abbreviations -TL : Transform Learning -CTL : Convolutional Transform Learning -CNN : Convolutional Neural Network -LSTM : Long Short Term Memory -GRU : Gated Recurrent Unit -ReLU : Rectified Linear Unit -SELU : Scaled Exponential Linear Units -NSE : National Stock Exchange -AUC : Area Under Curve -ROC : Receiver Operating Characteristics -NAV : Net Asset Value -RDF : Random Decision Forest -EEG : Electroencephalogram -ECG : Electrocardiogram -AR : Annualized Returns -MAE : Mean Absolute Error

Table 2 :

 2 Stock-wise Forecasting Results

	Stock Name	Method	MAE	MAE	MAE	MAE	MAE
			Close	Open	High	Low	NAV
	ABIRLANUVO DeConFuse 0.021 0.015 0.019 0.017 0.416
		ConvTimeNet 0.204	0.212	0.219	0.195	1.804
		TimeNet	0.112	0.111	0.111	0.112	0.467
	ACC	DeConFuse 0.012 0.016 0.014 0.017	0.580
		ConvTimeNet 0.158	0.161	0.159	0.158	0.765
		TimeNet	0.116	0.116	0.115	0.118	0.388
	ADANIENT	DeConFuse 0.041 0.015 0.024 0.038 0.359
		ConvTimeNet 4.656	4.795	4.654	4.800	0.748
		TimeNet	0.538	0.549	0.540	0.551	0.475
	ADANIPORTS	DeConFuse 0.012 0.005 0.009 0.010 0.391
		ConvTimeNet 0.124	0.122	0.122	0.123	1.258
		TimeNet	0.283	0.283	0.280	0.285	0.43
	ADANIPOWER DeConFuse 0.026 0.010 0.019 0.020 0.405
		ConvTimeNet 0.610	0.600	0.590	0.602	1.796
		TimeNet	0.205	0.205	0.204	0.206	0.448
	AJANTPHARM DeConFuse 0.016 0.007 0.012 0.012 0.418
		ConvTimeNet 0.401	0.374	0.384	0.400	0.867
		TimeNet	0.262	0.261	0.258	0.264	0.480

Table 1 :

 1 Description of compared models

	Method Architecture Description	Other Parameters
			Learning Rate = 0.001,
	DeConFuse 5 ×	 layer1 : 1D Conv(1, 4, 5, 1, 2) 1         Maxpool(2, 2) 2 SELU layer2 : 1D Conv(1, 8, 3, 1, 1) 1	µ = 0.01, = 0.0001 Optimizer Used: Adam **with parameters** (β1, β2) = (0.9, 0.999), weight decay = 5e-5,
	layer3 : Fully Connected	epsilon = 1e-8
	ConvTimeNet 5×		

Table 3 :

 3 Summary of Forecasting Results

	Method Close Open High Low NAV
	DeConFuse 0.016 0.007 0.012 0.013 0.410
	ConvTimeNet 1.550 1.550 1.530 1.560 2.350
	TimeNet	0.295 0.295 0.294 0.295 0.511
	Decision Forest (RDF) with 5 decision tree classifiers and depth 3. Even though
	we used this architecture, we found that the results from RDF are robust to

Table 4 :

 4 Stock-wise Forecasting ResultsCertain results from Table4are highlighted in bold or red. The first set of results, marked in bold, are the ones where one of the techniques for each metric gives the best performance for each stock. The proposed solution DeConFuse gives the best results for 89 stocks for precision score, 85 stocks for recall score, 125 stocks for F1 score, 91 stocks for AUC measure, and 56 stocks in case of the AR metric. The other set marked in red highlights the cases where DeConfuse has not performed the best but performs nearly equal (here, a difference of maximum 0.05 in the metric is considered) to the best performance given by one of the benchmarks i.e. DeConFuse gives the next best performance. We noticed that there are 24 stocks for which DeConFuse gives the next best precision metric value. Likewise, 18 stocks in case of recall, 22 stocks for F1 score, 26 stocks for AUC values, and 1 stock in case of AR. Overall, DeConfuse reaches very satisfying performance over the benchmark techniques. This is also corroborated from the summary of trading results in Table5.

	Stock Name	Method	Computational Model Performance	Financial Evaluation

Table 5 :

 5 Summary of Trading Results

	Method Precision Recall F1	AUC MAE
			Score	AR
	DeConFuse	0.520	0.810 0.628 0.543 17.350
	ConvTimeNet	0.510	0.457 0.413 0.524 19.410
	TimeNet	0.470	0.648 0.490 0.513 18.760

https://www.axios.com/artificial-intelligence-pioneer-says-we-need-to-start-over-1513305524-f619efbd-9db0-4947-a9b2-7a4c310a28fe.html

2 https://deepmind.com/blog/article/unsupervised-learning

Note that T is not necessarily a square matrix. By an abuse of notation, we define the "log-det" of a rectangular matrix as the sum of logarithms of its singular values.3 Code available at: https://github.com/pooja290992/DeConFuse.git