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In this work, we present alternative

from different fields such as fluid dynamics, electromagnetism, structural analysis, etc. Even if a lot has already be done, there is still room for improvement for the efficient exploitation of massively parallel systems to solve these problems. If we look, for example in the framework of solid mechanics, the complexity of composite materials leads to simulations in different scales on the same numerical model, which is a numerically challenging situation. Such problems can lead to ill conditioned systems with dimension ranging from several millions to hundreds of millions.

In order to use these new architectures in the context of PDE solutions, the domain decomposition methods have been a largely used option [1],[2], [START_REF] Dureisseix | A numerically scalable domain decomposition method for the solution of frictionless contact problems[END_REF]. The finite element tearing and interconnecting method (FETI) [START_REF] Farhat | A method of finite element tearing and interconnecting and its parallel solution algorithm[END_REF] and the balanced domain decomposition method (BDD) [START_REF] Mandel | Balancing domain decomposition[END_REF] are among the most popular non-overlapping domain decomposition methods. These non-overlapping methods are very well suited for supercomputers or computer clusters because they are based on the solution of local problems easily parallelizable on a multi-core compute node. In particular, the FETI method combines the solution of these local problems with the iterative solution of interface matching conditions in order to find the global solution.

The FETI methods have been largely developed, leading to faster and more robust versions [START_REF] Farhat | The two-level FETI method Part II: Extension to shell problems, parallel implementation and performance results[END_REF]. However, there are some numerically stiff problems where FETI does not perform with the same robustness as usual. We have, for example, the cases with extreme heterogeneities along the interface where the FETI operator is defined, i.e., the intersection of domains made in the decomposition. This lead to very ill-conditioned problems that FETI with the classic preconditioners does not assures a fast convergence.

For these stiffer type of problems the Simultaneous-FETI (S-FETI) method was developed, showing very good performances, see [START_REF]Substructuring and dual methods in structural analysis[END_REF] and [START_REF] Gosselet | Simultaneous FETI and block FETI: Robust domain decomposition with multiple search directions[END_REF]. It is based on the construction of several search directions, to be used simultaneously in the iterative solver for the interface problem. This construction adds some extra time and memory consumption cost for S-FETI in comparison with the classic FETI method. The reduction in the time cost of the extra computations of S-FETI is treated in [START_REF] Gosselet | Simultaneous FETI and block FETI: Robust domain decomposition with multiple search directions[END_REF]. However, this method also includes the storage of a much larger number of search directions at each iteration and significant memory issues derive from this. In the case of larger 3D problems, this may be a limitation in the use of this method.

In this paper, we propose different strategies to generalize the application of the S-FETI method to a larger class of problems by reducing the memory use. We first extend the presentation of S-FETI to generate even more search directions per iteration. We include the use of the alternative Lumped preconditioner instead of the usual Dirichlet.

We show an alternative way of sorting the search directions and we introduce a new implementation that reduces the memory consumption by storing these vectors in a sparse form, i.e, before the projection and full reorthogonalization processes. This paper will be organized as follows. First, we recall the definitions of FETI and S-FETI. We propose then, a new way of sorting the search directions in each step of the iterative method. Next, we show in detail the new sparse storage implementation for the S-FETI method to finally make some numerical validation of all the ideas proposed in here.

| FETI Definition

Let us consider a linear mechanical problem defined in a global domain Ω. Let us also consider the discretization of it by some finite element method, leading to a symmetric and positive definite system of equations K u = f . The domain is now partitioned into N s non-overlapping subdomains Ω (s) , s = 1, . . . , N s and new local Neumann problems are set up.

The FETI method introduces a Lagrange multipliers field λ that connects these subdomains. The following systems are then formed K (s) u (s) = f (s) + t (s) T B (s) T λ Ns s=1 B (s) t (s) u (s) = 0

(1) where t (s) : Ω (s) → ∂ Ω (s) are trace operators (restrictions of a field into the local boundary) and B (s) : ∂ Ω (s) → Γ is a signed boolean assembly operator on the global interface Γ, with Γ = ∪ 1≤s <q ≤Ns Γ (sq ) with Γ (sq ) = ∂ Ω (s) ∩ ∂ Ω (q ) . The first line represents the local equilibrium in every subdomain Ω (s) , s = 1, . . . , N s and the second is the continuity of the solution through each interface Γ (sq ) between each neighboring pair of subdomains, Ω (s) and Ω (q ) .

The next part consists in reformulating the local equilibrium in terms of the interface unknowns, by using the Schur complements in each subdomain. The classical notation are used

S (s) bb = K (s) bb -K (s) bi K (s) -1 i i K (s) i b , F (s) = t (s) K (s) + t (s) T , R (s) = k er (K (s) ) (2) 
the subscripts i and b stand for internal and boundary degrees of freedom respectively. F (s) = (S (s) bb ) + is the dual of the Schur complement and R (s) is a basis of rigid body modes of k er (K (s) ). With these considerations, plus the continuity condition, the classic FETI system is formed

F G G T 0 λ α = d e (3) 
where e = -(. . . , f (s) T R (s) , . . . ) T , G = (. . . , B (s) t (s) R (s) , . . . )

F = s B (s) F (s) B (s) T , d = - s B (s) t (s) K (s) + f (s) T (4)
The operator F is not explicitly assembled, in practice to multiply it by a vector, a local Neumann problem is solved in each subdomain and the jump of the local solutions accross each through each interface Γ (sq ) is computed. The use of the pseudo-inverse in the definition of F (s) is associated to the constraint G T λ = e which enforces the global equilibrium on the interface for the floating subdomains. This condition is handled by an initialization-projection strategy with the definition of

λ 0 = AG (G T AG ) -1 e Initialization ( 5 
)
P = I -AG (G T AG ) -1 G T Projection ( 6 
)
so that G T λ 0 = e and G T P = 0. The solution is then obtained as λ = λ 0 + P λ where λ is found via the solution of

P T F P λ = P T (d -F λ 0 ) (7) 
This equation is solved via a projected Conjugate Gradient method, where the following classic preconditioner is used

S = s B(s) S (s) B(s) T (8) 
Several choices of S (s) can be made to define the preconditioner. S The matrix A introduced in 5 and 6 can be taken as the identity or any of the preconditioner previously defined.

In practice it is not necessary to take the Dirichlet or the Lumped preconditioner for A, the Super Lumped works well and is much easier to implement. It will be used in all the numerical examples of the paper. Finally, we also note that unlike B (s) , the operator B(s) is a signed scaled assembly operator, meaning that it includes weighted values to better represent the physics of the problem, allowing the original FETI method to treat with several heterogeneities [START_REF] Rixen | A simple and efficient extension of a class of substructure based preconditioners to heterogeneous structural mechanics problems[END_REF].

Remark:

The Dirichlet preconditioner greatly reduces the convergence ratio and is proven to be mathematically optimal. The Lumped preconditioner, at every iteration, is less expensive in terms of memory requirement and computing time than the Dirichlet preconditioner, however usually needs more iterations for convergence. The use of the Lumped preconditioner in S-FETI will be tested in the numerical part of this paper.

| The algorithm

Introduced first in [START_REF]Substructuring and dual methods in structural analysis[END_REF] for a two-subdomain case, then generalized in [START_REF] Gosselet | Simultaneous FETI and block FETI: Robust domain decomposition with multiple search directions[END_REF] to any domain partition, the Simultaneous-FETI method exploits the additive structure of the preconditioner in FETI, in order to generate several search directions This definition forms a number of directions equal to the number of subdomains in the partition, however if we consider the local subdivision of the interface in each subdomain, we can in a straightforward way, extend this definition to generate an even bigger number of directions.

Formally, we have that the local interface for a subdomain Ω (s) is defined as

Γ (s) = ∪ 1≤q ≤Ns Γ (sq ) (9) 
with Γ (sq ) = ∂ Ω (s) ∩ ∂ Ω (q ) . So we can also naturally define a subdivision of this local interface in so-called interface edges

Γ (sq ) = ∂ Ω (s) ∩ ∂ Ω (q ) (10) 
for every neighboring subdomain Ω (q ) of subdomain Ω (s) .

The operators that define the search directions in S-FETI consider using the information contained in the local interface as a single vector. This fact represents a reduction of the total information, since directions can be consider as the sum of the restrictions onto the interface edges. In this paper we will use the definition of S-FETI considering the contribution of each interface edge independently, so that a bigger number of directions will be generated at each iteration. The underlying idea is to keep the good performance even when the edges of a subdomain behave in very different ways one of the others. This can happen, for example, in changing material for different neighboring subdomains.

The computation of the new search directions goes at follows, we first multiply the gradient g by the assembling scaled matrix B(s) T , then we compute the forces needed to have the corresponding displacements on the boundary of subdomain Ω (s) , and scale them back on the interface Γ :

δf (s) = B(s) S (s) B(s) T g (11) 
The forces δf (s) are non zero only on the interface Γ (s) of the subdomain Ω (s) . We know that the directions and magnitudes of these forces may change a lot from one edge of the interface to the other, depending on the neighboring subdomain, so we create new search directions that reflect these interactions separately by considering the restriction of these forces on each interface edge Γ (sq ) and extending them by zero on the other edges of Γ. Note δf (sq ) the vector defined as:

δf (sq ) = (0, . . . , 0, δf (s) | T Γ (sq ) , 0, . . . , 0) T (12) 
Note that on the same interface Γ (sq ) = Γ (q s) the only two such vectors which are non zero are δf (sq ) and δf (q s) . The first one is a contribution of subdomain Ω (s) , the second one is a contribution of subdomain Ω (q ) .

Finally the search space in CG will now be generated by the block of columns:

Z = . . . , δf (sq ) , . . . , s = 1, . . . , N s , q = 1, . . . , n (s) (13) 
In this case there is not only one column coming from each subdomain. Instead there is one for each interface edge of each subdomain. This will allow to span an even bigger search space at the cost of computing all the extra directions.

As done in the regular S-FETI to compute the final search directions, each of the columns of Z needs to be projected and then reorthogonalized with the previous directions. Then a rank revealing strategy is used to compute the inverse of W T p F W p and eliminate the redundant directions. This strategy is not unique, but we show the one presented in [START_REF] Gosselet | Simultaneous FETI and block FETI: Robust domain decomposition with multiple search directions[END_REF], more details about this part will be given in the following section.

The following algorithm 1 is the same as the original, with the difference in the construction of the block Z .

Augmenting the number of search directions in that way is not so expensive a priori. For both the splitting per subdomain or per interface, there is only one Dirichlet solve or sparse matrix product to perform in each subdomain for the preconditioner. The number of vectors of Z which are non zero in subdomain Ω (s) is equal to n (s) + 1 in the first case (single contribution of Ω (s) and one contribution per neighbor), and only 2n (s) in the second case (one contribution of Ω (s) and one contribution per neighbor on each edge of the interface). So the ratio is less than 2. But the total number of columns of Z is nevertheless much larger, specially in 3D problems where the total number of interface edges is several times the number of subdomains. For these type of problems storing all the directions can create the memory issues that we want to treat in this paper.

In the next section, we will give details of the already used rank revealing strategy to detect which vectors are actually independent, and we will present a more robust alternative that tries to also reduce the number of directions stored, without losing information.

Algorithm 1 S-FETI algorithm with local interface subvidision 1: Initialization W p = W p N L -T 10:

2: λ 0 = AG [G T AG ] -1 (-R T e) 3: g 0 = P T (F λ 0 -d ) 4: δf (s) 0 = B(s) S (s) B(s) T g 0 , s = 1, N s 5: Z 0 = [. . . , δf (sq ) 0 , . . . ], s = 1, N s q = 1, . . . , n (s)
ρ p = -W T p g p 11:
λ p+1 = λ p + W p ρ p 12:

g p+1 = g p + P T F W p ρ p 13: δf (s) p+1 = B(s) S (s) B(s) T g p+1 , s = 1, N s
Apply local preconditioner 14:

Z p+1 = [. . . , δf (sq ) p+1 , . . . ], s = 1, N s q = 1, . . . , n (s)
15:

W p+1 = P Z p+1
Project coarse space 16:

for i = 0 to p do F -orthogonalization against previous sets of directions 17:

Φ i = -W T i F W p+1 18: W p+1 = W p+1 + W i Φ i 19: F W p+1 = F W p+1 + F W i Φ i 20:
end for 21: end loop

| SORTING SEARCH DIRECTIONS IN S-FETI

In the algorithm of previous section, we point out the need of factorizing the matrix W T p F W p in order to build an F -orthonormal block of directions at each CG step. We can say, a priori, that is a symmetric matrix positive semi definite because of the linear dependency that may occur between the directions built, allowing only a partial factorization.

However, the partial factorization with symmetric pivoting can also be used to sort the vectors between the most significant ones and the rest, reducing the number of directions stored with only a tiny loss in the information.

The fact that a linear dependency between directions exists may be explained for two main reasons, the first is that we are working in limited precision arithmetics, so at at a certain point when two directions are close of each other the difference between them may be smaller than the precision of the computation of the various operators, so in practice we are not able to differenciate them. The second phenomenon which can cause a linear dependency is that some local interfaces have reached convergence, and so the directions built from these local interfaces do not add any new information.

A first attempt to overcome this issue was the use of more precise arithmetics, changing from the usual float or double precision implementation to a quadruple precision. This means that, we should be able to better distinguish between directions at the cost of an expensive time of computation. Unfortunately this method has not given convincing results, because the main cause of arithmetics error does not lie in the factorization itself but in the computation of the W T p F W p matrix itself, since a product per F requires the solution via forward-backward substitution of local Neumann problems which can be extremely ill-conditioned. This will be illustrated by a test case in the numerical results section.

Our goal is to accurately build directions that are linearly independent, in a robust way and at the smaller possible cost. For this reason the first method proposed in the original S-FETI algorithm was a rank-revealing Cholesky factorization (symmetric pivoting). In this paper, we propose the alternative of using an Eigenvalue decomposition of the matrix W p F W p , that can sort the directions by building a new block, hopefully smaller than the one from Cholesky, but with the same amount of information and less dependant on the parameters used in this algortihm.

| Cholesky factorization with complete pivoting

Presented as a cheap alternative to sort directions, the first approach is the Cholesky decomposition with complete pivoting (symmetric pivoting) described in [START_REF] Hammarling | LAPACK-Style Codes for Pivoted Cholesky and QR Updating[END_REF]. The algorithm for this factorization is proved to work as a rank revealing procedure. This is achieved by computing, in the p iteration, an square permutation matrix N p . In this case the decomposition can be written as

N T p W T p F W p N p = L p L T p ( 14 
)
and the construction of the F -orthonormal blocks is done via the computation of

W p ← (W p N ) L-1 p 0 T (15) 
with Lp ∈ r ×r and r being the rank or number of independent directions.

| Diagonalization of search directions block

Here we propose a second way to treat the sorting of independent search directions. It involves the use of a diagonalization process. We start by computing the eigenvalues and eigenvectors of W T p F W p , we know that this procedure leads to the decomposition

W T p F W p = E p D p E -1 p (16)
Where E p is the matrix of the eigenvectors in the columns, and D p is a diagonal matrix with the eigenvalues in the diagonal. In our case, the matrix is real and symmetric so we have that E -1 p = E T p . The common algorithms for the computation of eigenvalues can be used to obtain them in descending (or ascending) order. This fact will allow us to build an usually smaller F -orthonormal block of search directions. We should consider only the eigenvalues strictly greater than zero, so the rank of the matrix is also computed. In practice, in order to reduce the numerical noise due to round-off errors, we keep only the eigenvalues which are greater than a positive threshold ε.

Consider Ẽp as the block of r eigenvectors associated to the eigenvalues which are greater than ε and if we write these eigenvalues in the diagonal matrix Dp , then the construction of the new block can be form by updating W p in the final results (see Section 4). With this new decomposition, even if we still have a parameter ε, we have a bigger control in the information loss, because few elimination of directions is required. This is due to the properties of the eigenvalue decomposition, that allows an ordering and hence a construction of a smaller block with some new vectors that are the most relevant.

The impact in time of the diagonalization process is expected to be small, because the size of the matrix W T p F W p depends on the number of subdomains, so it is moderate and does not involve any communication between processes. Also the use of LAPACK algorithms with BLAS optimizations, allows a fast computation simultaneously in every process.

A parallelization of this diagonalization process could also be considered if it happened to become non negligible.

| MEMORY USAGE IN S-FETI

From the definition of the S-FETI algorithm it is known that one of the differences between this method and the classical FETI lies in the total memory use in both of them. For the classical FETI, only two vectors are stored at each iteration, they correspond to the search direction and its multiplication by F . On the other hand, in S-FETI the number of search directions built in every iteration is increased, making mandatory the storage of blocks W p and F W p . This difference is in fact one main drawback in the implementation of S-FETI.

The total number of directions stored depends and grows linearly as the number of iterations, this value is in every step usually the number of columns in Z p (in practice, due to linearity of the directions, we expect a smaller number that correspond to R ank (W p F W T p )). In 2D problems this is not much of an issue, but in 3D even in small cases this needs to be considered, for example if we consider our domain to be a cube divided into 5 × 5 × 5 smaller cubes, we see in Table 1 that the number of stored directions at each step is of 1600 directions approximately, a fact that comes only from the geometry of the problem. For the total memory needed, this will depend on the size of the triangulation of the mesh, in this case, of about 10 5 elements in each subdomain.

To be able to use this method in bigger configurations we will change the usual, full storage and use a different strategy. We know that the time of a parallel application is limited by the exchange of information between processes, so if we add some (not too expensive) local extra computations we hope to have an implementation as fast as the original one, but without the memory constraint.

| New sparse storage

The idea of this new storage is to reconstruct the search directions at every iteration, that is, to compute the projection and the full reorthogonalization of the columns in Z p , by storing matrices that are either sparse or small ones. This is done by saving at each iteration the sparse matrices, Z p and F Z p , instead of the full W p = P Z p and F W p = P F Z p . Along with these sparse blocks, we also compute and store some extra coefficient matrices that will allow the reconstruction of the full directions. The size of this new coefficient matrices will depend on the number of used search directions at each iteration, and will be independent of the size of the mesh, so in general, it will be a small number compared to the size of the problem.

The memory needed for the storage will now be limited in a more important way on the problem configurations, that determines the maximum total search directions in every iteration, rather than the size of the discretization. Compared with the total unknowns of the problem, this number (N T ) is usually a small one, because the number of neighbours of each subdomain is also limited, so the problems that we can solve can increase in its total size and have a smaller impact in the memory used by it, allowing us to use the S-FETI method in bigger problems.

The fact that we no longer store the complete search directions will also have an impact in the precision achieved with this implementation, but we hope to keep the good accuracy of the S-FETI method or at least be close enough to make this a useful algorithm, we will later discuss this fact in the numerical results.

| Reconstruction of search directions

| Formal construction

At iteration p iteration, the projection of Z p appears as a low-rank correction using G : P Z p = Z p + (AG )D p with D p = -(G T AG ) -1 G T Z p by definition of the projection. Since the successive W j blocks are constructed from the projected blocks P Z j plus an F -orthogonalization procedure against the previous W i blocks, it can easily be induced that the W j blocks can be reconstructed from the previous projected P Z i blocks and finally be decomposed in the following way:

W j = Z j + j -1 i =1 Z i B i j + (AG )∆ j (18) 
with B i j and ∆ j to be computed later, recursively. We replace this equation in the construction of the orthogonalized and projected search directions

W p = P Z p + p-1 j =1 (W j )Φ j p = Z p + (AG )D p + p-1 j =1 Z j + j -1 i =1 Z i B i j + (AG )∆ j Φ j p =        Z p + p-1 j =1 Z j Φ j p + p-1 j =1 j -1 i =1 Z i B i j Φ j p        + (AG )        p-1 j =1 ∆ j Φ j p + D p        (19) 
Developing the construction of the first term of W p , which depends only on the blocks Z i , we obtain:

Z p + p-1 j =1 Z j Φ j p + p-1 j =1 j -1 i =1 Z i B i j Φ j p = Z p + p-1 j =1 Z j Φ j p + p-2 i =1 Z i p-1 j =i +1 B i j Φ j p = Z p + p-1 i =1 Z i Φ i p + p-2 i =1 Z i p-1 j =i +1 B i j Φ j p = Z p + p-1 i =1 Z i B i p (20) 
with B i p being computed in the following way:

B i p = Φ i p + p-1 j =i +1 B i j Φ j p (21) 
In the same way the second term wich depends only of (AG ) can be written:

(AG )        p-1 j =1 ∆ j Φ j p + D p        = (AG )∆ p , where ∆ p = p-1 j =1 ∆ j Φ j p + D p (22) 
We can now write the formula wihch allow to reconstruct the W p an F W p blocks from the sparse Z i , F Z i , (AG ) and F (AG ) blocks which will be the only ones to be stored:

W p = Z p + p-1 i =1 Z i B i p + (AG )∆ p ; F W p = F Z p + p-1 i =1 F Z i B i p + F (AG )∆ p (23) 
The matrices of coefficients B i p and ∆ p are computed using the recurence formula ( 21) and ( 22). The Φ j p matrices come from the F -orthogonalization of block P Z p against the previous W j blocks:

(F W j ) T W p = (F W j ) T (P Z p + p-1 j =1 W j Φ j p ) = 0, for j < p (24) 
which implies

(F W j ) T (W j )Φ j p = -(F W j ) T P Z p , for j < p (25) 
The left hand side matrix correspond to the symmetric positive semi-definite matrix which needs to be pseudo inverted at each iteration. To simplify the computations we apply the cholesky decomposition to it, giving

L j L T j Φ j p = -F W j T P Z p (26) 
The L j matrices need to be stored at every iteration, but then again these are small triangular matrices of size r ank (Z j ).

The right-hand side matrix can also be computed using the recurrence formula (23): 

F W j T (P Z p ) = F Z j + j -1 i =1 F Z i B i j + (F AG )∆ j T Z p + (AG )D p = Z T j (F Z p ) + j -1 i =1 B T i j Z T i (F Z p ) + ∆ T j (F AG ) T Z p + + Z T j (F AG )D p + j -1 i =1 B T i j Z T i (F AG )D p + ∆ T j (AG ) T (F AG )D p ( 
Z Z Z p = [. . . , δf (sq ) p 
, . . . ], s = 1, N s q = 1, . . . , n (s) 7:

Q Q Q p = F Z Z Z p 8: D p = -[G G G T AG AG AG ] -1 G G G T Z Z Z p 9:
for j = 0 to p -1 do 10:

S j p = Z Z Z T j Q Q Q p 11:
end for 12:

T p = Z Z Z T p (F AG AG AG )

13:

for j = 0 to p -1 do 14:

Φ = S T j p + j -1 i =0 S T i p B i j + T p ∆ j 15: Φ = Φ T + T j D j + j -1 i =0 B T i j T i D p + U T j D p 16: Φ j p = -(L j L T j ) -1 Φ 17:
end for 18:

∆ p = D p + p-1 j =0 Φ j p 19: U p = (AG AG AG ) T (F AG AG AG )∆ p 20:
for j = 0 to p -1 do 21:

B j p = Φ j p + p-1 i =j +1
B j i Φ i p

22:

end for 23:

W = Z Z Z p + p-1 j =0
Z Z Z j B j p + (AG AG AG )∆ p Compute projected and reorthogonalized blocks 24:

F W = Q Q Q p + p-1 j =0 Q Q Q j B j p + (F AG AG AG )∆ p 25: N p L p L T p N T p = W T (F W ) 26: ρ = -( Lp LT p ) -1 (W N p ) T g p Lp ∈ r ×r is full ranked 27: λ p+1 = λ p + (W N p )ρ 28: g p+1 = g p + (F W N p )ρ 29: end loop
Next we present a summary of the computations needed and the matrices stored in this new algorithm for the S-FETI method. At each iteration p and for j < p we have the sparse matrices, which means matrices whose columns are interface vectors, each of them being non zero only on a limited set of interface edges:

(AG ) T (F AG ); Z T j F Z p ; Z T p (F AG ) (28) 
and for the full (but small) coefficient matrices

D p ; ∆ p ; (AG ) T (F AG )∆ p ; Φ j p ; B j p (29) 
With all these considerations, we can describe the S-FETI method with this new search directions storage in Algorithm 2. For clarity, We use a different font for the coefficient matrices and bold for the coarse ones.

Remark: Compared with the S-FETI method, we just replaced the projection and full reorthogonalization processes to build W and F W , the rest is analogous, including the use of different preconditioners as well as the rank revealing strategy.

| Implementation details and exploitable parallelism

In the previous section, we introduced several extra computations to the basic S-FETI algorithm. They can be implemented in a straightforward way, but to achieve a similar performance as in S-FETI we will give some considerations that can have an important time boost to this method.

| Optimization of the code

With the structures in mind, we can now give the details of several possible optimization of Algorithm 2. These changes come from the advantages of BLAS3 when doing block computations and also by adding some extra parallelization.

These changes can be summarized as:

• Concatenated allocation in memory of the terms Z j with j = 1, ..., p -1 so that the computation of Z T j (F Z p ) can now be done as a single block for all j .

A priori, the computation of this matrix is done using the sparsity properties of Z p and F Z p . This implies the computation, in each subdomain Ω (s) , of several dot products of the form z

(i ) j F (s) z (k ) p , i , k ∈ nei g hbour (s) ∪ {s }.
Then a global reduction allows the computation of the total matrix that is now shared by all the processes. We allocatall the j < p vectors z (i ) j as a single block, giving

z (i ) 1 , . . . , z (i ) p-1 T F (s) z (k ) p , i , k ∈ nei g hbour (s) ∪ {s } (30) 
This new matrix-vector multiplication allows the block optimization of the BLAS3 implementations [START_REF] Dongarra | A Proposal for a Set of Level 3 Basic Linear Algebra Subprograms[END_REF], and the global reductions needed are reduced from p -1 to a single one of greater size.

Remark: Let us recall that in the implementation of the FETI methods, the reduction operations can have a huge impact in the ellapsed time, due to the fact that the start-up time for a global communication is huge compared to the time for an arithmetic operation.

• If we look at the term j -1 i =1 B T i j T i D p in the loop to compute Φ j p we can see that the matrix D p is independent of the addition, so instead of doing computations of the type (F AG )D p , we can compute and save

V p ← p-1 i =1 B T i p T i (31) Z Y X F I G U R E 1 Cube divided into 125 subdomains.
This computation is performed after the matrices B i p have been calculated. We store this sum as a single matrix to use it directly in the next iterations. This term is another small matrix, so the memory cost is still controlled.

• As explained before, the matrices needed for the computations of the terms Φ j p for all j < p, are global and shared in each subdomain, including the matrices coming from the Cholesky factorization. Hence, a prori, each process compute the same terms. This involves the computation of a number of small matrix products, which increases at each iteration. To avoid these increasing computation costs, the calculation of Φ j p for each j = 1, p -1, can be done in parallel by a different process.

Each process j can now be in charge of each matrix Φ j p , up to a limit of N s matrices (the total number of processes). This means that after the iteration p > N s the first process will need to computation another matrix Φ j p and then for each extra iteration, another process will be in charge of the new computations. The number of iterations of the S-FETI method is expected to be low, so this will seldom happen.

Remark: A priori, this parallelization will speed up the total time, but we can not forget that a global exchange is added after, so that every process can have access to the new computed Φ j p matrices. The impact of this optimization will be tested in the numerical examples.

| NUMERICAL RESULTS

The following tests were made using a Fortran-MPI implementation, on a machine SGI UV 2000 with 32 CPUs Intel Xeon 64 bits EvyBridge E4650 of 10 cores each one, with a frequency of up to 2.4 GHz. This will allow for memory and time measurements. We note that no local parallelization (OpenMP) was used in any of the tests performed here.

| S-FETI basics

We use as a test case the cube Ω = [0, 1] 3 that its divided in subdomains of smaller cubes of equal size, see Figure 1 for the 5 × 5 × 5 subdivision. The problem to solve is a finite element discretization of a highly heterogeneous Poisson problem -ν∆u = f in Ω, u = 0 in ∂ Ω, leading to a system of the form K u = f . We include a parameter ν that represents the differences in the materials of each subdomain. We use a sparse direct solver called DISSECTION for solving the local Neumann problem in each subdomain. This solver allows a more robust computation of the kernels and recently it

S-FETI decomposition

Total Search

Directions Iterations

Local subdomain 1125 9

Local interface 6356 4

TA B L E 2 Difference in subdomain division versus local interface division has shown an improved general performance, compared to the popular Intel PARDISO solver, specially for multiple forward-backward substitutions, which are used on S-FETI, see [START_REF] Suzuki | A dissection solver with kernel detection for symmetric finite element matrices on shared memory computers[END_REF].

We consider as stopping criteria the global relative residual and the relative solution jump norm across the interfaces. In some cases precision measures will be performed, if that is not the case the iterations are stopped when both are smaller than 10 -4 .

We consider the "Super lumped" scaling for the projection, i.e P = P A = I -AG (G T AG ) -1 G T with A = S as in equation ( 8), and the weighted (scaled) Dirichlet preconditioner as the global preconditioner.

The first test was made to show the difference between the subdomain and local interface subdivisions. In Table 2 we note the reduction in the number of iterations at the price of augmenting several times the number of directions used and stored. This will be the default for the next part, mainly because we are able to reduce communications and iterations at the price of more memory resources. In the following, we will show how this extra memory use can also be reduced.

| Decomposition of W T FW

We change the test case to an heterogeneous cube as in Figure 2 with 10 0 and 10 3 being the values for the parameter ν for the red and blue subdomains respectively, also f = 1 and 10 5 elements per subdomain are used. The idea is to create a problem to test the differences in the precision achieved between the different strategies, as well as the number of directions stored.

The first comparison was done between a double and a quadruple precision implementation of the rank revealing Cholesky factorization of the W T F W matrix. Only this computation is performed in extended precision. By using an extended floating-point arithmetic we reduce the rounding error produced in this part, although the cost of itself can be a mayor drawback. We tested for different values of "zero", represented by the parameter ε.

In Table 3 we see that as ε goes to zero, the number of search directions increases and the iterations are reduced, this is thanks to the full reorthogonalization. However, all the extra directions are not necessarly independent. For this reason, if we consider values of ε not so small we are in a "losing directions" approach where more iterations are needed but a higher precision is achieved. All the directions eliminated this way can be automatically recovered in future iterations.

The differences exposed between double and quadruple implementations are not enough to consider the use of the much slower quadruple arithmetic, so from now on, only the regular double will be considered. These results show clearly that the lack of accuracy does not come from the Cholesky factorization but from the forming of the W T F W matrix, and specially from the computation of the products by F .

Using the same test case we are going to state the differences between the Cholesky and the Eigendecomposition for the pseudo-inversion of the W T F W matrix. One of the objectives in changing the decomposition is to make the method less sensitive to parameter variations and to reduce the number of search directions stored. We will test for In Table 4 we show the number of directions stored with each zero value until max precision for each method is achieved. We see that in this case both decompositions are equivalent in achieving a stopping criteria, but with Eigen using less directions. Here we can see that the bigger values of ε reduces the number of directions kept, but the convergence is still assured, as the important information is contained in the directions associated to the bigger eigenvalues. The Eigenvalue decomposition in this case is less sensitive to variations in the zero parameters and in all the cases shows a reduction in the number of directions kept, meaning that at a small cost (in parallel computation it is negligible) we can have a method with an improved precision and at the same time fewer memory charge.

We also insist in the fact that a much more precise method is obtained when using values of ε not so close to zero, just ε = 10 -4 is more than enough to reduce the minimal error and at the same time reduce the stored directions.

| S-FETI with sparse storage

In this section we want to test the new sparse storage implementation for the S-FETI method, regarding both time and memory usage.

The model problem is again the 3D Poisson equations, solved in the cube Ω = [0, 1] We also use 125 subdomains with local interface subdivisions, to have at the same amount of search directions as previous case. The parameter ν will represent the homogeneous case, meaning that we will have one material as

shown in Figure 1. The time, memory and precision measures will be more important, rather than the number of iterations. This term should not change between the two sparse implementations, and we hope to have similar results

for the sparse and the full versions.

We start by testing the speed and precision achieved by the two versions of the SPARSE-S-FETI method. The first with a straitghtforward implementation when operating with the sparse blocks and the second one with optimizations in memory allocation. We use BLAS3 routines, and we reduce the bottleneck of doing several matrix-vector operations by doing just one matrix-matrix product. We also change the full reorthogonalization process by making only one process to orthogonalize each saved block and then sending the information to the rest of the processes, see the last point in subsubsection 3.3.1. The results in terms of memory and time are shown in Table 5, where we measured the total time used and also the maximum memory used by each process. We can see an speed-up of roughly two times for both examples with 100 and 150 thousand elements approximately in each subdomain.

From here on, the optimized implementation will be the one used, for three main reasons. First the total time of computation was greatly reduced, second no precision was lost (both have the exact same), and finally we slightly reduced the memory used, as seen in the memory column. 

| SPARSE-OPT vs FULL Implementations

The objective of the sparse storage implementation is to keep a memory usage controlled in order to be able to use this method for the biggest applications. In this part we will compare the memory usage of the SPARSE-OPT implementation versus the regular FULL one.

In the Figure 3 we can see the maximum memory usage per process for both methods, with two different number of total elements in each one. We are interested in memory performance so we forced to save all the search directions because we want an upper estimate in terms of memory versus number of iterations. In this example we were using 936 directions at each iteration. These results show that the difference between the SPARSE storage and the FULL implementation is clearer when the size of each subdomain increases. For the FULL-S-FETI method, we have a linear relation between the number of iterations (starting from 2) and the memory usage (or the number of search directions stored). For the sparse storage, this iteration/memory relation is linear for the storage of the coarse spaces Z p and F Z p and quadratic for the storage of the coefficient matrices which explains the behavior of the curve of SPARSE-OPT-S-FETI. As already said, these coefficient matrices are dense and their dimension does not depend on the size of the mesh (the size of the full vectors), but only on the number of subdomains and interface edges.

The following test to do, once the memory advantages of the sparse storage were established, is a time consumption test between the SPARSE-OPT and regular method to see the cost of all the extra computations.

The problem to solve is the same checkerboard configuration as previous with two materials, ν 1 = 10 0 and ν 2 = 10 4 .

The results are shown in Table 6 where we see that the differences in precision and number of iterations are negligible.

In the same way, the time difference is small, and it even goes down whenever the problem gets bigger. We can say then that the new implementation is suitable to test big cases where the memory is a limitation.

| General comparison

Finally we want to test the difference between the two existent preconditioners for S-FETI, the Dirichlet and Lumped in a more general case. We test for memory, number of iterations and total time for the computations.

Added to this, we want to compare the SPARSE and FULL storage implementations with these preconditioners, -Type of implementation: FULL-S-FETI or SPARSE-OPT-S-FETI -Preconditioner: Dirichlet or Lumped.

-Decomposition method for W T F W : Cholesky or Eigenvalue.

The performance in this case, due to memory limitations, was tested on a different machine, the Santos Dumont Supercomputer at the National Laboratory for Scientific Computing -LNCC in Brazil. Each node of this computer have 2

x CPU Intel Xeon E5-2695v2 Ivy Bridge at 2,4GHZ. We note that, again, no local parallelization (OpenMP) is used here, so the times can only improve when using several threads to solve the local problems.

In this last test, we use the same checkerboard heterogeneities described in Figure 2 with E r ed = 10 0 and E bl ue = 10 3 , but this time we use an automatic subdivision for the subdomains, as in Figure 4. The subdivision is done by the mesh partition algorithm METIS [START_REF] Karypis | METIS, a Software Package for Partitioning Unstructured Graphs and Computing Fill-Reduced Orderings of Sparse Matrices[END_REF]. In here, we are closer to a real engineering problem where usually a global problem is divided automatically and numerical issues due to interface hetrogeneities are more present.

Furthermore, in all the tests we perfomed up to now, with a regular cartesian splitting, the size of the interface was minimal. For real problems and less regular splitting, the ratio of the numebr of interface nodes on the number of inner nodes tend to be larger. So the storage of the full vectors is more expensive. Reversely, irregular splitting tend to give less neighbors per subdomain and smaller number of interface edges, which determine the size of the coefficient matrices of the SPARSE implementation. So all the tests performed up to now had a bias which benefited to the method with full storage.

One of the crucial differences that we want to test is the one produced by the different preconditioners available, namely the weighted Dirichlet and Lumped preconditioners. If we look at both definitions in Equation 8, we see that one involves the multiplication by the Schur complement, which requires the solution of a local Dirichlet problem. Then, we can realize that there are differences between them regarding computational and memory cost. In both characteristics the Dirichlet is much more expensive; however, we expect a reduced number of iterations for this preconditioner, because the local contribution of each subdomain for the preconditioner is exactly the inverse of its contribution to the dual operator for FETI. The results are shown in the Table 7. In line to what we expected a significant reduction in memory was achieved when using SPARSE implementation, compared to its FULL version in the different S-FETI variations. We also note a remarkable speedup when using the SPARSE implementation, more test are needed here, but using local parallelization.

If we now compare the Dirichlet versus Lumped preconditioners, we note that, the extra iterations needed in Lumped make this alternative slower and more memory consuming due to these extra iterations.

As far as the decomposition, we see a small memory reduction in the FULL version, associated to the less directions that maybe we do not need to store all the directions. In any case more tests are needed to see the extends of this claim.

| CONCLUSION

Several implementation changes have been introduced in this paper, most of them showing an improved performance compared to the primary S-FETI. We added a new way of sorting search directions. The Eigenvalue decomposition has proved to be a more robust option, and at the same time, it reduces the number of directions stored in each iteration.

In terms of memory usage, we developed a new sparse storage that allows using this method in bigger applications without losing significant performance. The Lumped preconditioner for this method is an attractive alternative to reduce memory and computation efforts, even if the results shown here are not definitive to say in which cases should be used. Further testing will be done to this preconditioner in future work.

Finally, a few new ideas where seen when doing this publication, such as reduce the number of stored directions when using the Eigendecomposition, giving some new lines of research to be done.
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  bb ) define the Dirichlet, Lumped and Superlumped preconditioners respectively.

  at each iteration of the Conjugate Gradient algorithm in FETI. Following the definition 8 we know the preconditioned residual in FETI has the additive form z = S g = s B(s) S (s) B(s) T g . In S-FETI the local components B(s) S (s) B(s) T g are considered as different search direction, meaning that the residual is minimized with respect to the spanned subspace S p an(. . . , B(s) S (s) B(s) T g , . . . ).
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  W p ← W p Ẽp D -1/2 p (17)In the use of the Cholesky decomposition, a number of directions are elimininated, introducing a possible loss of the information contained in the starting block of directions. It depends on a parameter ε > 0 an can have a great impact Direction stored in a 5 × 5 × 5 cube configuration
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 53 Checkerboard cube for 125 subdomains with two different values of ν. Quadruple vs Double comparison different values of the zero parameter ε and we will establish the maximal precision achieved by both methods.

3

 3 Max local memory usage for 5 × 10 5 (left) and 1 × 10 6 (right) elements per subdomain in a 4 × 4 × 4 cube subdivition.

9 F

 9 U R E 4 Cube metis with 125 subdomains. I G U R E 5 Max local memory allocation in a cube for FULL and SPARSE implementations of S-FETI.

  with reduced stored directions F I G U R E 6 Iterations when storing less directions in S-FETI.

  3 , with the same boundary conditions and source as the previous examples. The stopping criteria for the global error in this case is also 10 -4 . Iteration and Search Direction number for different values of ε.

	ε	Implementation	Search directions per iteration	Minimal error	Iterations to CHOLESKY minimal error	Iterations to minimal error
	10 -4	CHOLESKY	1245	9.0064 * 10 -5		8	8
	10 -4	EIGEN	1183	1.7590 * 10 -8		8	11
	10 -6	CHOLESKY	1356	1.7131 * 10 -3		6	6
	10 -6	EIGEN	1299	1.7082 * 10 -5		6	8
	10 -10	CHOLESKY	1494	1.6876 * 10 -3		5	5
	10 -10	EIGEN	1474	2.2169 * 10 -3		5	5
	TA B L E 4 Implementation	Elements per subdomain	Iterations	Time (s)	Max local memory (Gb)
		SPARSE-S-FETI	103823	8		571.1	4.91
		SPARSE-OPT-S-FETI	103823	8		289.4	4.63
		SPARSE-S-FETI	148877	8		648.1	6.57
		SPARSE-OPT-S-FETI	148877	8		339.8	6.13
	TA B L E 5 SPARSE vs SPARSE-OPT Performance			

  FULL vs SPARSE-OPT Time performance as well as the two decomposition for sorting the search direction. The idea is to have global view that can gives some notion of which method should we use in different situations.

	Method	Elements per subdomain	Iterations	Time (s)	Precision at stopping criteria
	FULL-S-FETI	103823	11	620.1	4.3295 * 10 -5
	SPARSE-OPT-S-FETI	103823	11	624.8	2.0870 * 10 -4
	FULL-S-FETI	148877	11	755.1	1.9688 * 10 -4
	SPARSE-OPT-S-FETI	148877	11	756.9	1.8155 * 10 -4
	TA B L E 6				
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stored. In the SPARSE version, since the memory is driven by the coefficient matrices, no memory reduction is seen.

All these results need a further analysis to be able to predict or give lines of what implementation use in some determined problem. As a first approach, we present some theoretical approximation of the memory allocation made in both implementations for a cube divided in smaller cubes of equal mesh size. The idea is to show where the SPARSE implementation is more suited than the FULL one.

In Figure 5 we note the linear and quadratic relation in memory allocation for both methods and how they compare to each other. This shows that in cases with moderate number of large sudomains, the SPARSE method is better, conversely the SPARSE is less good for large numbers of small subdomains.

In most of practical implementations of FETI for real engineering problems, the first option, namely moderate number of large subdomains, is preferred. The first reason is that sparse direct solvers perform very well, both in terms of computation time and memory requirement, for finite element problems with some hundreds thousands degrees of freedom. So there is no practical need to cut in smaller subdomains. Furthermore, splitting a complex geometry with heterogeneous materials in large number of subdomains tend to create very badly shaped and highly heterogeneous interfaces which are bad for the convergence of FETI.

| S-FETI with reduced directions

Finally in our tests, when looking to the Eigendecomposition, we tried a different approach to reduce the memory usage of the FULL version. In this case we saved a reduced number of search directions in the form of the block used to update the solution at each iteration, meaning that instead of storing W p we stored a part of W p ρ.

We can save this complete vector to greatly reduce the memory use (we reduced to the cost of FETI), but implying a slower convergence. Because the Eigendecomposition reorders this block we can say that the first ones are the more important, so storing just a percentage may keep the good convergence (similar to the idea of use bigger values of ε in Table 4) but greatly reducing the memory use. In Figure 6 we show the iterations needed to converge when reducing the directions stored. We see that storing even a 50% of the total search directions can keep a similar convergence ratio and