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Abstract: 

The data exchange between Computer-Aided Design (CAD) systems is a crucial 

issue in concurrent engineering and collaborative design. The paper presents research 

works and techniques dealing with the interoperability of a Cooperative Design 

Modeller (CoDeMo), aiming at the integration of product lifecycle knowledge, and a 

commercial CAD system (CATIA V5). Two kinds of approaches are implemented in 

the considered case of CAD interoperability for exchanging geometric data, 

respectively: one is based on a traditional static interface, in which STEP AP203 

standard is used; the other is based on a dynamic interface, in which Application 

Programming Interfaces (API) of the targeted CAD system is adopted. Both 

approaches should enhance the communication, exchange and sharing of product data 
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between CAD systems for improving concurrent engineering. A comparison between 

these two approaches is made to show their particular advantages and disadvantages. 

The development of a translator between the both CAD systems based on each 

approach has been carried out and evaluated on an assembly case. 

Keywords: CAD, Interoperability, Data Exchange, STEP, API 

 

1 Introduction 

The performance evolution of CAD systems during the last decades has made 

industries more and more competitive. Traditional CAD systems dealing mainly with 

the information on geometric modeling and topological analysis /1,2/ have proven to 

be excellent tools for designers and production engineers /3/. In recent years, some 

research works have been carried out in various aspects of product development to 

reinforce and extend the ability of traditional CAD systems, such as some expert 

systems oriented to early product design phase /4/, CAE and CAM systems, and so 

on. However, the models of these Computer-Aided x (CAx) systems are 

heterogeneous because they have been developed independently /5/. Different CAx 

systems are often found using different formats to display their results, implying a 

result file developed by a system can hardly be processed by another system /3/. The 

problem of the format mismatch causes isolation of these systems. As concurrent 

engineering and collaborative design requires shorter lead-time and faster answer to 

the market demand, a close interoperability between systems supporting product 
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development is needed, and an efficient product data exchange between these CAx 

systems becomes a crucial issue in order to implement this interoperability /6-8/. 

Generally, there are two major approaches for information sharing among different 

CAx systems. One is the static interface based on standard data exchange such as 

STEP, IGES (Initial Graphics Exchange Specifications) and DXF (Drawing Exchange 

Format), which translate models through a neutral file. A snap shot of the model is 

exchanged. The other approach is to implement the dynamic interface by standardized 

API /9/. Whereas the static interface deals with the content and structure of data, the 

dynamic interface provides solid modelling and geometric operations /10/. 

A Cooperative Design Modeler (CoDeMo) is a research prototype supporting 

co-operative and integrated design methodology /11,12/. It mainly allows every 

design actors to share a unique database owing to a formal exchange network. The 

modeler provides a graphic user interface to add, edit or modify data. Moreover the 

modeler manages the shared database in order to realize heavy design tasks as data 

propagation or data consistency management. In this research work, the 

interoperability of a Cooperative Design Modeler (CoDeMo) and a commercial CAD 

system (CATIA V5) is discussed. The objective is on the one hand to show the benefit 

of the interoperability of different CAx systems; on the other hand to evaluate the 

possible approaches for this aim. 

The interoperability is carried out by translating the product geometric definition 

from CoDeMo toward CATIA V5. The two approaches of data exchange above 

mentioned have been implemented in this work. In detail, between the two considered 
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CAx systems, STEP AP203 standard is used as the static interface and CAA-API 

(Component Application Architecture Application Programming Interface) is adopted 

to implement a dynamic interface, respectively. A case study is carried out to test, 

demonstrate and discuss the efficiency of the proposed methods. 

This paper is organized as follows. Section 2 is an introduction to CoDeMo and its 

integration with CATIA V5. Section 3 briefly describes the STEP standard and 

Application Protocol 203, then the development of a STEP-based translator is 

detailed. An outline of CAA-API is presented and the translator based on it is 

described in Section 4. The two proposed approaches for data exchange are compared 

in Section 5. Finally, the conclusions and the future works are presented. 

2 Interoperability between CoDeMo and CAD System 

2.1 Introduction of CoDeMo 

Product lifecycle knowledge integration is the kernel and core factor leading to 

success of concurrent engineering. Its objective is to increase the speed of product 

development process and to improve the quality of designed product by taking into 

account a maximum of knowledge and expertise during the engineering design phase 

/12/. This knowledge comes from all the experts involved in the product life cycle. 

Moreover, this design methodology allows the simultaneous progress of design tasks 

gathering all the experts to exchange and communicate on the design project /13/. 

Multiple-view modelling is used to organize different aspects of product lifecycle 

knowledge in concurrent engineering /14-16/. CoDeMo is a research prototype aiming 
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at multiple-view product modeling /17/. It supports designers to carry out a top-down 

product development process in different views (e.g. technology view, geometric 

view, manufacturing view, etc.) and build the relationships between those views. In 

CoDeMo, product data are formalized as features described by their characteristics 

and behaviors. Features define a knowledge model and each one is specific to a 

design point of view. The used modeling language in the multiple-view modeling is 

based on: Components, Links and Relations objects. These three objects structure the 

product data in order to manage the data consistency. Thus, a good structuring of the 

product data is obtained. The modeling language structures relationship between 

product lifecycle knowledge and the product data are formalized with features. Based 

on this approach, product lifecycle knowledge can be summarized in formalizing 

information with the modeling language. Indeed, product data are then well known as 

feature, and well structured as multiple-view breakdown. Figures 1 and 2 respectively 

show the product model and an example product breakdown. 

 
Fig. 1: Relationship between Data Model and Knowledge Model for Specifying 

Product Model 
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Fig. 2: Example of a Multiple-view Product Breakdown 

2.2 Interoperability Framework 

In this work, the interoperability between CoDeMo and a commercial CAD system 

- CATIA V5 (in this work has been chosen regarding the research team know-how 

and some industrial requirements) is considered, and the data exchange about 

geometric definition between these two systems will be our concern in this paper. 

Figure 3 shows the interoperability framework of CoDeMo and CATIA V5 /18/. The 

proposed framework aims at improving and simplifying the data exchange during the 

product development process requiring nowadays numerous CAD systems. Those 

improvements deal with the aid to designers for being more efficient by reducing the 

translation time, by improving the quality and re-usability of the translated data, and 

by minimizing the direct data processing by the designers. 
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Fig. 3: Interoperability Framework of CoDeMo and CAD system 

There are two levels in this framework. The chosen modelling techniques are 

described on the modelling level: multiple-view modelling is used to embed product 

lifecycle knowledge and expertise (design, analysis, process planning, manufacturing, 

assembly, etc.) into the description of form features; traditional CAD modelling is 

adopted to describe the geometric and topological information and to enable the 

analysis. Correspondingly on the implementation level, the used modelers include 

CoDeMo and a CAD system (CATIA V5 in the case study). 

Two kinds of approaches are used for exchanging product data between these two 

systems (modeller). STEP AP203 standard, as a static interface, offers an efficient 

mechanism of product data exchange between heterogeneous systems /19/. CAA-API 

of CATIA V5, as a dynamic interface, provides a powerful and flexible way for the 

integration between Dassault Systèmes software and other systems. In the first way, 

the STEP neutral file format is used to communicate geometric data. In the second 

way, a file of CATIA V5 format is directly produced by CAA-API according to the 

corresponding CoDeMo file. 
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3 STEP-based data exchange between CoDeMo and CAD systems 

3.1 The STEP standard 

ISO 10303 is an international standard for the computer-interpretable 

representation and exchange of product data /20/. The objective is to provide a neutral 

mechanism able to describe product data through the life cycle of a product, 

independent of any particular system /21,22/. The nature of this description makes it 

suitable for neutral file exchange, but also as a basis for implementing and sharing 

product database and archiving. 

AP 203 of ISO 10303 - STEP specifies an application protocol (AP) for the use of 

product data within a defined context which satisfies an industrial need to exchange 

configuration- controlled 3D product design data of mechanical parts and assemblies 

/19/. According to the STEP standard, AP203 data may be exchanged as physical files 

which are a textual encoding of the product data (ASCII). The syntax and organisation 

of data in STEP physical files is described in /23/. 

3.2 STEP-based translator 

Figure 4 shows the STEP-based integration between CoDeMo and the CAD 

system. The concerned information generated by CoDeMo is translated into STEP file 

format by a translator, and then, this STEP file can directly be opened by any CAD 

system implementing STEP interface (in the case study CATIA V5). 

STEP

neutral fileCoDeMo
CAD

system

STEP-based

Translator

STEP

neutral fileCoDeMo
CAD

system

STEP-based

Translator
 

Fig. 4: STEP-based Exchange between CoDeMo and CAD system 
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In this data exchange, the kernel of the process is the development of the 

STEP-based translator. This translator has already been developed using MS Visual 

C++ 6.0. Considering the reusability and extensibility of the module, the operation for 

generating the STEP codes of a geometric object is encapsulated into a class which 

provides a compact interface for accessing. The structures, the attributes of the class, 

are based on the EXPRESS definitions of the entities described in the standard parts. 

As the translator is developed with the objective of demonstrating feasibility, so it 

does not aimed to be exhaustive. Currently, its development focused upon the 

translation of some basic geometric objects and their assemblies. 

Here, the benefit of encapsulating the syntax of STEP file into classes is that it is 

not necessary to care about the details of the STEP codes. The needed data are the 

specification some required parameters (e.g. diameter of circle, length of cylinder, 

etc.), the definition the object (e.g. circle, cylinder, etc.) and then the program calls 

the right member function. In addition, this class hierarchy is easy to extend. A new 

class, which may be about a part or an assembly, can be derived from some existing 

class so that it will have the unified accessing interface. 

Figure 5 shows the architecture of the STEP-based translator (the second translator 

CAAAPI-based is described in Section 4). The STEP based translator includes the 

following three modules: 

 Data reading module for CoDeMo file: All the data in an output file of 

CoDeMo are read line by line into the memory in this module. Details of the 

CoDeMo file can be found in /17/. In fact, only some specific data need to be 
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translated in this process. So, the data in the memory are parsed in order to 

extract the required attribute for the translation, which includes some 

parameters used to call the member function for generating STEP codes in a 

C++ class. Also, those required data are stored in the memory. 

 Translation module: This module generates the STEP codes according to 

data contained in the CoDeMo file. This translation is carried out with the 

help of an algorithm which establishes the mapping between CoDeMo data 

and STEP data. These mapping have been established previously based on an 

analysis of the CoDeMo documentation and the STEP standard parts. The 

STEP codes are stored in the memory. 

 Writing module: This module writes the generated STEP codes as an ASCII 

physical file. This file can directly be read and edited by any CAD system 

implementing STEP standard interface. Currently, the exchange of 

parameterized STEP models is under processed /24/. These new 

developments of the STEP standard will provide much more reusable neutral 

CAD files. 
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comp : pl_Doigt/Corp_Trad0

...

axe SLine : pl_axe_doigt_cyl4

dir Vector : pl_dir_axe_doigt_cyl4

... 

pos Point : pl_pos_axe_doigt_cyl4

...

position Point : pl_pos_doigt_cyl4

x Float : [0.000000..0.000000]

...

longueur Float : [30.0 .. 30.0]

ISO-10303-21; 

HEADER;

...

ENDSEC;

DATA;

...

#869=CLOSED_SHELL('Closed

Shell',(#823,#848,#862,#868));

...

ENDSEC;

END-ISO-10303-21;
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Fig. 5: Architecture of translators (STEP based and CAA-API based) 

4 CAA-API based data exchange between CoDeMo and CATIA system 

4.1 CAA and CAA-API 

Component Application Architecture (CAA) V5 provided by Dassault Systèmes (DS) 

is a powerful tool for system extension and customization. The integration of DS 

products (CATIA V5, ENOVIA, DELMIA, etc.) for the product lifecycle 

management relies on the opened, extensible and modular CAA. CAA products 

inlcude the two following parts:  
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 CAA API (Application Programming Interface): CAA API formes the 

basis of CAA development, into which all the interfaces for operating the 

CAA objects are encapsulated. CAA API consists of API sets for CATIA 

V5, and others DS products. 

 CAA RADE (Rapid Application Development Environment): RADE is a 

visual IDE (Integarted Development Enviroment), which provides a whole 

group of programming tools. It can not be run independently. In fact, it 

should be integrated into Microsoft Visual Studio VC++, as a result, some 

CAA related development tools are added into this enviroment.  

In this work, the CAA-API has been used for developing a closer interoperability 

of CoDeMo and CATIA in a CAD/CAM framework. 

4.2 CAA-API based translator 

The communication between CoDeMo and CATIA based on CAA-API is a kind of 

direct connection. No neutral file is created in this translation process. The required 

internal data format of CATIA V5R9 (e.g. CATPart file, .CATProduct file, etc.) is 

directly generated according to some necessary parameters included in the CoDeMo 

file. 

The architecture of the CAA-API based translator is also shown in Figure 5 

(CAAAPI-based part of the picture). The data reading module for this translator is the 

same than that of the counterpart of the STEP-based translator. In the translation 

module, the required parameters extracted from the source CoDeMo file are used to 

call the CAA-APIs to generate the corresponding CATIA file. In the writing module, 
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a file with the internal data format of CATIA V5R9 is generated, which can only be 

read by the CATIA V5 system. 

It should be underlined that all the CAA related developments in this work have 

been carried out without the support of CAA RADE. The environment of Windows 

2000 Professional and Microsoft Visual Studio VC++ 6.0 are set manually according 

to the requirement of CAA development. 

5 Case study 

A design case study is detailed in this section in order to demonstrate the 

applicability of the both translators and to discuss their strength and weakness. During 

this case study, an assembly is considered which consists of two parts (Figure 5). The 

“shaft” part is defined in the file format of CoDeMo as shown on Figure 6. 

 

{ axe SLine : pl_axe_doigt_cyl4

dir Vector : pl_dir_axe_doigt_cyl4

z Float : [0.000000..0.000000]

y Float : [1.000000..1.000000]

x Float : [0.000000..0.000000]

diameter Float : [12.0 .. 12.0]

position Point : pl_pos_doigt_cyl4

z Float : [0.000000..0.000000]

y Float : [-20.000000..-20.000000]

x Float : [0.000000..0.000000]

length Float : [30.0 .. 30.0]}
 

Fig. 6: Example of CoDeMo File Format 

The values of each attribute is represented with an interval, which allows giving 

tolerance information in design activities, according to the constraints programming 

approach included in CoDeMo. 
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At the beginning of the translation process, these CoDeMo codes are read line by 

line by the data reading module, and then, the required parameters are extracted 

during the parsing process. In this case, three parameters are obtained: 

center1(0,-20,0), center2(0,10,0), and radius 12.  

5.1 STEP-based translation process 

A cylinder object is defined with the extracted parameters and its unified interface 

is accessed in order to generate the required STEP codes: 

CCylindrical_surface_segment Css(center1,center2, radius), 

Css.GetSTEPCode(…) 

CCylindrical_surface_segment is the class name, which encapsulates the logics for 

generating a cylinder object. Css is an user defined instance of the class, and the 

member funtion GetSTEPCode() is the unified interface of the class. A part of the 

generated physical STEP file is shown on Figure 7. 

#71=CARTESIAN_POINT('Axis2P3D Location',(- 5.,0.,0.));

#72=DIRECTION('Axis2P3D Direction',(0.,1.,0.));

…

#84=CYLINDRICAL_SURFACE('generated cylinder',#54,6.);  

…
 

Fig. 7: Example of the Generated Physical STEP File 

These STEP codes are written into the objective file (.stp) by the writing module. 

The objective file can be read by most of the commercial CAD software (CATIA, 

Pro/ENGINEER, SolidWorks, etc.).  
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5.2 CAA-API based translation process 

There are two steps in this CAA-API based translation process. The first step is to 

generate the section 2D circle, and the second step is to create the extrusion from the 

circle as shown on Figure 8 in which CreateCircle and CreatePad are two CAAAPIs. 

CatiaCircles[1]= sketchFactory2D->CreateCircle(centre1, radius),

CATISpecObject_var spSpecObj = spPrtFactOnPrtCont->CreatePad(…),

spPadOnSpecObj->ModifyStartOffset(…),

Fig. 8: Example of the CAAAPIs Implementation 

The result of the CAAAPI-based translator is a file with the internal file format of 

CATIA. This file can be viewed and edited only throught the CATIA system. 

The translation process of the second part in the assembly is similar to that of the 

first one, and it is not detailed here. Figure 9 shows the translation process of the 

assembly case in STEP-based and CAAAPI-based approach, respectively. The arrows 

between the modules of each translator detail the used treatments to read, extract or 

write data embedded in the various used file formats (CoDeMo, STEP, .CATProduct). 
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CATIA V5 screen shotCATIA V5 screen shot

 

Fig. 9: Translation Processes between CoDeMo and CATIA V5 

6 Discussion of the translators development 

This section discusses the static and dynamic approaches developed for the 

interoperability of CAD systems in the following three aspects: generality and 

functionality, and development skills. 

6.1 Generality and functionality 

In a static interface approach (e.g. STEP based), the data exchange between 

different CAD systems is implemented via a neutral file (e.g. STEP file) as a 

transition. The neutral file is generated according to a data exchange standard, and the 
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neutral file format is not dependent on any CAD system. Nowadays, most of the 

commercial CAD systems can process the file compliance with a neutral format like 

STEP or IGES. So, the translator based on a static interface approach (data exchange 

standard) provides a robust “write-once, read everywhere” solution for the integration 

of different CAD systems. Current developments of STEP standard will allow the 

reuse of exchanged CAD including parameterization. During the data exchange 

process with a dynamic interface approach (e.g. CAAAPI based), the source file (e.g. 

CoDeMo file) is translated into the target file (e.g. CATIA file) directly by 

standardized APIs which are provided with the CAD system. As we know, different 

CAD systems are often found using different file formats, so the translator based on a 

dynamic interface approach varies with the related CAD systems. Then, considering 

the CAAAPI-based translator, it is oriented to the specific integration task, which is, 

of course, Dassault Systèmes-related. Theoretically, 2

nC translators are needed for the 

integration of n heterogeneous CAD systems. 

Currently, a data exchange standard addresses an extraction of a large number of 

specific applications. It formalizes the common properties of all the relevant 

applications. This characteristic of a standard results in the ignorance of the details 

specific to the applications. This is the prerequisite for the “write-once, read 

everywhere” solution. Generally, the process for generating a CAD object strongly 

depends on the used CAD system. In order that the design issues of a CAD system 

can be shared with other CAD systems, the modeling process has to be ignored in the 

exchanged file. For example, the STEP file is neutral and it describes only the final 
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result of the CAD modeling. All the modeling process in the design history (e.g. 

intermediate issues) can currently not be kept in a STEP file. Obviously, this 

limitation causes that some parts of the design issues can not be edited. It should be 

mentioned that the current developments of STEP aims at solving those matters 

including parameters, constraints or model history /25/. 

In the dynamic interface approach, all the operations provided by a CAD system 

are encapsulated into APIs. All the procedures performed in the environment of a 

CAD system can recur by programming on APIs. This characteristic makes it possible 

that the design operations performed in the source CAD system can be translated (via 

API-based translator) into the counterpart in the target CAD system. So, the 

information on the design process can be kept between CAD systems. For example, 

the cylinder object is modeled with two steps in the case study: generate the sketch 

2D circle, and create the extrusion of the circle. These two operations are 

reconstructed in the target CATIA file by CAA-API and the design history can be 

modified. Figure 10 shows the STEP file and CAA-API based target file opened in 

CATIA. 
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Fig. 10: Target file in CATIA with STEP and CAAAPI Approaches 

6.2 Developing Skills 

In the specification and programming of a static interface, the developers works are 

mainly focused onto the redefinitions of the data structures specified in the considered 

data exchange standard (e.g. EXPRESS definitions of the entities described in the 

relevant STEP standard parts). So, being familiar with the data exchange standard 

(STEP, IGES, DXF, etc.) and a programming environment for developers are 

necessary for this kind of interoperability implementation. Currently, many 

commercial programming environments are fulfilling this task, such as Visual C++, 

Visual Basic, and Borland Delphi. Then, the developer has a large freedom to choose 

a developing tool. 

In the development of a dynamic interface, most of the works are concentrated on 

the API calling process to generate required CAD objects in a development 
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environment. Peoples in charge of software developments should be accomplished in 

some API architecture, and a programming environment. Generally, APIs provided by 

commercial CAD systems are difficult to read and understand, and the corresponding 

developing tools are specific (e.g. RADE). So the software developers will spend 

much time on the study of APIs and specific developing tool (e.g. setting the 

developing environment manually is also a difficult process like that in our work). 

Debugging is the most time consuming activity in a program developing process. 

When developing a static interface, the program debugging can be carried out 

completely in a developing tool (e.g. considering CATIA V5 case study VC++ and 

MSDN). When developing a dynamic interface, the program debugging is related to 

not only the developing tool but also the specific APIs, and the documents (e.g. 

VC++, MSDN, CAA APIs and CAA encyclopedia). 

To summarize, both approaches have their advantages and disadvantages. The 

main advantage of STEP-based translator is that it provides a real open and generic 

format to any CAD system while the CAAAPI-based one only addresses the CATIA 

V5. Regarding the CAAAPI-based translator, it offers valuable possibilities to create 

many kind of 3D data directly in CATIA V5, and to access to whole the available 

modules in this system. Then, the approach choice depends on the end-user needs of 

the application and is specific to the nature of the targeted case study also. Of course, 

if the system is seen as a black box interfacing with any kind of CAD system, the 

static interface will be the only relevant choice to be implemented for application 

interoperability. 
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7 Conclusions 

This paper has detailed the development of two kinds of translators based on a 

static interface and a dynamic interface for the data exchange for CAD systems 

interoperability. STEP AP203 standard is used as the static interface, and CAA-API is 

adopted to implement a dynamic interface between a multiple-view product modeler 

system - CoDeMo and a commercial CAD system (CATIA V5). 

After the translator’s development and application, their comparison has led to the 

following main conclusions: 

 Considering a static interface, only the final result of the 3D part modelling 

can be translated through a neutral file between CAD systems. Then, this 

kind of approach has strong generality and its implementation would greatly 

decrease the number of translators in the interoperability environment. The 

development of the translator is relatively easy, because many commercial 

programming environments are fulfilling with the encapsulation of data 

structures of a data exchange standard. It remains complicated to have a full 

understanding of STEP due to the volume of information and spread of 

concepts inherent of the standard. 

 Considering a dynamic interface, not only the design result but also the 3D 

part modelling can be shifted between CAD systems. This kind of translator 

is always for a specific application, because different CAD systems often use 

different file formats. The development of the translator is relatively difficult, 
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because the development tool related to a dynamic interface (APIs) is fully 

specific and APIs architecture is often difficult to read and understand. 

Future research works may focus on the combination of static interface and 

dynamic interface. It includes two aspects: to implement a future STEP schema for 

recording parameterizations, constraints, and history information; to develop 

preprocessor and post-processor using API. 
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