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Accelerating viability kernel computation with CUDA architecture: application to bycatch fishery management

Introduction

Viability theory provides mathematical and numerical tools and concepts for maintaining a dynamical system within a set of states (called the constraint set). This theory has numerous potential applications in food processing,nance, economics, environment [START_REF] Sicard | A viability approach to control food processes: Application to a Camembert cheese ripening process[END_REF][START_REF] Béné | A viability analysis for a bio-economic model[END_REF][START_REF] Doyen | A stochastic viability approach to ecosystembased sheries management[END_REF][START_REF] Bernard | Comparing the sustainability of dierent action policy possibilities: application to the issue of both household survival and forest preservation in the corridor of Fianarantsoa[END_REF][START_REF] Andrés-Domenech | Sustainability of the Dry Forest in Androy: A Viability Analysis[END_REF][START_REF] Chapel | Dening yield policies in a viability approach[END_REF][START_REF] Chapel | Viability and resilience of languages in competition[END_REF][START_REF] Mathias | Using the Viability Theory to Assess the Flexibility of Forest Managers Under Ecological Intensication[END_REF]. A essential step in this approach lies in the computation of the viability kernel. This is the set of states for which there exists a control policy that keeps the system in the constraint set for some (nite or innite) time. Since the 90's, several algorithms have been developed to compute viability kernels in dierent application elds [START_REF] Saint-Pierre | Approximation of the Viability Kernel[END_REF][START_REF] Bokanowski | An anti-diusive scheme for viability problems[END_REF]. Some of them are adapted to nite horizon problems [START_REF] Djeridane | Approximate Viability using Quasi-Random Samples and a Neural Network Classier[END_REF], linear dynamics [START_REF] Kaynama | A Modied Riccati Transformation for Decentralized Computation of the Viability Kernel Under LTI Dynamics[END_REF] or particular kinds of problems such as single output nonlinear control systems ane in the control [START_REF] Turri | A method to construct viability kernels for nonlinear control systems[END_REF][START_REF] Mattioli | Noyau de viabilité : une contrainte globale pour la modélisation de systèmes dynamiques[END_REF]. The concepts have been extended to the stochastic case [START_REF] Doyen | Stochastic viability and dynamic programming[END_REF][START_REF] Rougé | Extending the viability theory framework of resilience to uncertain dynamics, and application to lake eutrophication[END_REF], in which dynamics includes random variables accounting for uncertainties. However, most of them are limited by their computational complexity. When the number of dimensions increases, the required computation time and memory increase exponentially because they are mainly based on a grid covering the state space. This curse of dimensionality is a moot point in a number of domains, like data mining, numerical analysis [START_REF] Donoho | High-Dimensional Data Analysis: The Curses and Blessings of Dimensionality[END_REF] and multiple approaches aim at mitigating it and at speeding up viability kernel computing. For instance, [START_REF] Bonneuil | Computing the viability kernel in large state dimension[END_REF] attempts to handle large dimensional state space with computing control policies on a given time horizon with simulated annealing. [START_REF] Deuant | Approximating Viability Kernels With Support Vector Machines[END_REF] use Support Vector Machines for approximating viability kernels. [START_REF] Maidens | Lagrangian methods for approximating the viability kernel in high-dimensional systems[END_REF] try to overcome this curse by using Lagrangian methods, which do not call for a grid. It oers particularly interesting performances for linear dynamics. Designing new algorithms is a crucial way to reduce the curse of dimensionality, but existing technological solutions can also lead to important gains of time. Some programs like Vikaasa, used in by-cash shery management, embed a multi-core implementation of viability kernel computation [START_REF] Krawczyk | Computation of viability kernels: a case study of by-catch sheries[END_REF]. However, in recent years, another technical improvement arose which seems well adapted for the viability kernel problematic : the GPU parallel computing technology. Historically, GPUs are electronic components used in computer graphics hardware. They are getting more widely used to accelerate computations in many elds [START_REF] Mametjanov | Autotuning Stencil-Based Computations on GPUs[END_REF][START_REF] Cekmez | Adapting the GA Approach to Solve Traveling Salesman Problems on CUDA Architecture[END_REF][START_REF] Sabo | Fast evaluation of a time-domain non-linear cochlear model on GPUs[END_REF]. Due to its architecture, the GPUs solution is advantageous for problems for which a parallel execution is possible [START_REF] Goldsworthy | A GPUCUDA based direct simulation Monte Carlo algorithm for real gas ows[END_REF]. It often exceeds the capacity of computing clusters in terms of performance and for a lower cost. Thus, NVIDA has created the CUDA platform to oer tools and to allow programmers to use the parallel architecture of graphic cards. The basic point is to separate the program in two parts : the serial code executed by the host (the Central Processing Unit (CPU)), and the parallel code, executed in the GPU threads across multiple processing elements.

In this paper, we use the standard viability algorithm [START_REF] Saint-Pierre | Approximation of the Viability Kernel[END_REF] which can be considered as a particular case of dynamic programming. To illustrate our work, the implemented algorithm is tested on a basic multidimensional model of population dynamics. In particular, we compare the computation time between the parallelized version and the sequential one. Finally, the algorithm is used to compute the viability kernel in a case of bycatch shery management.

2 Viability theory and dynamic programming

Viability kernel

We consider a discrete dynamics in which h is the function mapping the state and the control at time t with the state at the next time step t + 1:

x (t + 1) = h (x (t) , u (t)) (1) 
with x (t) ∈ X the set of states, u (t) ∈ U (x (t)) which is a nite set of possible controls allowing the regulation of the dynamics and h (., .) : X × U → X , associating a state x (t) ∈ X and a control u (t) ∈ U (x (t)) with a successor

x (t + 1) ∈ X . For example, it associates the closest grid point of the successor obtained with an Eulerian scheme dened with an appropriate local parameter.

We want to assess the viability kernel V iab T (K); the set of initial states for which a control strategy exists to maintain the system inside K, the set of desirable states (the viability set), until T (a nite horizon). This is rewritten in Eq.2 :

V iab T (K) = {x 0 ∈ K|∃ (u (0) , u (1) , ..., u (T -1)) , ∀t ∈ {0, 1, ..., T } , x (t) ∈ K} (2)
with x (t) the state of the system at date t and u (t) the chosen control value at t, which maintains the system in the viability set K.

Dierent algorithms are available for computing this set. Because of the approximation of the dynamical system on a grid, these algorithms are submitted to the dimensionality curse: the necessary time and memory increase exponentially with the number of dimensions of the problem. We choose to focus on a dynamic programming algorithm which is very standard and well suited for a parallel approach.

Dynamic programming

We assume that the dynamics of the system fulls the condition ensuring the convergence of the approximation to the actual kernel, when the resolution of the discretization tends to 0 (Saint-Pierre, 1990). The dynamic programming algorithm is a backward recursive algorithm and determines a value function : V (t, x) at date t. The seed value at T is :

V (T, x) =        1 if x ∈ K 0 if x / ∈ K (3) 
In this case, the value function directly determines the viability kernel. At T , being viable is the property of belonging to the viability kernel. The linear recurrence relation is given by :

∀t ∈ {0, T -1} , V (t, x) =        max u∈U (x) V (t + 1, h (x, u)) if x ∈ K 0 if x / ∈ K (4)
Thus, at t = 0:

V (0, x) =        1 if x ∈ V iab T (K) 0 if x / ∈ V iab T (K) (5) 
The principles of dynamic programming are respected because, at each step time :

-each point of the grid is a subproblem (V has to be computed for each point);

-a value function has to be optimized independently for these points;

The value function V takes only two values : 0 and 1. We are looking for initial states, for which the value function at time horizon T is 1. Eq.4

is equivalent to say that the value function V (t, x) is equal to 1 if a control u ∈ U (x) exists, maintaining the system in the constraint set K. Otherwise, the value function V (t, x) equals to 0. The backward dynamic programming equation denes the value function V (x, t). By writing a max instead of a sup, we implicitly assume the existence of an optimal solution for each time t and state x. The algorithm involves two main steps:

For each point of the grid, we store all the successors (the point of the grid at the next time step) obtained for each choice of control (the possible set of actions at each point is supposed nite).

The second part performs iterations of kernel approximations by progressively excluding points of the grid until reaching a xed point or a predened number of time steps.

Thus we have the algorithm Alg.1 as follows :

Algorithm 1 Detailed Dynamic Programming Viability Kernel Algorithm

Storing successors :

         i = 0 K 0 = K store coordinates, ∀x ∈ K store h (x, u) , ∀x ∈ K, ∀u ∈U (x)
Iterating kernel approximation :

         repeat K i+1 = x ∈ K i |V (i + 1, x) = 1 i = i + 1 until K i+1 = K i OR K i+1 = Ø OR i = T V iab T (K) = K i

Parallelizing dynamic programing algorithm

Dynamic programming is well suited to parallelization in the two main parts.

During the storing of successors, all succcessors x (t + 1) of each state and each value of u, dened in Eq.1, can be computed separately. In the second part of the algorithm, it is possible to parallelize the update of the value function V (t, x) applied to each state (Eq.4). In both cases, computations are completely independent for one step of time. The parallelizing of all these calculations thus improves the performance in terms of computation time.

Since GPUs have hundreds of processor cores running in parallel, they can be more ecient than using traditional CPU architectures.

3 Using GPU for computing viability kernels 3.1 GPU architecture As they are widely used in many scientic computing elds, graphics hardware programming for general purpose computing is well documented, this includes ways to write and debug the code [START_REF] Langdon | Debugging CUDA[END_REF]. Providing highly eective data parallelism, GPU cores contain multiple threads running at the same time which can accelerate viability algorithms. The CUDA programming framework enables the use of all the cores belonging to the GPU for general purpose computing. Programs written in this paper use the C++ CUDA framework. A GPU computing view consists in splitting the input data between the dierent threads, and performing operations on these pieces of data, independently and thus achieving parallelization. This kind of computing encourages to rethink programs to make this parallelization possible. Fig. 1 illustrates the architecture of a GPU device which is seen as a grid housing blocks. Each block involves a number of threads performing the computations. The GPU device owns a global memory, each block has a memory shared by all of its threads, and each thread owns a smaller local memory. Here, we use the global memory to store big arrays of data with which all the threads can interact. In a block, a thread is indexed over 3 dimensions (a block can be shown as a cube of threads), thus the indexation has to be carefully done. Each thread and each block are indexed at their level. In our implementation, we want to get the ID threadID of each one-dimensional thread in a grid of 3D blocks. According to the CUDA framework writing convention , this ID is given by :

threadID =threadIdx.i + blockDim.i * blockIdx.i+ gridDim.i * blockIdx.j * blockDim.i+ (6) gridDim.i * gridDim.j * blockIdx.k * blockDim.i
Here, threadIdx.i means the coordinates i of threadIdx. gridDim contains the dimensions of the grid (the grid owns gridDim.i×gridDim.j ×gridDim.k blocks), blockIdx contains the block indexes within the grid (in 3 dimensions : blockIdx.i, blockIdx.j and blockIdx.k), blockDim contains the dimensions of the block (a block contains blockDim.i × blockDim.j × blockDim.k threads in 3 dimensions) and threadIdx contains the thread indexes within the block (in 3 dimensions too, but for simplicity, only one is used here : threadIdx.i).

These variables are mainly used in assigning the work per block and thread.

The maximum values in each dimension in both blockDim and gridDim are GPU-dependent. At least, the i component needs to be declared. By default, the value for the j and k components is 1.

Overall strategy

The organization of the algorithm is summed up in Fig. 2. The gure shows the storing of trajectories and the iterating kernel approximation steps of Alg.1.

The steps are :

-the initialization and setting of the GPU device (a); -the copy of results from the GPU memory to the CPU (f) using the CUDA instruction cudaM emcpy with the ag cudaM emcpyDeviceT oHost;

-The clear of the memory of the GPU and the nalization of the GPU device (g), using the CUDA instruction cudaF ree;

-the disallocation of the CPU memory (h).

Parallelizing the computing and the storing of successors

The input of the algorithm is the number of points by dimension and each dimension bound. The algorithm computes the coordinates of all the points and their index. It can be parallelized since each point is independent from the other. Thus, one thread on the GPU will compute the coordinates of one point.

Now, we have to compute the all the successors of each point of the grid, when applying the dierent values of the control (if the control can take continuous values then it is discretized). We can thus suppose that the control takes nbControls values point of the grid. Then, on each thread, the coordinates of one state X i are sent, and all the nbControls possible evolutions from this state are returned. Again, the number of threads is equal to the number of points of the grid. This treatment is summed up on Fig. 3. There are four steps in the GPU computation of the trajectories :

-the inputs are the values of the discretized control, U = (u 1 , ..., u nbControls )

and the coordinates of all the points X = (X 1 , ..., X nbP oints ). These coordinates were determined beforehand and remain in the GPU global memory;

-this data is sent on threads, each thread holding the computation of all the controlled evolutions of only one point;

-each thread then sends back the result in the array H. This array contains the index of the controlled evolutions. Moreover, it contains -1 if the evolution doesn't belong to K. Thus, we store the index of i-th controlled evolution of X in H (X, i). As the number of threads is the same for each block, some threads can be superuous on the last block;

-once we get the controlled evolutions, we just have to copy them from the GPU to the CPU and we apply the second part of the dynamic programming algorithm.

Parallelizing the iterating kernel approximation

The second part of the algorithm computes the value function V for each point until the stopping condition is reached. As shown on Fig. 4 

) If ∀i ∈ [1, nbControls -1] , (H (X, i) = -1) OR (H (X, i) ≥ 0 AND v (H (X, i)) = 0) vT mp (X) = 0 CheckChange = CheckChange + 1 End If End If
If the point is viable and if a viable successor exists, nothing is done, the point is still viable. But if none of its successors is viable, i.e. if none of its successors belongs to K (i.e., H (X, i) = -1) or if the value function V of the successors is equal to 0, then the point is considered non-viable : 0 is put in the appropriate cell of the array vT mp. This treatment represents the value function updating in dynamic programming. In this case, a change is made, then CheckChange is incremented. At the end of the step, the value function is transferred of vT mp to v and we check CheckChange. If it is equal to 0, the algorithm can stop. It happens after a sucient number of iterations and we then get the approximation of the viability kernel.

Results

First, we test the GPU programming on a simple example of population dynamics, in order to compare the performance with the sequential algorithm.

Then, we use our parallel algorithm to treat a problem of bycatch shery management up to 6 dimensions.

A multi-dimensional population model

One toy model is used here to evaluate the benets of GPU programming. We consider the population model studied by Malthus and Verhulst. Malthusian ideas are the basis of the classical theory of population and growth [START_REF] Ehrlich | The problem of population and growth: a review of the literature from Malthus to contemporary models of endogenous population and endogenous growth[END_REF]. This model is a simple dynamical system of population growth on a bounded space without any predator. The system state includes two variables : the size of the population and its evolution rate. [START_REF] Aubin | An Introduction to Viability Theory and Management of Renewable Resources[END_REF] introduced a control on this evolution rate and adapted it to the management of renewable resources. The control is applied on the derivative of the evolution rate at each time step with the inertia bound c. The equations ruling the system in discrete time are : The program is implemented in C++, using CUDA 5. The computer CPU is an Intel R Xeon(R) CPU E5-2687W 0 @ 3.10 GHz x 16 and the GPU card is a Tesla K20C with a computing capability of 3.5 and 2496 CUDA cores.

x i (t + 1) = x i (t) + x i (t) y (t) , i ∈ {1, .., n} (7) 
y (t + 1) = y (t) + u (t) (8) 

Speed-up

Here we show a comparison between the two versions of the program applied to this model. The speed-up S is a measure evaluating the performance of the parallelization:

S = T seq T par (9)
where T seq is the sequential algorithm execution time and T par the execution time of the parallel one. The rst one uses the usual algorithm; the second one uses the adapted algorithm to GPU computing.

We gure the evolution of the speed-up, in function of the size of the grid.

In Fig. 5, we study the inuence of grid renement in the case of a 4-dimension problem.

First, according to Fig. 5a, we can see that the speed-up exceeds 5 in most cases of 4-dimension problems. It rises, using the whole GPU capacity but, then, the curve stagnates. The speed-up reaches a threshold when the GPU is fully loaded and where no more time gain is possible. On Fig. 5b, a comparison of elapsed times during the CPU and GPU version of the algorithm is shown.

We notice that when the renement of the grid is high, the computation time increases signicantly in the CPU version.

Fig. 6, shows speed-up isolines in function of the number of dimensions and the number of points by dimension. We observe that when we have a 2-or 3-dimension problem, the speed-up is between 0 and 4. This is not signicantly time-saving, and the initialization of the GPU can be slower than the classic array lling. However, when the number of dimensions grows, the speed-up increases up until 20 in 7 dimensions or more in 5 or 6 dimensions with a ner discretization. The speed-up isolevels follow the total number of points of the grid for high-dimension problems (4 dimensions or more). In these problems, the main part of the time is spent in the trajectories storing part (the iterating kernel approximation ends quickly because of the low accuracy of the grid).

Parallelized parts

Here, we compare the speed-up during the storing of successors and during the computation one between the CPU and the GPU versions of the algorithm. In the following gure (Fig. 7), we study two dierent sizes of problems (2 and 6 dimensions) and we return speed-ups in function of the number of points by dimension. Elapsed times during the two parallelized parts are also returned.

On Fig. 7a, we see that the elapsed time during the iterating kernel approximation is now higher than the one for storing the successors for 2-dimensions problems (for problems with more than 3000 points per dimension for the CPU version, or 1600 points per dimension for the GPU version). For problems in 3 dimensions or more (like 6 dimensions in Fig7c), storing successors time is still higher than iterating kernel approximation time. The time for storing successors exponentially increases with the number of dimensions and parallelizing this part of the algorithm is very ecient.

The speed-ups of the storing of trajectories and iterating kernel approximation are calculated separately here. As shown on Fig. 7b and Fig. 7d the speed-up increases up to 27 in 2 dimensions and 34 in 6 dimensions for the storing of trajectories, and up to 15 in 2 dimensions and 3.7 in 6 dimensions for the iterating kernel approximation.

For a small problem with a low discretization, the time taken by the two algorithms is negligible, but we observe that the speed-up is below one (up to 400 points by dimension in the 2D-problem, and 11 points by dimension in the 6D-problem). The mandatory initialization of the CUDA device explains the less successful results of the GPU version in smaller problems.

Moreover, we notice that the parallelization of the storing of successors is more ecient whatever the number of dimensions. Actually, memory exchanges (reading the value function array in the global memory from each thread at each step) in the second part alter the performance of the parallelization.

Thus, the speed-up of the iterating kernel approximation falls down to 3.7 in 6 dimensions. Since the time elapsed during this step is small compared to the time elapsed during the storing of trajectories, its impact is not signicant on the global speed-up.

Application to a bycatch shery

We illustrate our results on a multidimensional bycatch shery model. This model is an extension of the one studied by [START_REF] Krawczyk | Computation of viability kernels: a case study of by-catch sheries[END_REF] from 3 dimensions to 6 dimensions. We study the inuence of the number of bycatch species on the shery management.

The two-species dynamics

The model of Krawczyk is reminded here. There are two ecologically independent populations of sh x and y, harvested by a single eet. The shery focuses on harvesting the target stock x. We dene a catchability coecient q x determining the quantity of biomass that each unit of eort extracts, relative to the total size of the biomass at the time. Thus, the harvest rate at time t is:

h x (t) = q x e (t) x (t) (10) 
The product of q x and e (t) is generally termed the level of shing mortality and it is expressed as a proportion of biomass.

A linear bycatch production function is used :

h y (t) = αh x (t) (11)
where the constant α, 0 < α < 1 is the bycatch to target harvest ratio.

The respective population dynamics are then described by :

x (t + 1) = x (t) + r x x (t) 1 - x (t) L x -q x e (t) x (t) (12) 
y (t + 1) = y (t) + r y y (t) 1 - y (t) L y -αq x e (t) x (t) (13) 
where r x , r y , L x and L y are all positive constants. By convention, r x and r y represent the intrinsic growth rates, and L x and L y are the environment carrying capacities, of x and y, respectively. According to Krawczyk, the numerical values for the bycatch species are chosen to have a bycatch stock less productive and less valuable than the target stock.

We suppose that the eort e can be controlled:

e (t + 1) = e (t) + u (t) , u (t) ∈ [u min , u max ]
The speed at which the regulator can change shing intensity is bounded by u min and u max . The shing eet's prot is given by :

π xy (t) = p x h x (t) + p y h y (t) -ce (t) -C (14) 
where p y represents the unit prices of y, p x the unit price of x The marginal cost of the shing eort is c and C is a xed cost. We dene the viability constraints set K :

K = (x, y, e, u) : x (t) ≥ L x 10 , y (t) ≥ L y 10 , π xy (t) ≥ 0, e (t) ∈ [e min , e max ] (15) 
The safe minimum biomass levels are set to one tenth of each sh population's unexploited level, as commonly implemented in sheries worldwide [START_REF] Krawczyk | Computation of viability kernels: a case study of by-catch sheries[END_REF].

The n-species dynamics

We propose to extend this model to treat n-species dynamics in order to illustrate the benets of the GPU computation of the viability kernel. The dynamics of the target species remains unchanged (Eq.2). We suppose here that we have n bycatch species y i . Moreover, we assume that these species are at the same trophic level, competitively sharing the same food resource [START_REF] Ekerhovd | Optimization in the `Pelagic Complex': A Multi-Species Competition Model of North East Atlantic Fisheries[END_REF][START_REF] Rice | Does functional redundancy stabilized sh communities[END_REF]. The bycatch species growth is limited by the common carrying capacity L y . The discrete dynamics becomes:

y i (t + 1) = y i (t) + r yi y i (t)     1 - n-1 k=1 y k (t) L y     -α i q x e (t) x (t) , ∀i ∈ [1, n -1] (16) 
r yi is the intrinsic growth rate. α i denotes the bycatch to target harvest ratio, a measure of how highly coupled the production relationship is. Each bycatch stock y i is a by-product of the production process. A linear bycatch production function is used :

h yi (t) = α i h x (t) (17) 
We assume here that the sum of all bycatch harvest ratios α i is equal to α dened in the previous section :

n-1 i=1 α i (t) = α (18) 
For reasons of simplicity, we suppose that all the α i are equal :

α i = α n (19) 
As before, economic sustainability requires that the activity remains profitable. The shing eet's prot is given by :

π xy (t) = p x h x (t) + n-1 i=1 p yi h yi (t) -ce (t) -C (20) 
Then, we have the viability constraint set K :

K = (x, y 1 , ..., y n-1 , e, u) : x (t) ≥ L x 10 , ∀i ∈ [1, n -1] , y i (t) ≥ L y 10n , π xy (t) ≥ 0, e (t) ∈ [e min , e max ] (21) 
In the following, we study dynamics with 1, 2, 3 or 4 bycatch species, which means dynamics with 3, 4, 5 or 6 dimensions respectively (including the shing eort and the target species biomass).

Results

We use the parameters calibrated by Krawczyk [START_REF] Krawczyk | Computation of viability kernels: a case study of by-catch sheries[END_REF] and summed up in the Table 1.

With only one bycatch species, a similar shape of the viability kernel is obtained than the one in the previous study [START_REF] Krawczyk | Computation of viability kernels: a case study of by-catch sheries[END_REF]. This viability kernel is presented in Fig. 8. For the following gures, the biomasses are scaled between 0.1 and 1.

The bounds of the gure are the constraint domain K. From each state contained inside the viability kernel, it exists at least a control strategy keeping the shery in K. The states outside of the viability kernel are not viable, there is no control strategy satisfying the bio-economic constraints. For these states, the shery is facing a "crisis" situation. Now, bycatch species are added to the environment. For one bycatch species, 41.9% of states are inside the viability kernel. It decreases until less than 7%

for four bycatch species.

The Fig. 9 shows 3D slices of the 4D kernel for dierent shing eort values. It represents the biomass of the target species and the biomass of the bycatch species required to be viable to satisfy the ecological constraints while maintaining the protability of the shery. A small shing eort needs big available stock of the target biomass in order to conserve the system profitability. A mean shing eort leads to a large slice of the viability kernel according to the target biomass. Finally, keeping a big shing eort requires a mean target species stock to not deplete the bycatch populations. The results are displayed for 4D problems, but they can be extended to higher dimension problems.

Finally, we show on Fig. 10 the number of states belonging to the viability kernel for a 6D problem with a grid of 20 points by dimension. The biggest viability kernel is obtained when the starting population of bycatch species are equal to

Ly n (the oset is set by the grid step which is nearly 15.3 here). The environment is then completely lled with balanced increasing the possibility of sustainability. For larger initial populations, the environment is overloaded, causing the depletion of bycatch species. When the initial populations are smaller, the ecological sustainability requirement restricts the number of viable states.

Discussion and conclusion

The GPU parallelization provides signicantly faster viability kernel computations and tackles problems with a higher number of dimensions or more precise discretization than a sequential algorithm.

However, a huge storage space is required to save all the coordinates and all the successors for high-dimension dynamical problems. For example, in C++, storing one coordinate in double-precision oating-point format required 8 bytes (64 bits). Then, storing the coordinates of 100 millions points in a 8dimension problem (10 points per dimension) requires 6.4Gb. Moreover the successors multiplied this value by the number of possible values of the control.

Because of this size, it is impossible to send all the data at once. Instead, we cut the problem in smaller parts : computing the coordinates for some grid points and then computing the successors g (x, u) for these points, the result is then saved. The process then continues with other grid points until all the whole grid has been processed. This reduces the need for memory.

This parallelized version may be improved with other tools (like STXXL in C++ to use large arrays) and using the mapped memory, which is based on some pointers to the RAM. Further improvements could be achieved by associating multi-CPUs and multi-GPUs architectures, the rst ones cutting the problem in small parts and the second ones solving the subproblems.

The parallelization approach proposed here opens up perspectives in terms of parallelization for other viability problems. Then, revisiting other viability approaches such as an extension to stochastic dynamics [START_REF] Doyen | Stochastic viability and dynamic programming[END_REF] or algorithms such as support vector machine algorithm [START_REF] Deuant | Approximating Viability Kernels With Support Vector Machines[END_REF] could also lead to signicant improvements of eciency. Finally, the parallelization of the viability kernel algorithm provides a tool for the management of socio-ecosystems as illustrated with the management of the multi-species bycatch shery. v ( H (X threadID , u i )) 

-

  the initialization of the model parameters (b). The user inputs these parameters; -the initialization of CUDA parameters (number of blocks, number of threads by blocks in each dimension)(c); -the creation of empty arrays, which will contain controlled evolutions and the value function of each point using the CUDA instruction cudaM alloc (d); -the copy of parameters from host to the GPU device (e) using the CUDA instruction cudaM emcpy with the ag cudaM emcpyHostT oDevice; -the computation of successors of each point i.e. the storing of next point of the trajectory for each possible value of the control Alg.1. This operation is parallelized on the GPU and it is done in the rst kernel function. Section 3.3 detailed this part. -the iterating kernel approximation step of Alg.1. The value function of each point is calculated and ran until the stop condition is reached. It is paral-lelized in the second kernel function on the GPU. Section 3.4 detailed this part.

  4.1.1 The model As we want to analyze the performances of the parallelized algorithm on multidimensional problems, we articially increase dimensions of the system in adding some independent variables in order to study the behaviour of the program in dierent dimensions. The new model is as follows : we considered n states x i representing the size of n populations, which all have the same evolution rate y (t) ∈ [d, e]. The size of the populations must remain in K = [a, b].

  with -c ≤ u (t) ≤ +c. The set K = [a, b] n × [d, e] is the viability constraint set. For the rest of this work, bounds for K are set as a = 0.2, b = 3, c = 0.5, d = -2, e = 2 . By default, the control is discretized in 5 values. Since the parallelization simply breaks down processes that are already independent in the usual algorithm, the discretization does not impact the accuracy of the results.

Fig. 1

 1 Fig.1GPU device architecture. The device is composed of a grid of threads blocks. Each level posseses its own memory. The parallelized tasks, like computation of controlled evolutions and computations of the value function, are made separately on the threads. A grid of 3x2x2 blocks of 4x2x1 threads is shown.

Fig. 3

 3 Fig. 3 Storing of trajectories : the parallelized controlled evolution computation from coordinates. The dierent steps of the parallelization are shown. The computation of all the controlled evolution for one point is done on one thread.

Fig. 4

 4 Fig. 4 Iterating kernel approximation: the parallelized viability computation. The dierent steps of the parallelization are shown.

Fig. 6

 6 Fig. 5 Eect of grid renement on the speed-up in a 4-dimensions problem. The elapsed time during the two versions of the algorithm are shown in (b).

  Fig. 7 Comparison of the storing of trajectories and the iterating kernel approximation elapsed times and speed-up between the GPU and CPU versions of the algorithm. Two sizes of problems are shown : 2-dimension problem (a) and (b), and 6-dimension problem (c) and (d).

Fig. 8

 8 Fig. 8 Viability kernel for the 3D shery model (with one bycatch species).Viability kernel for the 3D shery model (with one bycatch species). The blue surface symbolizes the zeroprot surface. Having a positive prot (being above the blue surface) is a property of the viability constraint set K.

  Fig. 9 3D slices of the 4D kernel for dierent initial values of the shing eort e.

Table 1

 1 Parameters of the bycatch shery. The parameters for all the bycatch species i are the same.

	Name	Variable Value
	Target carrying capacity	L x	600
	Target growth rate	r x	0.4
	Target unit price	p x	4
	Target catchability coecient	q x	0.5
	Bycatch common carrying capacity	L y	300
	Bycatch growth rate	r yi	0.2
	Bycatch unit price	p yi	1.9
	Bycatch harvest ratio	α yi	0.2
	Marginal cost	c	10
	Fixed cost	C	150
	Maximum eort	e max	1
	Minimum eort	e min	0.1
	Maximum eort variation	u max	0.01
	Minimum eort variation	u min	-0.01
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