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Comparison of Spatial

I Introduction

The R*Tree, or rectangular Tree, was proposed in 1990 and has been largely used since. In clustering applications, the ClusTree algorithm uses an extension of this index to efficiently locate the right place for object insertion [3]. The key idea of this data structure is to group nearby objects and represent them with their minimum bounding rectangle in the next higher level of the tree.

BallTrees is a completely binary tree in which each node refer to a region bounded by an d-dimensional hypersphere [4]. A parent node is hence the smallest hyper-sphere that contains all the hyper-spheres of its children. The BallTree is the only index, among the analyzed indexes, that accepts the intersection of sibling regions.

A K-dimensional binary search tree (KDTree) partitions the data space into mutually exclusive hyper-rectangular regions. Each region is found by recursively splitting the space using axis-parallel hyperplanes. The splitting process finishes when each sub-region has a number of points less than or equal to a given threshold.

The python implementations of the R*Tree 1 , the BallTree 2 , the KDTree 3 and the cKDTree [START_REF] Stephen | Five balltree construction algorithms[END_REF] (A cython implementation of the KDTree), were tested using three different scenarios. The computation time and memory consumption (maximum resident set size used), were selected as comparative measures.

II Performance with uniform distributions

In the first scenario, data correspond to random samples extracted from a uniform distribution. The algorithms were tested for a data sets containing n data samples, where each sample is a d-dimensional vector. Tests were performed for n varying in the range n ∈ 10 1 , 10 2 , 10 3 , 10 4 and d in d ∈ 2 1 , 2 2 , 2 3 , 2 4 , 2 5 .

Figure 1 show the resources used for the tree building task. Computation time measured in seconds is presented in Figure 1a and the maximum resident set size measured in M b is shown in Figure 1b. It can be seen that the R*Tree implementation performs poorly with respect to the other indexes. The actual measurements of the computation time and maximum resident set size are presented in tables 1 and 2 respectively.

The group retrieval task is computationally more expensive as can be seen in Figure 2, where the computation time for the worst case (R*Tree, n = 18,d = 10 4 ) passes from 33.12 seconds in the tree building task to 362.9 seconds for group retrieval (see Figure 2a). The best computation time is achieved by the cKDTree index but at cost of having the worst memory consumption (see Figure 2b). The recorded data for the group retrieval task is presented in tables 3 and 4. 1.00 1.00 1.00 1.00 1.00 1.00 1.00 3 1.00 1.00 1.00 1.00 1.00 1.00 1.00 4
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1.00 1.00 1.00 1.01 1.03 1.06 1.14 The second scenario analyzed was that of random data taken from a geometrical distribution. The distribution used in the 2-dimensional test is shown in Figure 3a and for illustrative purposes a 3-dimensional distribution is shown in Figure 3b. Distributions with d > 3 are not plotted but the reader can extrapolate its geometrical interpretation. The algorithm were tested again varying the number of samples and the dimensions as established in the first scenario. The results for the tree building task are presented in tables 5 and 6. It can be seen in Table 5 that the cKDTree outperforms the other implementations, being two times faster where n ≤ 1000 and three to almost five times faster where n = 10000. Its relative performance improves as the number of samples and dimensions increases. The memory consumption of the tested implementations was almost the same for the BallTree, the KDTree and the cKDTree, so arguably this factor impacts in a lesser extent the indexes performance. Figure 4 presents the discussed results graphically. As was the case for the uniform distribution the R*Tree implementation presents the poorest performance.

Statistics for the group retrieval task in the geometrical distribution are shown in tables 7 and 8 and plotted in Figure 5. Unlike the previous results (first scenario) in this scenario the worst memory consumption was that of R*Tree, even if the cKDTree memory consumption was only slightly better. The performance of the BallTree and the KDTree are very similar in terms of memory consumption and computation time. Once again the cKDTree presents the best performance with respect to the computation time. 
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III.2 Spherical distribution

The final scenario test the indexes performance (computation time and maximum resident set size) for the tree building and group retrieval tasks in a spherical distribution. The 2-dimensional version of this distribution, formed by concentric circles, is shown in Figure 6a. In higher dimensions this distribution represents samples located in the surface of concentric hyper-spheres. For illustrative purposes a 3-dimensional spherical distribution is depicted in Figure 6b. Performance statistics for the tree building task are shown in tables 9 and 10 and its graphical representation depicted in Figure 7. In general all the indexes perform better in the tree building task for this distribution that for the uniform distribution and the performances were similar to those in the geometrical distribution. On the contrary, for the group retrieval task, the indexes did better is this distribution that in the other two as can be seen in Figure 8. The group retrieval measurements are shown in tables 11 and 12. 

Carried out by

Figure 1 :b

 1 Figure 1: Comparison between different tree indexes for the tree building task in a uniform distribution

Figure 2 :

 2 Figure 2: Comparison between different tree indexes for the group retrieval task in a uniform distribution
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 3 Figure 3: Representation of the geometrical distribution for 2 and 3 dimensions
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 4 Figure 4: Comparison between different tree indexes for the tree building task in a geometrical distribution
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 5 Figure 5: Comparison between different tree indexes for the group retrieval task in a geometrical distribution
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 6 Figure 6: Representation of the spherical distribution for 2 and 3 dimensions

Table 1 :

 1 Tree building computation time (relative to 80µsec) for uniformly distributed data

	Advisors		
	Louise Travé-Massuyès	-	Victor Hugo Grisales

Table 2 :

 2 

		Advisors		
	Nathalie Barbosa Roa	Louise Travé-Massuyès	-	Victor Hugo Grisales

Tree building maximum resident set size (relative to 66.762Mb) for uniformly distributed data Carried out by

Table 3 :

 3 Group retrieval computation time (relative to 350µsec) for uniformly distributed data

	Index	log(n)	2	4	8	Dimensions 16	32	64	128
		1	1.01	1.01	1.01	1.01	1.01	1.01	1.01
	R*Tree	2 3	1.01 1.32	1.01 1.20	1.01 1.09	1.01 1.05	1.01 1.06	1.02 1.11	1.03 1.19
		4	34.63 20.14	7.27	1.88	1.36	1.58	2.07
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	BallTree	2 3	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.12	1.00 1.12	1.00 1.14
		4	12.74 12.74 12.74 12.76 12.80 12.88 13.04
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	KDTree	2 3	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.12	1.00 1.14
		4	12.74 12.74 12.74 12.76 12.81 12.89 13.05
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	cKDTree	2 3	1.00 1.47	1.00 1.47	1.00 1.47	1.00 1.47	1.00 1.48	1.00 1.49	1.00 1.51
		4	59.66 59.67 59.68 59.70 59.76 59.87 60.10

Table 4 :

 4 

		Advisors		
	Nathalie Barbosa Roa	Louise Travé-Massuyès	-	Victor Hugo Grisales

Group retrieval maximum resident set size (relative to 66.762Mb) for uniformly distributed data Carried out by

Table 6 :

 6 

		Advisors		
	Nathalie Barbosa Roa	Louise Travé-Massuyès	-	Victor Hugo Grisales

Tree building maximum resident set size (relative to 66.68Mb) for geometrical distribution Carried out by

Table 7 :

 7 Group retrieval computation time (relative to 340µsec) for geometrical distribution

	Advisors		
	Louise Travé-Massuyès	-	Victor Hugo Grisales

Table 8 :

 8 Group retrieval maximum resident set size (relative to 66.70Mb) for geometrical distribution Carried out by

		Advisors		
	Nathalie Barbosa Roa	Louise Travé-Massuyès	-	Victor Hugo Grisales

Table 10 :

 10 Tree building maximum resident set size (relative to 66.64Mb) for spherical distribution Carried out by

		Advisors		
	Nathalie Barbosa Roa	Louise Travé-Massuyès	-	Victor Hugo Grisales

Table 11 :

 11 Group retrieval computation time (relative to 400µsec) for spherical distribution

	Index	log(n)	2	4	8	Dimensions 16	32	64	128
		1	1.01	1.01	1.01	1.01	1.01	1.01	1.01
	R*Tree	2 3	1.01 1.53	1.01 1.53	1.01 1.54	1.01 1.55	1.01 1.57	1.02 1.62	1.03 1.72
		4	59.97 59.99 59.97 60.02 60.87 63.45 64.32
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	BallTree	2 3	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.12	1.00 1.12	1.00 1.14
		4	12.76 12.76 12.77 12.78 12.83 12.90 13.06
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	KDTree	2 3	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.11	1.00 1.12	1.00 1.12	1.00 1.14
		4	12.76 12.76 12.77 12.79 12.83 12.91 13.08
		1	1.00	1.00	1.00	1.00	1.00	1.00	1.00
	cKDTree	2 3	1.00 1.47	1.00 1.47	1.00 1.47	1.00 1.47	1.00 1.48	1.00 1.49	1.00 1.51
		4	59.77 59.78 59.79 59.81 59.87 59.98 60.21

Table 12 :

 12 Group retrieval maximum resident set size (relative to 66.64Mb) for spherical distribution Carried out by

	Nathalie Barbosa Roa

Advisors

Louise Travé-Massuyès -Victor Hugo Grisales

1 http://toblerity.org/rtree/ 2 http://scikit-learn.

org/stable/modules/generated/sklearn.neighbors.BallTree.html stable/modules/generated/sklearn.neighbors.KDTree.html 4 http://docs.scipy.org/doc/scipy/reference/generated/scipy.spatial.cKDTree.html