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1155 I. Conceiçao - 80215-901 Curitiba, Brazil
Email: paraiso@ppgia.pucpr.br

Abstract—Good Decision Support Systems require three main
features: (i) a good handling of the domain data and information;
(ii) an efficient user interface; and (iii) a good knowledge of
past decisions. Usually such features are handled by different
specialized systems difficult to integrate. In this research we keep
specialized systems independent, focusing on interoperability. We
propose a system of systems architecture (SoS) integrating a
domain system in which users interact, a multi-agent system
implementing an efficient user interface and taking into account
results from the domain system, and a platform to capitalize and
manage knowledge. Our approach extracts indicators from the
interaction or behavior of users within the domain system, and
provides them analyses, statistics and recommendations to help
them reach good decisions. We built a prototype and applied it to
two different domains: collaborative software development and
healthcare. In this paper, we will focus on the multi-agent system
which is a key component of the SoS architecture.

I. INTRODUCTION

Decision Support Systems (DSS) are specific computer-
based applications that help making decisions based on the
information available (Suni and Gopakumar [1]). Many of the
decision-making processes such as team coordination, traffic
control, business strategy planning, resolving conflicts or game
playing are complex, unpredictable and hardly observable.
Moreover, the operators, decision makers, managers or game
players have to face the problem of controlling such systems
under uncertainty or the existence of random factors (Kwasi-
groch and Grochowski [2]).

When working in a particular domain, say developing soft-
ware, decisions are related to selecting algorithms, variables,
program structures, syntax and many other things. Decisions
result from the know-how and experience of the developer.
Developers get some help from IDEs that are tools to facilitate
the writing of the code. Because such tools are generic they
are limited regarding the amount of help they can provide.
While writing the code it would help to have some idea of its
quality, benefit from expert advice, be reminded of previous
projects, reuse historical data and follow good practices. Other
environments and tools exist for providing the information, but
they are not integrated and it is difficult to use all of them
simultaneously.

Our research consists in designing an environment combin-
ing a platform taking care of the targeted application (e.g. a
development environment), a platform for adding services, and
a platform for managing knowledge. Because such platforms

already exist, our goal is to render them interoperable by
proposing a System of Systems (SoS) architecture in which
each component is itself an independent complex operational
system, interacting to achieve a common goal (Saleh and
Abel [3]) and loosely coupled to the other ones. The easiest
approach to interoperability using loose coupling is the multi-
agent approach in which each platform can be extended to
handle external connections.

Multi-agents (MAS) have already been used to develop
Decision Support Systems (Othman et al. [4], Ying et al.
[5], Ling et al. [6]). Software agents have been found to be
useful for providing intelligent problem-solving mechanisms
and for improving the decision-making processes and therefore
obtaining a more powerful decision support (Ling et al. [6]).
Moreover, agents can also learn the behavior of users and
provide a customized support.

The main contribution of this paper is the proposed SoS
architecture that supports interoperability between the involved
systems and lets it be applied to different domains more easily.
Furthermore, this architecture allows teams to perform their
works in a distributed and asynchronous way. Thanks to its
characteristics, the approach can give customized support to
team members in order to make good decisions.

In this paper we focus on the multi-agent aspect of the
SoS, detailing our approach on the case of collaborative
software development. We then present a prototype, ending
with conclusions and future work.

II. MULTI-AGENT SYSTEMS

Multi-agent systems are sets of agents that interact to
coordinate their behavior often to achieve challenging tasks
(Ren and Chen [7]). Three types of agents are interesting for
our purposes: Service Agents, Personal Assistants and Transfer
Agents.

• Service agents (SA) provide specific services tailored
to the current application. Since they are loosely
coupled, they can be added as needed to increase the
power of the analysis of data;

• Personal Assistants (PA) act autonomously and are
built to be real assistants or surrogates of their master
(Wanderley et al. [8]), or even act as “digital butlers”
(Negroponte [9]). A PA has a crucial function, being
dedicated to:



Fig. 1. The proposed Architecture.

◦ understanding its master’s needs (i.e. the needs
of the user owning the agent);

◦ acting pro-actively to anticipate its master’s
needs;

◦ mobilizing SAs to execute a command or de-
mand from its master;

◦ mediating all information exchanges among
team members (who are considered informa-
tion sources);

◦ organizing the documentation of its master
with the help of an SA;

◦ capturing and representing the team members’
operations, helping them in the process of
preserving and creating knowledge (Paraiso
and Barthès [10]).

• Transfer agents (XA) are gateways that communicate
with platforms having different structures, implement-
ing their own protocol, and translating communication
and content languages;

III. A SYSTEM OF SYSTEMS ARCHITECTURE FOR
SUPPORTING DECISION-MAKING

In this section we present the proposed approach. First,
we introduce its architecture, and then the process to provide
support to users in their decision-making activities.

A. Architecture

Figure 1 shows the proposed architecture. As mentioned
earlier, the architecture forms a system of systems composed of
three main parts: a given domain system, a multi-agent system
(MAS) and a platform to capitalize and manage knowledge.
Each system is encapsulated (loose coupling) by an agent. In
order to do that, each system to be integrated must have at
least an API or SDK.

There are two groups of users: primary users of the domain
system, and users wanting to be aware of data or information.
The former ones use the domain system to develop their
activities, like employees, operators, etc., and the latter are
interested in information obtained from the domain system

and from the primary users. They could be managers. They
can use an interface like a browser to visualize the data.

The knowledge platform has an ontology that models a
given domain and aims at storing and documenting recom-
mendations, indicators, analysis, and statistics extracted from
the interaction or behavior of users with the domain system.
Moreover, it allows users to contribute with and improve
stored information, for instance, recommendations, making an-
notations, comments, descriptions, recommendations; adding
resources; or sharing ideas. This way, it contributes to reusing
previous knowledge.

Our approach extracts indicators from the interaction or
behavior of users with the domain system, and provides them
with analysis, statistics and recommendations to aid decision-
making.

In the proposed approach, each user has its own Personal
Assistant Agent (PA), and the communication uses natural
language. It is important to highlight that each agent (PA,
SA and XA) has its own ontology (Figure 1), used for
understanding the expressions of the content language (e.g.
messages between agents and systems), to interpret the users’
utterances (e.g. dialogues between users and their PAs), and to
work as a knowledge base. In the latter case, a PA ontology
can be used to store in a User Model personal information
(name, address, email, etc.) of its master, as well as information
concerning the interaction or behavior of users and the domain
system. The agent can be aware of the experiences, skills
and competencies of users, and then give them personalized
support. It is thus possible to better understand the users’
needs.

B. Supporting primary users

Let us consider a primary user u that belongs to the set
of primary users U. During his interaction with the domain
system, a set IV of new values for a given set of indicators I
describing the behavior of users are extracted. Formally, the
obtaining of the set of new values IV can be represented as a
unary predicate IV = ∀i IV(iv) → (i, iv) ∈ I X IV, where
i is an indicator belonging to I and iv (iv ∈ IV) is the new
value obtained for i.



After the extraction of the values of indicators, the next step
is to analyze and evaluate them being able to identify the ones
that the user needs support. This is done by a specific Service
Agent (SA) that compares the value iv of some indicator with
a given set of thresholds (range risks). Formally, the set ZV of
indicators belonging to the range risks can be represented as
ZV = ∀i, iv ZV(i)→ ((iv ≤ Dl(i)) ∨ (iv ≥ Du(i))), where:

• i is an indicator belonging to I.

• iv is a value obtained for the indicator i.

• Dl is a function − Dl : I → Lt − that returns the
lower threshold lt (lt ∈ Lt, set of lower thresholds for
the indicators of I).

• Du is a function − Du : I → U t − that returns the
upper threshold ut (ut ∈ U t, set of upper thresholds
for the indicators of I).

If the SA finds that there are indicators in the range risk,
i.e. ZV 6= ∅, then it will fetch recommendations from the
knowledge platform. Formally, let

• R be the finite set of recommendations available
in the knowledge platform, r be a recommendation
belonging to R.

• i an indicator belonging to I.

The subset R’ (R’ ⊆ R) of the recommendations found for
the indicators in the range risk can be defined by the predicate:
R’ : ∀i, r R’(r) → (i, r) ∈ I X R. The recommendations
found are then sent to the user, concerning the extracted
indicators, by his PA.

C. Supporting awareness

The indicators extracted from the interaction of primary
users with the domain system are capitalized and stored in
the knowledge platform. In order to let users be aware of
information about the indicators, an SA retrieves from the
knowledge platform charts showing information, analysis and
statistics regarding the behavior of primary users with the
domain system.

Given the name of some primary user u (u ∈ U ) or the
name of indicators belonging to I, the PA of a given user
interested in information regarding primary users, will retrieve
a chart g showing the requested data from the knowledge
platform.

Formally, let g be a chart belonging to the set of charts
G that shows analysis and information concerning the value
of the indicators stored in the knowledge platform. A single
chart g is composed of a given primary user, and the indicators
obtained from his behavior, i.e. g(u, CI). The function − DG :
U X I → G − returns the chart g that shows the indicators
concerning the user u.

IV. CASE STUDIES

In this section, we present two case studies from different
domains in which we applied the proposed architecture. First,
we show our approach in the collaborative software develop-
ment domain. Then, in the health care domain.

TABLE I. EXCERPT OF SOFTWARE QUALITY METRICS (ADAPTED
FROM [11]).

Metrics
McCabe’s Cyclomatic complexity met-
ric - MCC [12]

Weighted Methods per Class metric -
WMC [13]

Lack of Cohesion in Method metric -
LCOM* [13], [14]

Nested Block Depth - NBD [15]

Depth of Inheritance Tree - DIT [13] Number of Children - NOC [13]
Number of Overridden Methods -
NORM [14]

Specialization Index - SIX [14]

Method Lines of Code - MLOC [14] Number of Attributes per Class - NOA
[14]

Number of Static Attribute - NSF [16] Number of Static Methods - NSM [16]
Number of Parameter - NOP [16] Number of Interfaces - NOI [16]
Number of Package - NOP [16] Afferent Coupling - Ca [15]
Efferent Coupling - Ce [15] Instability metric - I, named here as

RMI [15]
Abstractness - A, named here as RMA
[15]

Normalize Distance from Main Se-
quence - D [15]

A. Supporting software development teams to improve code
quality

In order to support decision-making in collaborative soft-
ware development, we applied our architecture intending to
improve the quality of the code produced by developers. Fol-
lowing, we explain the approach based on what we proposed
in Wanderley et al. [11].

The architecture forms a system of systems composed of
three main parts: a Software Development (SD) environment,
that is, the domain system; an MAS; and a platform to
capitalize and manage knowledge. The primary users of the
domain system are developers who write their codes in the
SD environment. In addition, users interested in information
obtained from the interaction and behavior of developers, are
managers of collaborative SD.

One of the ways that PAs can support developers is by
measuring the code quality and providing recommendations
to improve the code quality. During collaborative software
development, while a developer is developing code, software
quality metrics are calculated and extracted from the code each
time the code is compiled. Table I shows some software quality
metrics related to complexity; inheritance; size; and coupling,
for object-oriented source code.

After the extraction, the resulting metrics are sent to the
MAS, through a transfer agent XA that bridges the two plat-
forms. After that, the service agent ”Metrics Agent” receives,
analyzes and evaluates the metrics, verifying whether the code
needs quality improvement. To evaluate the metrics, the agent
compares them with thresholds or range risks. If the evaluation
concludes that the code needs some improvement, them the
Metrics Agent forwards it to the a SA ”Search,” that will try
to find recommendations in the knowledge platform.

Managers on the other hand, have an interface named
”Manager - Information,” with which they can interact with the
environment. Managers may be aware of the quality of projects
or the quality of the code developed by a given developer. They
receive charts or tables showing the code quality information,
aiding him in decision-making.

B. Improving drug prescriptions comprehension and execution

In this case study the proposed architecture was applied
to a regional project in France, named CONSIGNELA. The



goal is to support elderly people and patients suffering from
Parkinson disease to improve their adherence to a medication
regimen prescribed by a caregiver. In this context, primary
users of the domain system are the elderly people and the
patients with Parkinson. On the other hand, caregivers are the
people who want to be aware of information obtained from
interaction or behavior of patients and elderly people.

In this case, the system of systems architecture integrates a
virtual pillbox, an MAS and a knowledge platform to capitalize
and manage knowledge. The virtual pillbox is the tool that
patients and caregivers use to follow or prescribe a medication
regimen. The MAS provides agents that extract and analyze
automatically and in a non-intrusive way, actions and infor-
mation resulting from the interactions between patients and
virtual pillboxes. The information is capitalized and stored in
the knowledge platform. Personal Assistant agents (PA) present
the information, using charts and dashboards, to caregivers,
making them aware whether patients are following correctly
the medication regimen, or reporting for example how long
a patient spent to take a specific medicine. Moreover, PAs
are able to give recommendations to patients to improve their
adherence to the medication regimen.

V. PROTOTYPE

This section briefly presents a prototype of the proposed
architecture concerning the case study of supporting software
development teams to improve code quality described above.
Currently, the prototype regarding the case study to improve
drug prescriptions comprehension and execution is under de-
velopment.

The prototype is based on our ACE4SD system (Wanderley
et al. [11]). It shows the point of view of the developers and
managers. In order to build the prototype, the following tools
were used: the Eclipse IDE1, the OMAS platform (Barthès
[17]) and the MEMORAe platform (Abel [18]). The Eclipse
IDE is a Java environment, in which developers write their
codes. The OMAS platform provides the multi-agent envi-
ronment, and the MEMORAe platform the environment to
capitalize and share knowledge.

The Eclipse IDE contains two plugins: (i) Metrics [19]:
and (ii) ACE4SD.

• The Metrics plugin calculates, automatically and in
a non-intrusive way, quality metrics of Java source
code, providing the measured values, the mean and
standard deviation for resources (project, class and
method). Some of the quality metrics that the plugin
calculates are available in Table I. The goal is to
extract the quality metrics of the source code that is
being produced by a developer and to send it to the
ACE4SD plugin.

• The ACE4SD plugin creates the interface between
developers and their PAs (which are inside the OMAS
platform). In this way, the developers can interact
with their PA directly from Eclipse, avoiding switch-
ing between different windows from different tools.
Moreover, the ACE4SD plugin receives the calculated

1More information in: https://eclipse.org/home/index.php

metrics from the Metrics plugin and sends it a the
”Metrics Agent” service agent. This agent is respon-
sible for analyzing the metrics.

Figure 2 shows a developer’s interface of the Eclipse
IDE. The interface provides a communication channel between
developers and their PA. In the interface, a developer can
communicate and exchange information with his PA in natural
language directly, avoiding changing windows or tool. Besides,
the PA is proactive and it is always monitoring its master. In
the example of Figure 2, the PA alerts the developer that a new
report with information about problems related to code quality
and possible solutions is available. When the developer opens
the report, a new window (inside Eclipse) will show its content.

A manager’s interface of ACE4SD is shown in Figure 3.
The interface enables a manager to be aware of the quality
of the projects and the developers. She can see the quality
of the whole project, the resources (.java) with the worst
quality, and what are their main defects, such as inheritance,
coupling, complexity, etc. If the quality of some project is
under a defined threshold, it is highlighted in red. Besides,
in her interface, the manager is able to interact and exchange
information in natural language with her PA.

For instance, in Figure 3 the manager asks more details
about a specific developer, and the PA brings her the results
showed in Figure 4. In this figure, the manager has a quality
chart of the developer, being aware of the quality of the code
he produced as well as its problems, such as it is difficult to
test, i.e. the code contains a high number of decisions paths,
and more tests are needed.

VI. RELATED WORK

The work of Botti et al. [20] presents an MAS decision
support tool for simulating water-right markets. The goal is to
use the approach to assist policy makers in decision processes.
The tool is based on a multitier architecture, composed of a
presentation (GUI), application processing (software agents)
and data persistence (DB). However, as opposed to SoS archi-
tectures, multitier architectures are client-server architectures
usually running the same application, i.e. presentation is the
client, and the application processing is the server. Besides, all
the system needs to be built from scratch, as opposed to SoS
architectures, which integrate existing systems.

Bokhari and Ahmad [21] show a multi-agent architecture
for providing decision-support in the context of distance learn-
ing on the Web. The system monitors the learning activity of
the student and helps him/her throughout the learning process.
The architecture is based on four layers, namely human level
(interfaces for students and teachers), web level (web portal),
system level (agents) and storage level (databases).

Ellouzi et al. [22] propose an architecture for visual clinical
decision support for the fight against nosocomial infections.
The approach integrates visualization techniques in the KDD
(Knowledge Discovery in Databases) steps for the decision-
making. The architecture is based on 3 layers, namely interface
(interface with humans), data (database) and model (data
mining). Each layer has a set of agents to perform the tasks.

The work of Robbins et al. [23] presents an information
architecture for a clinical decision support system. The archi-



Fig. 2. The ACE4SD developers’ interface inside the Eclipse IDE.

Fig. 3. The ACE4SD managers’ interface (adapted from [11]).

Fig. 4. Details and informations of some developer in the manager’s view
(adapted from [11]).

tecture comprises a patient model, a treatment library, software
agents, and a knowledge base. The patient model contains
patient information; the treatment library stores information
such as treatment procedures and dosages; agents are used to
optimize courses of treatments to best achieve desired health
goals. The knowledge base contains medical research used to
keep the patient model and treatment library up to date.

An approach to accessing information stored in legacy

relational databases, based on Semantic Web (SW) and MAS
is also proposed by Polajnar et al. [24]. Their goal is to give
the users of enterprise decision-support systems with access
to information, through semantic queries, without the need to
modify the underlying legacy databases. The authors show an
architecture based on two components, namely Database and
User. The former comprises a relational database and the server
side of the agent-based middleware, whereas the latter provides
an interface to the user, and the client side of the agent-based
middleware.

The fact is that we could not find an approach to support
decision-making based on an SoS architecture integrating a
domain system, an MAS and a knowledge platform, all of
them loosely coupled. An SoS architecture with loose cou-
pling allows and enhances interoperability. The MAS provides
facilities and makes it easier to extend and interface different
systems belonging to distinct contexts.

VII. CONCLUSIONS AND FUTURE WORK

Decision Support Systems (DSS) are computer-based ap-
plications that help to make decisions based on the information
available in different domains. A good DSS involves a domain
platform (environment), a set of analysis tools, and a platform
for saving and reusing knowledge.

In this research we proposed a system of systems architec-
ture including a given domain system, an MAS and a platform
to capitalize and manage knowledge. Each platform is loosely
coupled with the others, rendering them interoperable and
easier to be applied to different domains. Our approach extracts
indicators from the interaction or behavior of users with the
domain system, and provides them with analyses, statistics and
recommendations to aid decision-making.

In the paper, we presented our architecture focusing on
the multi-agent aspects, discussed how we provide support
to primary users of a given domain system, and also to
users interested in information regarding the interactions and
behaviors of primary users and the domain system. Agents
are responsible to encapsulate and interface the systems, thus
letting them be used in a distributed and asynchronous way.
Furthermore, as they have user models of their masters, they
are able to provide customized support.



Besides, we applied the proposed architecture to two case
studies from two different domains: collaborative software
development and health care. In the former, the domain system
was a software development environment, and in the latter it
was a virtual pillbox.

In addition, we described a prototype regarding the case
study of collaborative software development. In the prototype
the software development environment was handled by the
Eclipse IDE, the multi-agent platform OMAS, and the knowl-
edge platform MEMORAe. We showed the point of view of
developers and managers.

Even though our architecture allows and enhances interop-
erability, it has some requirements. For instance, in order to
extend or interface different domain systems, it is necessary to
use a common communication protocol between the domain
system, the MAS platform and the knowledge management
system.

We are currently adapting the prototype to the domain of
health care. We plan to test our architecture in other domains.
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