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Abstract. Software systems became so complex that the need to decom-
pose them into simpler, more manageable pieces became crucial. Because
of this, one has to compose every isolated pieces to build the expected sys-
tem. Thus, composition is a mechanism used in many different domains
developed from scratch through custom composition operators. There-
fore, nowadays composition use-cases are developed in isolation from
each other and do not reuse common mechanisms nor common abstrac-
tions. Do these composition mechanisms and operators can be shared
and reused across (other) domains? Is there any common abstractions
behind the composition in itself? This Ph.D. thesis, started in 2016, ex-
plores different composition examples, taken from real-life use-cases, to
explore these questions.

1 Introduction

Ultra large-scale systems are the new de-facto standard for software develop-
pers [3]. Those systems are so complex that the need to focus on specific parts
becomes crucial. When facing such complexity, the approach remains the same:
one has to cut a large problem into smaller ones until each sub-problem is known
to be solvable. Then, one has to compose every sub-solution to obtain the com-
plete, full and sound problem solution. Even though the composition paradigm
is used in many different domains, this composition process is developed and
implemented each time in a domain-specific way.

2 Background and Challenges

In order to stress out the scaling issues that the composition faces, we draw a
parallel between composition and cloud computing. In cloud computing, a sys-
tem must scale according to two dimensions: horizontally and vertically. The
ability of a system to accept new machines to face and absorb a large set of
client-requests is called the horizontal scaling. The vertical scaling is the abil-
ity to make a specific machine grow (in terms of memory, processing power,
or space disk) to locally absorb a peak of load without interfering with other
parts of the system. With respect to composition paradigm, horizontal scaling
represents the ability to support the definition of new composition operators



in many different domains. Composition vertical scaling is represented by the
ability for a application domain to reuse pre-defined abstractions, speeding up
its development.

Two different approaches exist to support the implementation of software
composition operators: a generic one, and domain-specific solutions. Both ap-
proaches do not scale for different reasons.

On one hand, the generic approach scales horizontally: by definition every
domain can adopt it. However, it does not scale vertically since it usually involves
non-polynomial algorithms that do not scale given the size of current real-life
industrial use cases. For example, any model can be represented as a graph.
When composing two models (i.e merging two graphs), one must check if there
are identical nodes between the two input models. Checking if a model (i.e. a
graph) is a subset of another one, is a sub-graph isomorphism problem, triggering
scalability issue related to the model size.

On the other hand, a domain-specific solution uses tailored-made or heuristic
based algorithms [5], [2] to scale vertically. When using such a solution, adding
a new domain is not possible, and reuse is not common, thus this approach does
not scale horizontally in terms of development and maintenance costs.

To quickly integrate composition operators of new domains, we need to heav-
ily reuse previous efforts and share common composition-based components.
Thus, we need to support domain-specific composition operators that scales in
terms of development cost and response time (c1); and to be able to ease the
addition of new application domains without interfering with other composition
use-cases (¢2). In the next section we will present two domains that use com-
position mechanisms. We will show the commonalities that can emerge when
studying composition.

3 Explored Application Domains

M4S (for Modeling for Scaling) is a research project that aims at maintaining an
international network of experts, from different communities, working with or
defining software composition operators. In this section, we take two domains,
part of the outcome of the M4S project: (i) building of artefacts in container-
based applications and (ii) interactions in anti-pattern fixes. We deliberately
took two examples as distant as possible from each other to underline that
composition operators are not domain-dependent.

Docker is the industrial de-facto standard for software and service deploy-
ment. It is a platform that allows one to ship and run a custom service through
the use of images and containers. An extension mechanism allows developers
to extend a black-box artefact from another one. Conflicts can occur with such
black-box extension, leading to anti-patterns or unexpected behaviors. For ex-
ample, a developer can install the python executable in its 3.5 version, while its
parent artefact relies on the incompatible 2.7 version. This version incompati-
bility leads the parent artefact to fail, leading to continuous deployment error.



Android is a mobile operating system that runs on more than 1.5 billion
of devices. This popularity arouses mobile-app developers attractiveness, thus
generates a growing number of Android applications with an important need
to shorten time-to-market. In this context, anti-patterns can occur and can be
harmful to the final application. Anti-patterns are bad practices that affect main-
tenance, evolution, or power-consumption of a software. They can be automat-
ically detected [4], finally producing a set of fixes to correct them. Fach fix,
correcting a specific anti-pattern, modify a portion of code. Fixes may be not
independents as multiple anti-patterns can be detected at the very same place
in the source code. In order to avoid non-deterministic correction, one needs to
detect such concurrent modifications and to analyse fixes application.

In both example depicted above, an interference detection mechanism and
a tracing system, among other things, would be useful. Both examples need to
check interferences either between software installations or anti-patterns fixes.
In case of detected conflict, a tracing system may be used to trace the original
issue, (e.g. the two Docker artefacts installing incompatible software versions).
Currently, these two needs would be implemented in isolation in two completely
different domains and no sharing nor common abstraction would have emerged.

4 A Framework Approach

We have shown that at least two common needs emerged: interference detection
and error tracing. The core idea of this Ph.D. thesis is to allow domain-experts
to share development efforts by formally defining abstract components they can
reuse, aligned to common needs in composition domain. This contribution targets
developers of systems using composition operators (e.g. Docker or Android) and
not the final user (i.e. developer actually using Docker or Android application).

The examples of composition given in the previous section are fully domain-
specific, all the operations and abstractions are strongly linked to the targeted
domain. In the given examples, interference detection and tracing system would
be two domain-agnostic reusable off-the-shelf components that developers of
Docker or Android platforms could use to support their work and help them focus
on their domain of expertise (Fig.1). Such component-based approach needs to
be based on common abstractions. These abstractions should represent either a
Docker composition, an anti-pattern fixes or any other composition operator.

Docker is based on a sequence of operations that must be executed to build
and run an artefact. Fixing an anti-pattern means to apply a sequence of actions
to repair the initial source code. Thus, a common abstraction, i.e. a pivot-model,
can emerge. We propose to use action-based modeling and reasoning techniques
as pivot model. Action-based model, illustrated in Fig. 2, replaces any model (in
the broadest sense of the term) by a sequence of actions that allows one to build
it [1]. Scaling is supported, among other things, by incremental checking and
parallelization allowed by action-based reasoning. Therefore, we can abstract
docker extension mechanism and anti-patterns fixes as actions, and base the
interference and tracing operators on it.
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Fig. 1. Framework approach with reusable components
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Fig. 2. Action-Based pivot model

Such component-based approach will allow one that wants to work with

composition (e.g. developers of Docker or Android platforms) to easily reuse
previous work. Thus, this approach match the horizontal and vertical scaling
requirements. Because action-based model is known to scale well [1], using it as
pivot-model will also support the vertical scaling requirement.
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