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Fault Diagnosis and Fault-Tolerant Control of an Octorotor UAV using motors speeds measurements
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This paper presents an active fault-tolerant control strategy (AFTCS) for an octorotor unmanned aerial vehicle (UAV) regarding several motors failures or rotors damages. A complete AFTC architecture including error detection, fault isolation and system recovery is presented. The diagnosis system is based on the motors speeds and currents measurements. Once the motor failure or the rotor loss is diagnosed, a recovery algorithm is applied. It uses the pseudo-inverse control allocation approach to redistribute the control efforts among the healthy actuators. This architecture is validated in real flights.

INTRODUCTION

The last decade has witnessed many developments in the area of rotary-wing unmanned aerial vehicles. This is due to the large number of UAVs civil applications such as surveillance, search and rescue missions, equipment monitoring and security applications. However their use is limited by different operational and technical constraints. UAVs must imperatively meet flight conditions and comply with air traffic rules like manned aircrafts. This enforces them to guarantee a certain level of technical reliability to prevent crashes in order to ensure security on the ground, and a satisfactory reliability from a behavioral standpoint to ensure the safety of other aircrafts in flight. Thus new generations of UAVs should be equipped with fault-tolerant control algorithms capable of monitoring the vehicle health and taking action when needed.

For rotary-wing UAVs, quadrotors lack available redundancy, which is critical for fault tolerance. A complete loss of a rotor for a quadrotor results in a vehicle that is not fully controllable [START_REF] Lanzon | Flight control of a quadrotor vehicle subsequent to a rotor failure[END_REF], [START_REF] Lippiello | Emergency landing for a quadrotor in case of a propeller failure: A backstepping approach[END_REF]). An obvious alternative is to consider multirotors with redundant actuators, where a full controllability of the UAV is maintained even after actuators failures. This fault tolerance justifies the additional costs and complexity in designing systems with hardware redundancy. Only few theoretical works have recently studied the faulttolerant control problem of hexarotors vehicles under actuators failures [START_REF] Schneider | Fault-tolerant control allocation for multirotor helicopters using parametric programming[END_REF], [START_REF] Du | Controllability analysis and degraded control for a class of hexacopters subject to rotor failures[END_REF]). The control allocation is the fault-tolerant control technique that was the most used for octorotors. In [START_REF] Marks | Control allocation for fault tolerant control of a vtol octorotor[END_REF]), the authors proposed the use of a redistributed pseudo-inverse method of control reallocation for the fault-tolerant control of a star-shaped octorotor UAV. This method allocates the controller commands to the actuators while avoiding actuator saturation. A dynamic control allocation method is developed in [START_REF] Merheb | Active fault tolerant control of octorotor uav using dynamic control allocation[END_REF]), for an octorotor, combined with a sliding mode observer for fault diagnosis purpose. Whenever a fault or a total failure of a rotor is detected, the gain vector of the dynamic control allocator is updated resulting in the redistribution of the control effort. The works in [START_REF] Alwi | Fault tolerant control of an octorotor using lpv based sliding mode control allocation[END_REF], [START_REF] Alwi | Sliding mode faulttolerant control of an octorotor using linear parameter varying-based schemes[END_REF]) present fault-tolerant control schemes based on linear parameter varying system representation and utilize a combination of sliding-mode ideas and control allocation in order to take full advantage of the available redundant rotors in the octorotor configuration.

Only few papers about fault-tolerant control of overactuated multirotors consider the fault diagnosis in their studies [START_REF] Saied | Fault diagnosis and fault-tolerant control strategy for rotor failure in an octorotor[END_REF], Saied et al. (2015a)), as others usually assume that the faults are perfectly identified. However, this is not a realistic hypothesis since fault diagnosis is a very challenging topic, especially for systems with redundant actuators. In this paper, a complete error detection, fault diagnosis and system recovery architecture for a coaxial octorotor is presented as our main contribution. A pseudo-inverse control allocation ap-proach is applied for system recovery when one or multiple simultaneous or successive motors failures or propellers losses occur. An error detection and fault diagnosis module is proposed to reconfigure the control allocation matrix and distinguish between a motor failure and a propeller loss. This module uses the speeds and electric currents of the brushless motors measured by their electronic speed controllers.

This paper is organized as follows: Section II presents the dynamic model of the coaxial octorotor. Section III is dedicated to the detection and recovery algorithms. The results are validated with real experiments in section IV, and the paper concludes with perspectives in section V.

OCTOROTOR DYNAMICS AND CONTROL STRATEGY

The coaxial octorotor configuration presented in Fig. 1 is used as a test platform for the proposed fault-tolerant control architecture. Its dynamic equations are given by:

Ẋ(t) = f (X(t)) + g(X(t))τ (t) (1) 
where

f (X(t)) =                   ẋ 0 ẏ 0 ż -g a φ c 1 qr -c 2 qΩ r a θ c 4 pr + c 5 pΩ r a ψ c 7 pq                   , g(X(t)) =                   0 0 0 0 b x 0 0 0 0 0 0 0 b y 0 0 0 0 0 0 0 b z 0 0 0 0 0 0 0 0 c 3 0 0 0 0 0 0 0 0 c 6 0 0 0 0 0 0 0 0 c 8                   (2) 
The terms in (2) are defined in (Saied et al. (2015a)). The state vector is :

X = [x ẋ y ẏ z ż φ φ θ θ ψ ψ] T . [x y z] T , [φ θ ψ]
T denote respectively the absolute position and the Euler angles of the aerial vehicle expressed in the fixed frame, and [p q r] T denote its angular velocity in the body frame. The inputs are:

τ (t) = [ u f τ φ τ θ τ ψ ] T (3) 
which represent the total thrust, roll torque, pitch torque and yaw torque respectively. The input torque and force can be related to the squared speeds ω 2 i through:

u f = F 12 + F 34 + F 56 + F 78 τ φ = (F 78 + F 56 -F 34 -F 12 ) * l * √ 2/2 τ θ = (F 34 + F 56 -F 78 -F 12 ) * l * √ 2/2 τ ψ = (τ 2 + τ 3 + τ 6 + τ 7 ) -(τ 1 + τ 4 + τ 5 + τ 8 ) (4)
The thrust and torque produced by each propeller are proportional to the square of the angular velocity:

F i = K f * ω 2 i τ i = K t * ω 2 i (5)
l is the arm length, K f and K t are the thrust and drag coefficients. The thrust produced by each pair of coaxial rotors i and j is given by:

F ij = α ij * (F i + F j ) * (1 + S s /S prop ) (6)
α ij is the coefficient of loss of aerodynamic efficiency due to the aerodynamic interference between the upper and lower rotors of each pair of coaxial rotors. S = (1 + S s /S prop ) represents the shape factor of the propellers, with S s denoting the propeller's surface and S prop the surface of the circle that the propeller would make when rotating.

The altitude and the yaw positions are controlled by a PID controller that makes use of information obtained respectively from an ultrasonic sensor and an Inertial Measurement Unit (IMU). The roll and pitch angles are controlled using saturation functions, where each state is bounded separately [START_REF] Saied | Fault diagnosis and fault-tolerant control strategy for rotor failure in an octorotor[END_REF]).

FAULT-TOLERANT CONTROL STRATEGY

The fault tolerant control architecture developed in this section is designed to accommodate multiple successive and/or simultaneous failures. It consists of three modules: a fault detection, fault isolation and recovery.

Hybrid Fault Diagnosis: Model-based Thresholding and Model-Free Classification

In this section, we propose the use of a support vector machine (SVM) classification algorithm for the fault diagnosis of the octorotor after simultaneous or successive motors failures, during hovering flights or when moving.

The data used are the information collected from the speed controllers of the motors: the motor's speed and the electrical current of each motor.

The fault diagnosis is performed in two steps. First, the motor speed is compared to the reference speed computed from the control laws outputs. If the real speed of a motor is different from its reference one for a certain period of time (to avoid false alarms in case of abrupt changes in motors speeds), the motor is said to be failed. This information is sufficient to perform the recovery, but we also use the currents as input data for an SVM block to differentiate between motor failure and propeller loss.

Motor Dynamics Modeling: The differential equations for the equivalent circuit of a dc motor can be derived using Kirchoff's voltage law around the electrical loop:

dI dt = - R L I - e L + V L (7)
where L is the motor inductance, R is the motor resistance, I is the armature current, V is the voltage input of the motor and e is the back electromotive force, which is proportional to the motor's speed ω M :

e = K v * ω M (8) K v is the back-EMF constant.
The motor speed satisfies the following differential equation:

dω M dt = K T J I - B M J ω M - T L J (9)
K T is the torque constant, J is the inertia of the rotor and the equivalent mechanical load, B is the damping coefficient associated with the mechanical rotational system of the machine, and T L is the torque of the mechanical load.

Taking the Laplace transform of each equation with zero initial conditions gives:

I(s) = -K v ω M (s) + V (s) Ls + R ω M (s) = -K T I(s) -T L (s) Js + B M (10)
When a propeller is lost, the load torque is null, and the motor speed will increase causing a decrease in the armature current (see Eq. 10). When the motor stops rotating for a given reason, i.e. ω M = 0 and e = 0, the current can be deduced from Eqs. 7 and 9 as:

I(t) = V (t)/R, which
is the maximum current flowing through the motor for a given input voltage V . However, note that to validate our fault tolerance mechanisms, we inject motor failures by forcibly annulling its voltage and consequently its current (e = 0, V = 0, ω = 0). Thus the conditions tested in our validation experiments are slightly different than those used to detect a real motor failure. Moreover, it was found in experiments that, when failed, a motor will not stop instantaneously, but after about 1.5s of the fault injection time due to its inertia. According to this, using only speed sensing, a motor failure is detected after more than 1s. However, a motor speed drop can be simply used as an indicator for a motor failure without waiting for the motor to completely stop, thus allowing to detect a motor failure in less than half a second. Note that this is only applicable when great speed motors variations are not allowed in the system's specifications. subject to the constraints: y i (ω T Φ(x i )+b) ≥ 1-ξ i and ξ i ≥ 0, i = 1, ..., n. x i is the input vector, and y i is the required classification. C is the capacity constant and ξ represents parameters for handling non separable data. The kernel Φ is used to transform data from the input to the feature space. A C-SVM algorithm from the Dlib C++ library is used with a radial basis kernel. Note that, usually, learning mechanisms are not recommended for fault tolerance components. However, the system's recovery can be triggered by fault detection using only the thresholding based on motors dynamics. The SVM is thus used to identify the failed component's part (motor or rotor) for latter possible fault handling.

Weighted Pseudo-Inverse Control Allocation

The control allocation design is often divided into several levels as shown in Fig. 2.

For an octorotor UAV, the virtual control input v of the system will be the total thrust u f and the roll, pitch and yaw moments τ φ , τ θ and τ ψ around the three axes, computed according to the control laws to make the octorotor move as desired. The real control input is the motors speeds vector. The relation between these two vectors inputs is described by the control effectiveness matrix B, which depends on the octorotor configuration and the rotors distribution. The low-level controller is the motors speed controller. In case of one or more actuators failures, the healthy actuators can be reconfigured by the control allocation system without having to change the motion controller structure and tuning.

The weighted pseudo-inverse method is often used to solve unconstrained linear control allocation problems.

Neglecting any constraints and saturations on the input, an explicit solution for the control allocation problem can be obtained from the minimization of a quadratic problem as follows: min

u J = ||W -1 u u|| s.t Bu(t) = τ (12)
and the solution is given based on a weighted pseudoinverse as follows:

u = [W B T (BW B T ) -1 ] * τ ( 13 
)
where

W = diag{w 1 • • • w 8 } represents the effectiveness matrix of the individual rotors with 0 < w i < 1. τ = [u f τ φ τ θ τ ψ ] T is the virtual control inputs vector and u = [ω 2 1 • • • ω 2 8 ]
T are the motors speeds. The fixed matrix B is defined as:

B =    t 1 • • • t 8 r 1 • • • r 8 p 1 • • • p 8 y 1 • • • y 8    (14) 
with:

t i = α ij .K f .S r i = d ri .α ij .K f .S.l. √ 2/2 p i = d pi .α ij .K f .S.l. √ 2/2 y i = d yi .K t (15)
t i , r i , p i and y i are respectively the thrust and the torques around the three axes produced by the actuator i. d ri/pi/yi is either 1 or -1 depending on whether the force created by the motor generates a positive or negative moment (see Eq. 4).

EXPERIMENTAL VALIDATION

In this section, the complete fault tolerance strategy is tested in real experiments on an octorotor UAV. Fault injection is used to simulate a motor failure, by sending commands to stop the failed motor at desired times. A propeller loss is simulated by detaching the propeller from its corresponding motor spindle before the flight.

Experimental Platform

The experimental UAV is shown in Fig. 3. It is a coaxial octorotor built at the Heudiasyc laboratory. Its parameters are given in Table I. 

K f Thrust factor 3 * 10 -5 N s 2 /

Fault Detection and Isolation

Two scenarios are presented for the validation of the proposed FDI method: The first scenario consists of two simultaneous motors failures during the flight and the second consists of a propeller loss occurring before the take-off.

The SVM algorithm is implemented online on the UAV. The initialization phase is executed just one time before the take-off and it takes a few seconds. The prediction runs at the same frequency than the control law: 100 Hz. The speed threshold is set to 1300 rpm, a value that guarantees a fast detection while avoiding wrong decisions in a nonaggressive flight.

The results of the first scenario are shown in Fig. 4, 5 and 6 where motors 6 and 2 are stopped simultaneously when the octorotor was in a hovering flight. Figure 4 shows that, when the two motors are stopped at 29.18s, the real motor speeds no longer follow their references. If the difference r ω = |ω M ref -ω M | stays above the fixed threshold for a period greater than 0.2s, a failed motor is identified and the SVM prediction phase is launched. Figure 5 shows the variations of the currents corresponding to the failed motors during the failures injection. Figure 6 shows that the SVM outputs are negative which corresponds to a motor failure. If r ω exceeds the threshold for an amount of time less than 0.2s, the system considers this discrepancy as abrupt changes caused by a sudden variation in the control law and no error is detected. The value 0.2 was empirically determined by previous experiments. Figure 6 reveals that the detection delay is 0.36s.

For the second scenario, the propeller is detached from the motor 4 spindle before the take-off. When the octorotor reaches a certain altitude, the detection module is launched at time 34.25s. Figures 7 and8 show that the motor speed is very high while the current is almost zero. Based on these two observations, the SVM output is positive in Fig. 9 corresponding to a propeller loss. More satisfying validation scenarios (such as the ejection of a propeller during flight) were not carried out due to the complexity and amount of mechanical work needed for their implementations.

The main advantage that this method offers is the possibility of detecting simultaneous faults (motor failure or propeller loss) since the state of each motor is evaluated separately from the others.

System Recovery Before injecting faults, the weighting matrix W ∈ R 8x8 is chosen as the identity matrix. Hence all the eight actuators have the same priority/expectation. The control re-allocation after the failure occurrence requires an information about this failure from the FDD module to reconfigure the weighting matrix online. Once a motor failure is detected, its corresponding weight w i is set to zero.

After reaching its hovering attitude, failures are injected on motors 4 and 8 at times t 4 =29.41s and t 8 =36.24s respectively as shown in Fig. 10. Figure 11 shows the outputs of the SVM algorithm. The first fault is injected on motor 4 at time t 4 = 29.4s and isolated at time t= 29.8s, the second fault is injected on motor 8 at time t 8 = 36.24s According to the outputs of the FDI module, the matrix W is reconfigured after 0.39s for motor 4 and 0.31s for motor 8. Figures 12 and13 show respectively the attitude and the altitude of the octorotor before, during and after the faults injection. We can see that the system takes one or two seconds to recover completely from each failure and resumes its correct behavior after that. Similarly, when considering simultaneous motors failures, according to the outputs of the FDI module (see Fig. 6), the matrix W is reconfigured after 0.36 s. Figure 14 shows the attitude of the octorotor before, during and after the simultaneous failures.

CONCLUSIONS AND PERSPECTIVES

This paper presents a complete fault-tolerant control strategy that allows a coaxial octorotor to maintain full controllability after losing one or more motors. The FDI uses a model-based analysis of the motors speeds to detect faults and identify the failed component, while a model-free classification block distinguishes between motor failure and propeller loss. The recovery is based on the pseudo-inverse control allocation approach. Experimental validations are presented with good results with successive or simultaneous motors failures.

In this paper, the same recovery strategy was used for both types of failures (motor failure or propeller loss) and the SVM algorithm was not used for the recovery of the system. In future works, we intend to study the effects of a rotating motor without propellers on the yaw torque, and consequently the effects on the applied recovery approach.
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 2 Fig. 2. System structure including control allocation our classification problem: the electrical current and the speed of the motor. • Data Acquisition: For the data acquisition phase, multiple experiments were conducted to acquire motors speeds and currents before, during and after a motor failure or a propeller loss. Data are sampled at a frequency of 100Hz. In some experiments, the octorotor was in a hovering flight and in others it was moving. Other data samples were taken from static tests on just one motor. A simulated motor failure was achieved by stopping the motor from the ground station. A simulated propeller loss was achieved by detaching the propeller from its corresponding motor spindle before the flight. • Data Processing: From the data collected on the different motors, only a set of 50 points (with 50% corresponding to a motor failure and 50% corresponding to a propeller loss) which covers the operating domain is considered. For the simulated motor failure, data is collected from the failure injection time until the time where the motor speed becomes null. • Data Training: The collected data are trained using a C-SVM classification. For this type of SVM, training involves the minimization of the error function: 1 2 ω T ω + C n
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  Fig. 3. Experimental Octorotor 4.2 Results
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 4 Fig. 4. Motors speeds and their references during hovering flight when injecting total failures simultaneously on motors 6 and 2 at time 29.18s.
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 8 Fig. 8. Current of motor 4 while spinning without blades during a hovering flight.
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 9 Fig. 9. Diagnosis block output when motor 4 is spinning without blades during a hovering flight. The diagnosis module is activated at time 34.25s and gives a correct identification of the failure.
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 10 Fig. 10. Motors speeds and their references [rpm] during hovering flight when injecting total failures on motors 4 and 8. and isolated at time t= 36.55s.According to the outputs of the FDI module, the matrix W is reconfigured after 0.39s for motor 4 and 0.31s for motor 8. Figures12 and 13show respectively the attitude and the altitude of the octorotor before, during and after the faults injection. We can see that the system takes one or two seconds to recover completely from each failure and resumes its correct behavior after that. Similarly, when considering simultaneous motors failures, according to the outputs of the FDI module (see Fig.6), the matrix W is reconfigured after 0.36 s. Figure14shows the attitude of the octorotor before, during and after the simultaneous failures.
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 11 Fig. 11. Diagnosis block output after injecting total failures on motors 4 and 8.
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 12 Fig. 12. Euler angles [deg] after injecting total failures on motors 4 and 8.

Fig. 13 .

 13 Fig. 13. Altitude [m] after injecting total failures on motors 4 and 8.

Table 1 :

 1 The model's parameters

			rad 2
	Kt	drag factor	7 * 10 -7 N m/rad 2
	m	mass of the vehicle	1.6 kg
	l	length of the arm	0.23 m
	Ixx, Iyy	Inertia	4.2 * 10 -2 Kg.m 2
	Izz	Inertia	7.5 * 10 -2 Kg.m 2
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