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approach to select the "Just secure enough".

INTRODUCTION

Industrial control system (ICS) encompasses several types of control systems, including supervisory control and data acquisition (SCADA) systems, distributed control systems (DCS), and other systems such as Programmable Logic Controllers (PLC). ICS are typically used in industries (electrical, water, oil and gas, chemical, transportation, pharmaceutical, paper, food and beverage manufacturing).

Most ICS in use today were developed years ago, designed to meet performance, reliability, safety, and flexibility requirements. In most cases they were physically isolated from outside networks and based on proprietary hardware, software, and communication protocols. The need for cyber security measures within these systems has not been anticipated.

Cyber security attacks have now become a common occurrence and pose a global problem. Cyber criminals are targeting individuals as well as corporations with more frequent, more sophisticated, and more coordinated assaults.

In the case of Stuxnet, a very sophisticated worm designed to attack specific industrial Programmable Logic Controllers a number of Iran's nuclear centrifuges have been reportedly ruined. In 2010, this worm was the first discovered malware that targeted and damaged industrial systems [1].

Thus such attacks created precedence in industrial world and relevant countermeasures to apply on industrial products needed to be defined.

II. CHOOSING A STRATEGY FOR PROTECTION

A. The Secure Development Lifecycle process

Based on leading SDL expertise [START_REF] Howard | The Security Development Lifecycle: SDL (Developer Best Practices)[END_REF], a Secure Development Lifecycle process has been defined, with phases comprising tasks that are required to develop securely.

Secure coding, also called Defense programming, is one of the main activities from the Implementation phase that will be the focus here.

B. Approach for secure software

Our approach in the Implementation phase is composed of several steps. To start with, the relevant means for Secure coding have to be selected (coding rule set, tooling). The second step is to check the source code for conformance by manual code review as well as by application of Static code analysis tooling. Also detection of vulnerabilities in open source code is taken into account. The last step is to collect metrics from the previous activities and provide an up-to-date security dashboard in order to continuously measure and improve the source code quality.

III. SECURE CODING AS POWERFUL MEANS

Secure Coding relates to the Implement phase, when the source code is being written. It is the crucial moment where you need to fix as much as possible potential vulnerabilities in your source code. The SEI Secure Coding Initiative staff has observed, through an analysis of thousands of vulnerability reports that most vulnerabilities stem from a relatively small number of common programming errors [START_REF]The Secure Coding Initiative[END_REF].

According to the U.S. Department of Homeland Security report (2011), software vulnerability categories for ICS are 47% Improper Input Validation and 8% Indicator of Poor code Quality [4]. Then, more than 50% of such vulnerabilities can be addressed by secure coding. The goal of the SEI Secure Coding Initiative is to reduce the number of vulnerabilities to a level that can be fully mitigated in operational environments by preventing coding errors or discovering and eliminating security flaws during implementation and testing [START_REF]The Secure Coding Initiative[END_REF].

Securing your source code may have different objectives depending on your security requirements like needs for confidentiality, integrity and availability as well as how your product is exposed to external environments.

IV. DEFINITION OF A CODING RULES REFERENTIAL

A. Identify criteria

The first essential step is to identify the security needs of your teams by doing internal surveys with help of checklists. This will help you to define the necessary criteria for the selection of the relevant rules or recommendations. Criteria are related to project needs based on the CIA triad (Confidentiality, Integrity and Availability) and project environment like how the source code is built (Operating System, programming language, use of external components…).

B. Collect best practices and recommendations

The second step is to investigate internal existing best practices as well as recommendations and rules from well known standards. They might differ from each programming language but some rules are higher level and can be applicable to all languages. Security coding rules are related to domains like buffer overflow, user input validation, memory management, concurrency, etc… Known standards like CERT, OWASP or Microsoft need to be thoroughly analyzed. These standards help in identifying the relevant categories of vulnerabilities in the domains mentioned above

[5] [6] [7].

C. Identify verification tools

In parallel, verification tools have to be investigated and configured specifically in order to evaluate their ability to detect the maximum rules. These tools can be static analyzers or security specific tools.

Static code analyzers are tools that can be used very early in the coding phase, since they are designed to analyze statically the source code, i.e.: not running. These tools need to provide configurations that allow verifying the rules from the standards. Some provide means to write our own specific configurations. Some also provide integration into the developer's IDE, which is wished in order to fix the flaws as soon as code is written.

V. SELECTION OF RELEVANT CODING RULES

Once you have identified the relevant rules, you need to classify each rule according to the previously defined criteria. This is a tedious work that is necessary to allow to extract the relevant dedicated subset of rules to be applied in order to protect your source code for the "just enough".

In order to help in choosing the adequate rules, an internal tool has been developed, allowing a user to obtain the personalized set of rules after selecting the criteria of a project. The resulting set of rules is saved as a file that can be further used as a reminder, for manual code review and as an input for a verification tool selected for the project.

Developers' teams need to be trained for direct use and offer internal support. This is a tailored approach to each project, balancing the project needs and their maturity in secure coding. It can be necessary to convince the project team about the severity of some detected issues or help to reach the learning curve by increasing iteratively the volume and categories of rules.

VI. VERIFICATION OF THE SOURCE CODE

Secure coding can only be achieved if the good application of the coding rules is verified. Thus, dedicated verification means have to be put in place. This will spare maximum time if there is a verification tool that is able to detect that the chosen coding rules have not been properly applied.

It is recommended to have setup a continuous integration environment so as to be informed very soon whenever any new issue is detected.

However, there are some rules that cannot be fully checked by a static code analyzer, like rules more related to design than the code itself. For example, a rule aiming to check the validation of user inputs is needed to be verified by manual review as this is applicative. Moreover there are rules that have been implemented incompletely or have not been implemented yet by the tool provider.

Manual code reviewing may also be considered as it is very powerful to reveal some vulnerability that would never be detected otherwise. Thus, this step is strongly required in this approach in conjunction with static code analysis.

VII. CONCLUSION

The strategy described here allows to tailor to project needs and maturity for achieving the "just enough". As this methodology is applicable early in a product development, it enables to sanitize the source code from vulnerabilities just when starting to write it. This is an important step that minimizes critical issues before launching a product on the market.