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Abstract

Due to the enormous pressure towards deploying software as fast as possible, functional
requirements have been the main focus of software development process at the expense
of implementing non-functional requirements (NFRs) such as performance and security.
Thus, in practice, NFRs have been observed to be frequently neglected or forgotten in the
software development process. However, NFRs is an important concept in requirements
engineering which plays an essential role in the success or the failure of systems. NFRs
introduce quality characteristics, but they also represent constraints under which the
system must operate. So, the chances of success for the software system are maximized
when NFRs are modeled since the initial phases of the development process. This article
reviews the NFR concepts, relates them to the overall software development process and
identifies new areas of further work.

Keywords. Requirements engineering, Non-functional requirements, Software devel-
opment process.

1 Introduction

It is clear that the primary measure of success of a software system is the degree to which
it meets the purpose for which it was intended. In this sense, requirements engineering is
the process of discovering that purpose by identifying stakeholders and their needs. Several
definitions of requirements engineering have been proposed in the literature. The most used
one is the one proposed by [Zav97] “Requirements engineering is the branch of software en-
gineering concerned with the real-world goals for, functions of, and constraints on software
systems. It is also concerned with the relationship of these factors to precise specifications
of software behavior, and to their evolution over time and across software families”. It is
judicious to affirm that it is an attractive definition for a number of reasons, related espe-
cially to the notion of precise specifications. These last ones provide the basis for analysing
requirements, validating them, defining what designers have to build and verifying that they
have done so correctly upon delivery. Thus, requirements specification is a critical task be-
cause if we introduce mistakes , it is difficult and expensive to remove them afterwards. For
that, it is important to be interested in the way these requirements are specified. There
are two extreme ways of specifying software requirements: a complete formal specification
and an informal specification. There also exist some intermediate representations that have
shown to be useful in communication between users and specialists. In spite of it offers
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better results, formal specification has been often neglected in the literature because it is
still perceived as more difficult and expensive (time and expert person). We think that is
crucial to define the notion of formal specification in order to emphasis its importance into
the requirements engineering. Hence, we note that formal specification is the expression, in
some formal language and at some level of abstraction, of a collection of properties some
system should satisfy. Moreover, we can note that the act of formalization in itself has been
widely experienced to raise many questions and detect serious problems in original informal
formulations. According to [Lam00], a specification is formal if it is expressed in a language
made of three components: (i) rules for determining the grammatical of sentences (the syn-
tax); (ii) rules for interpreting sentences in a precise (the semantics); (iii) rules for inferring
useful information from the specification (the proof theory). It is also important to indicate
that there are different levels in the software lifecycle at which formal specification may enter
the picture: when modelling the domain, when designing a functional model for the software,
when designing the software architecture or when modifying or re-engineering the software.

Non-functional requirements is another important concept in the requirements engineering
which plays an essential role in the success or the failure of systems. The NFRs concept has
been widely studied by the community. Several definitions of NFR exists in the literature.
IEEE defines Non-Functional Requirements as “a software requirement that describes not
what the software will do, but how the software will do it, for example, software performance
requirements, software external interface requirements, design constraints, and software qual-
ity attributes”. In order to better understand the concept of NFR, [Gli07] constitutes an
excellent reference which surveys all the definitions of the NFR term in the last 20 years and
discusses all the limits of these definitions. The variety of the researches which deal with
NFRs allow us to affirm that they are now part of several requirements engineering syllabus.
Up to now, the majority of these researches have not focused on NFRs as first class require-
ments. In fact, incorporating NFRs into the different phases of the software life-cycle is a
very hard task. Researchers face many challenges including great diversity of NFRs, NFRs
subjective nature, formally specifying requirements, incorporating these requirements into
models used for specifying functional requirements and resolving conflicts among NFRs. The
latter is a very important challenge. Indeed, requirements do not manifest in isolation and
normally satisfying one NFR may affect negatively the satisfaction of another. For instance,
when we decide to use a double password to ensure security (one NFR), it can impact the
system performance (another NFR) because checking two different passwords slow down the
system. Despite this obvious importance and relevance of NFRs, NFRs are almost always
left to be verified after the implementation is finished, which means NFRs are not mapped
directly and explicitly from requirements engineering to implemetnation. This leaves software
development with potential exacerbation of the age-old problem of requirements errors that
are not detected until very late in the process. The authors of [NLC00] enumerate some of
the well-known problems of the software development due of the NFRs omission: cost and
schedule overruns, software systems discontinuation and dissatisfaction of software systems
users. For all that, it is important to affirm that NFR should affect all levels of software life
cycle and shall be identified as soon as possible and their elicitation must be accurate and
complete. In the rest of the paper, we are going to review the background information on
especially existing NFR related work at the requirements analysis and specification level, the
design level and the implementation level.
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The remainder of the paper is organized as follows. Section 2 reviews the state of the art
that handles NFRs in the areas of requirement analysis and specification. Section 3 focuses on
the design level. Section 4 concentrate on the implementation level. Section 5 highlights the
complete approaches that consider NFRs through the whole process of software development.
Finally, Section 6 draws some conclusions and highlights current limits.

2 Requirements analysis and specification level

It is clear that a current industrial practice is to specify only functional requirements at
the first levels of software development and the NFRs at the implementation level. Conse-
quently, initial levels (analysis and specification) of a software system may not reflect the
NFRs properly and may lead to a failed product. In order to resolve this problem, interna-
tional standard are recommending the consideration of NFRs during its development process,
beginning from the step in which requirements are specified in detail. Different approaches
have been proposed ranging from unstructured and informal text to highly formal mathe-
matical approaches. The approach used in each case depends on the goals of the project and
the available resources.

2.1 Informal and semi-formal approaches

The main interest of informal and semi-formal approaches is that they don’t need a high
personal expertise. Thus, it is easy to use these approaches. However, these approaches
provide very little support for system analysis; i.e. there is no certainty that the obtained
specifications are complete or no ambiguous. A survey of the literature found that most
people use informal or semi-formal approaches to specify NFRs because the formal ones are
still perceived as more difficult and expensive. In what follows, we present some informal
and semi-formal methods presented in the literature to analyze and specify both NFRs and
functional requirements.

The NFR Framework [CNYM00] is the most popular work in this topic. It treats NFRs
as soft goals (goals that are hard to express) to be addressed during the development process.
NFRs, design decisions and their relations are captured in a goal graph where the nodes are
either NFRs or design decisions. Goals in NFR Framework can be refined into detailed con-
crete goals. NFR Framework makes the relationships between NFRs and intended decisions
explicit. This helps better understand the impact of every design decision; i.e. typically one
design decision may impact multiple NFRs positively or negatively. The main interest of this
framework is that it can reused by other models to handle NFRs. For instance, [KDO07]
presents a systematic and precisely semi-formal model that extends the taxonomy of the
NFR Framework by integrating the concept of ”hard goals NFRs” within the requirements
engineering process. This model details the sequence of systematic activities towards an
early consideration of identifying, specifying and separating FRs and NFRs: (i) requirements
elicitation that aims to discover the requirements for the system; (ii) analysis and crosscut-
ting realization; (iii) composing requirements that integrate identified crosscuttings (both
functional and non-functional) with the use-case model and the domain model.

In [KK99], the authors present a new informal procedure for requirements engineers to
elicit requirements specification with its evaluation of stakeholders. Since many kinds of
stakeholders participate in one system development, some stakeholder requirements conflict
with others. To coordinate the requirements among stakeholders or to find a trade-off, cri-
teria shared by the stakeholders are required. [KK99] affirm that NFRs can play this role
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because they influence the concerns of most of stakeholders. Hence, NFRs are used for check-
ing stakeholders satisfaction. With this procedure, stakeholder-dissatisfaction can be reduced
and new possibilities to satisfy or dissatisfy other stakeholders can be found. The outputs
of this procedure are the refined specifications written in a sequence diagram and evaluation
tables which are used to store the evaluations of each stakeholder. The rows in an evaluation
table correspond to requirements types. The columns of the table correspond to the kinds of
stakeholders. Each cell in the table shows a stakeholders evaluation by the type of require-
ment. Each cell is labeled by three attributes: a reference of a refined specification, a score
and the content of the evaluation. We think that the notation of this procedure is simple
but useful for stakeholders to validate the correctness of specifications on the spot. However,
this procedure is not suitable for the cases where requirements engineers can not interactively
elicit requirements from stakeholders. We think also that priority or bias should be given to
some kind of NFRs, or to some kind of stakeholders, when a specific analysis is needed.

The quality attributes taxonomy [BKLW95] is another semi-formal work which is the
result of CMU SEI’s research work on how quality attributes impact a software architecture.
The interest of this work is that the terminology used in the taxonomy can serve as a vocabu-
lary to specify NFRs and then drive the design of the architecture. The taxonomy is divided
into four areas: performance, dependability, security, and safety. All quality attributes are
analyzed through three dimensions: concerns, factors, and methods. Firstly, concerns or
requirements are the parameters by which the attributes of a system are specified. Secondly,
factors are the properties of the system and its environment that have an impact on the con-
cerns. Factors might not be independent and might have cause/effect relationships. Thirdly,
methods specify how to address the concerns.

The quality attributes taxonomy has inspired many other works. For instance, [DKKP03]
presents a semi-formal approach for eliciting and documenting efficiency requirements (a type
of NFRs) with use cases and a high-level architecture. This approach uses quality attributes
and also quality models to capture general knowledge on NFRs, while specific NFRs are
captured in a template. The interest of this approach is that it uses a generalized meta-
model and a quality model that can then be used for other NFRs.

Agile development methods are often criticized for not having explicit practices for elic-
iting NFRs [PEM03]. However, [HJWM06] discuss an agile approach to address the speci-
fication and testing of performance which is an important type of NFRs. Thus, [HJWM06]
proposes an evolutionary model called software performance requirements evolution model
PREM). Using the model as a guideline, a development team can identify and specify per-
formance requirements incrementally, starting with casual descriptions, and refine them to a
desired level of detail and precision.

Misuse cases [HP05, SO05, Fir03] are other approaches, based on UML, to handle NFRs
such as security requirements. Misuse cases are the inverse of use cases and describe functions
that the system should not allow. In [HP05], the authors outline concepts for an analysis of
NFRs of a software system and develop a misuse based method for deriving detailed NFRs
but also functional requirements. The authors believe that the analysis of NFRs in terms
of assets, threats, misusers and countermeasures helps to complement software and project
requirements. The approach presented in [Fir03] differentiate between misuse cases that are
more appropriate for analyzing and specifying security threats and security use cases that
should be used to analyze and specify security requirements (see Figure 1). Misuse cases and
security use cases inherit the simplicity and popularity as well as the semantic inconsistencies
of UML.
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Figure 1: Misuse Cases and Security Use Cases [Fir03]

KAOS(Knowledge Acquisition in autOmated Specification) [Lam01, Let01] is another
semi-formal approach for eliciting, analyzing and modeling essentially functional require-
ments. KAOS requirements model is based on first-order temporal logic and it is composed
of several sub-models related through inter-model consistency rules. [Lam04] has then ex-
tended KAOS to handle NFRs such as security requirements. Thus, the author specifies
some generic specification patterns for eliciting security goals such as confidentiality, in-
tegrity, availability, privacy, authentication and non-repudiation. The general method for
elaborating KAOS security requirements [Lam04] is based on the incremental building and
specification of two concurrent models: an intentional model of the system-to-be and an inten-
tional anti-model yielding vulnerabilities and capabilities required for achieving the anti-goals
of threatening security goals from the original model. The method allows threat trees to be
derived systematically through anti-goal refinement until leaf nodes are reached that are ei-
ther attack vulnerabilities observable by the attacker or anti-requirements implementable by
this attacker. The original model is then enriched with new security requirements derived as
countermeasures to the anti-model.

2.2 Formal approaches

Formal NFRs elaboration method written in a formal language became more and more a
necessity. However, a familiar problem with formal methods in specifying such requirements
is the high cost and difficulty of using them. Researchers justify this cost by applying formal
methods only to crucial NFRs such as security requirements. Indeed, the most NFRs are
critical aspects of the system that may otherwise result in huge losses in terms of time money
and data when poorly specified. In the following, we present some research works on the
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formalization of NFRs.
Formal Design Analysis Framework (FDAF) [CDDD03] is intended to support the sys-

tematic design of a system that meets its NFRs such as performance, security, etc. A variety
of notations have already been used to describe architectures including UML (standard, for-
malized, with OCL, and extended) and formal methods to support the rigorous analysis of
a design. An overview of the FDAF is illustrated in Figure 2. In this figure, the FDAF is
represented with a cloud surrounded by the stakeholders, inputs, and outputs of the frame-
work. The stakeholders are the designers, requirements engineers, and formal methodologists
who use the framework to develop and evaluate a system design that meets its functional
and non-functional requirements. The inputs include an object-oriented design model docu-
mented in the UML notation and a requirements specification that includes the NFRs and
FRs for the system. FDAF assist the user in selecting a formal method, and translates an
extended semi-formal UML design into a formal notation. The major limit of FDAF is that
the variety of formal notations used to formalize NFRs constitute an obstacle to study the
different interactions between NFRs. Consequently, the user cannot detect conflicts between
the different types of NFRs.

Figure 2: Formal Design Analysis Framework [CDDD03]

[Aag01, Zsc04a, Zsc04b] present formal specification languages for non-functional prop-
erties of component-based systems. For instance, [Zsc04a] shows a formal specification of
timeliness properties of a component-based system, as an example for a formal approach
to specifying non-functional properties. For that, the work use extended temporal logic
of actions (TLA+) to describe the system. The logic is a temporal logic where states are
represented as values assigned to state variables. CQML(Component Quality Modeling Lan-
guage) [Aag01] is another useful specification language for components QoS properties.
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Another work of NFR formalization is [BBF+01]. It present the language NoFun (acronym
for NOn-FUNctional) which consists of three different parts. Firstly, software quality charac-
teristics and attributes are defined. Secondly, values are assigned to component quality basic
attributes. Thirdly, quality requirements can be stated over components, both context-free
and context-dependent. The language contains structuring mechanisms, type definition ele-
ments and other constructs that give an appropriate support for defining non-trivial quality
models. The work [BBF+01] studies also how these concepts can be mapped to UML using
its extension mechanisms.
Recently, [KHP+08] present a work in progress which describes the formal requirement spec-
ifications for increasing the safety and reliability of the railway system using Z notation.

3 Design level

The idea of incorporating NFRs with FRs in the design level is not new. A survey of the
different works found that most of them use UML with some extensions to add NFRs with the
functional requirements models. In the next, we are going to present the different solutions
proposed in the literature that try to consider NFRs at the design level.

[SC04] presents a use case and goal-driven approach to integrate functional requirements
and NFRs. It propose to associate the NFRs with four use case model elements: actor, use
case, actor use case association and the system boundary. Their framework specifies the
scope of each type of NFR association through the formalization of NFR scope propaga-
tion rules. This take advantage of relationships between the different elements of use case
(specialization, generalization, extends, includes). Thus, the solution proposed affirms that
NFRs can be integrated at the design level with FRs and can provide better understanding
of the requirements model. The authors of [MAB02] propose a new model which identify
all the requirements of a system and select from those the quality attributes relevant to the
application domain and stakeholders. Then, they propose a template for quality attributes
and integrate them with functional requirements using an extended use case diagram. In
the same way, [BG06] extends UML use case diagram with some notation to express func-
tional requirements, NFRs and the hazard (area that presents additional challenges to the
requirements analyst).

[CL01, NLC00] propose a new strategy that brings NFRs to object-oriented modeling
called OONFR (Object-Oriented Non Functional Requirements). This strategy uses as input
a Language Extended Lexicon of the Universe of Discourse (LEL of UofD). This latter is
composed of entries, which describe symbols of the language of the UofD, through notions
and behavioral responses. These entries can be classified as subject, verb, object, and state.
The outputs of OONFR strategy is a UML class diagram with indications of what classes,
attributes, operations and relationships are responsible for satisfying NFRs. In other words,
the class diagram has signals of what classes, attributes, operations, and relationships spe-
cialize satisfying strategies and satisfy NFRs. In summary, OONFR strategy consists of the
following activities: build the Language Extended Lexicon of Universe of Discourse-NFR
(LEL of UofD-NFR), build the scenarios and build the UML class diagram. The authors
indicate that the extension of this strategy to other UML artifacts and more automation of
the strategy can give it more importance.

Many others works have also studied the integration of NFRs at the design level. For
instance, [ZG07] propose a UML profile for modeling design decisions and an associated UML
profile for modeling NFRs in a generic way. Hence, the two UML profiles consider design
decisions and NFRs as first class elements. This relationship between design decisions and
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NFRs is modeled using specialized dependency notations in UML. [SC05] proposes an inte-
grating modeling language by extending UML with the NFR Framework [CNYM00] using
the UML Profile. Thus, they define a meta-model to represent the concepts in the NFR
Framework and they identify the extension points for integrating the two notations. [TT05]
propose a novel framework for integrating NFRs with the UML design of a software system
which can be applied during the re-engineering process of legacy systems. [XZRL05] proposes
a grouping mechanism to model NFRs in software architectures directly and explicitly. The
approach proposes a conceptual architectural design model which views the traditional archi-
tecture model for software systems as the first layer. The operations of satisfying NFRs are
represented as aspectual components in the second layer. [J0̈2] proposes UMLsec which is an
extension of UML notation. UMLsec allows to express security relevant information within
the diagrams in a system specification. UMLsec is defined in form of a UML profile using the
standard UML extension mechanisms. In particular, the associated constraints give criteria
to evaluate the security aspects of a system design, by referring to a formal semantics of a
simplified fragment of UML. [LBD02] present a modeling language, based on UML, called
SecureUML. It shows how UML can be used to specify information related to access control
in the overall design of an application and how this information can be used to automatically
generate complete access control infrastructures. [LBD02] adapt use cases to capture and
analyse security requirements. This adaptation is called an Abuse Case Model. An abuse
case is defined as a specification of a type of complete interaction between a system and one
or more actors, where the results of the interaction are harmful to the system, one of the
actors, or one of the stakeholders of the system.

4 Implementation level

A survey of the literature found that current programming languages were not designed
with NFRs. However, some works have tried to bridge this gap by proposing new program-
ming styles which process NFRs at the implementation level. In the following, we review
various policy mechanisms that can be used to implement NFRs. [Bol00] introduce a new
programming style into the existing object-oriented language Java. This new method is called
“Constraint and Object Oriented” programming style. So, [Bol00] propose to conservatively
extend object-oriented decomposition by letting it affect also operations (methods). Different
objects may support different parts of the same operation. The responsibility of defining an
operation, in terms of enabling conditions and effects on the state, is distributed over sev-
eral interacting objects, which act as constraints and express different, partial views about
the system behavior. The last revision of Ada language [FL93] is another example of new
programming style which takes account different NFRs. Firstly, timeliness requirements will
be better served by improved definitions of timeouts and a minimum run-time environment.
Secondly, dependability will be assisted by the ability to attach “watchdog” timers to code
blocks. Thirdly, security requirements are addressed by well established user authentication,
encryption and message certification technologies. Lastly, adaptability will be addressed by
the ability to change task priorities dynamically. Exception Mechanism is also another new
style programming which is supported by many current programming languages like C++
and Java. This mechanism separates the normal control flow from the exceptional control
flow under error conditions. This separation of concerns and centralized exception handling
reduce the complexity of programming. Thus, exception mechanism can be viewed as a spe-
cial form of policy because it provides a mechanism to specify the policies about how to
handle faults.
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They are also another type of solution proposed by many works that combines rule based
techniques and object oriented programming. For example, [Ahm97] present a new language,
called R++ rules, which is an extension to C++. R++ rules are triggered automatically
upon relevant data change. One important contribution of R++ is that it introduced rule as
member of class. R++ Rules are introduced as a natural extension to object-oriented classes,
they support inheritance, overriding, and visibility rules. ILOG JRules is another language
presented in [Ilo02]. It directly use the Java objects. Jrules are organized into groups called
packets. “Packet” is represented as a property of a rule. This language supports temporal
reasoning: the “wait” statement is used in the condition part of a rule. Thus, the “wait”
statement allows to test if conditions become valid during a designated waiting period.

In summary, the limits of current programming languages for implementing NFRs are
well-known. In order to face this problem, we think that the implementation for NFRs shall
be separated (in some cases) from the implementation for the functional requirements. We
think also that a strong traceability between NFRs and functional requirements can address
this problem.

5 Complete approaches

All the above approaches present the way NFRs can be handled within a specific step of the
software development process. However, some other approaches cover the whole development
process, as presenting in the next.

[BL03] propose a model called FRIDA (From RequIrements to Design using Aspects) in
which the key objective is to guide the developer through the basic phases of the software
life cycle. FRIDA determine a way to elicit and model separately both functional and non-
functional requirements. In order to achieve that, the FRIDA model is founded on the
aspect-oriented software development. Aspects are a complementary manner to describe
NFRs. In FRIDA, each NFR is represented with one or more aspects and is not restricted to
a single level. Functional requirements are restricted to class hierarchies. Checklists are used
to refine NFRs at early-stages of the development life cycle. The FRIDA model considers
that the identification and resolution of conflicts is as important as the elicitation of NFRs
at the early stages of the software development life cycle. For that, FRIDA use a conflicts
matrix to automate this process whenever possible. The UML notation and extensions of
it are used to determine this model and allow the modeling of both objects and aspects
involved in the system. The aspect extraction and the visual modeling of aspects are very
important for FRIDA because they allow the creation of models that can be reused in the
future. Moreover, connections between diagrams that belong to distinct phases of software
development allow a high level of traceability.

[LYL+05] define a coherent goal-driven process applicable at the requirements level as
well as the implementation level. This process (called reuse process) uses an asset library
to find quality characteristics and apply them to a software functional description. [LYL+05]
shows that it is possible to store qualities, retrieve them for reuse, specialize them for different
contexts and integrate them with functional descriptions.

The B method [Abr96] is a full formal method which uses set theory notations to specify,
design and implement software systems. The most important feature provided by the B
method is its ability to stepwise refine specifications. Refinement is a process that transforms
an abstract and non-deterministic specification into a concrete and deterministic system
that preserves the functionality of the original specification. A key merit of this refinement
mechanism is the ability to preserve already proven system properties in higher level models.
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Proof obligation are generated from B models. They guarantee correctness and effectiveness
of the system development. The B method is supported by tools that guide the developer
through the basic phases of the software life cycle. Recently, [HBEE08] present a work in
progress using the B method to handle NFRs. It proposes a formal approach that derives
design specifications from a set of security requirements modeled using an extension of KAOS
for security. The approach provides a secure software engineering methodology that effectively
integrates KAOS security extension. It is characterized by the ability to formally build a
complete, consistent and clear requirements model with the B method. Figure 3 shows the
main steps of this approach.

Figure 3: Formal Derivation of Security Design Specifications [HBEE08]

The first step of the approach is to transform a KAOS security requirements model to
an abstract B model. The second step is to refine the model using B refinement mechanism
to generate design specifications and implementation. Thus, the approach shows that KAOS
could be extended with an extra step of formality in order to fully implement security re-
quirements. This extension establishes a reasonable bridge between security requirements
and design specifications. However, the approach needs to be: (i) demonstrated on a number
of different case studies; (ii) generalized to other NFRs.

[MGM03a] proposes an approach that considers security concerns (a type of NFRs) as
an integral part of the entire system development process. This approach integrates security
and systems engineering using the same concepts and notations, throughout the entire sys-
tem development process. It falls within the context of the Tropos methodology [CKM01]
that considers not only the system functional requirements but also NFRs such as security,
reliability, and performance. Tropos is based on the idea of building a model of the system
that is incrementally refined and extended from a conceptual level to executable artefacts,
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by means of a sequence of transformational steps. Tropos adopts the i* modelling frame-
work [Yu95] which uses the concepts of actors, goals, tasks, resources and social dependencies
for defining the obligations of actors (dependees) to other actors (dependers). In addition
to the graphical representation, Tropos provides a formal specification language called For-
mal Tropos [FMPT01]. It complements graphical Tropos by extending the Tropos graphical
language with a formal specification language. The language offers a textual notation for i*
models and allows the description of different elements of the specification in a first order
linear-time temporal logic inspired by KAOS [Lam01, Let01] that has formal semantics and
is amenable to formal analysis. In addition, Formal Tropos serves also to verify the model
of the system by employing formal verification techniques such as model checking to allow
for an automatic verification of the system properties. However, both Tropos and Formal
Tropos were not conceived with security on mind. [MGMP02, MGM03b] presents extensions
to the Tropos ontology to enable it modeling security issues. Concepts and notations such
as security constraint, secure entities and secure dependencies are introduced to the existing
graphical Tropos and also Formal Tropos grammar was extended to provide formalism for
our newly introduced concepts. However, this extension only apply to the first level of the
Tropos ontology.

6 Conclusion

Despite the fact that NFRs are very difficult and expensive to deal with, the increasing
software complexity and competition in the software industry has highlighted the need to
consider NFRs as an integral part of software development process. For that, many works
have studied them through the different phases of the software life cycle. Thus, this paper
shows that NFRs obviously impinge on all the software development process. However, many
problems and shortcomings still remains. Firstly, the informal treatment of NFRS since the
first levels of the development chain; i.e. the requirements analysis and specification levels.
Secondly, it seems difficult to define one method to cope with all NFRs due to their great
diversity. Finally, few research works have focused on NFRs as first class requirements in
the development process. To bridge these gaps, researchers face many challenges: (i) extend-
ing and relaxing formal methods in order to support the majority of NFRs; (ii) modeling
and analyzing functional requirements and NFRs that should be considered separately; (iii)
providing methodologies guidance through the whole development process.
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