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Abstract � Systems of systems (SoS) are large-scale
systems composed of complex systems with difficult to
predict emergent properties. One of the most significant
challenges in the engineering of such systems is how to
predict their Non-functional Properties (NFP) such as
performance and security, and more specifically, how to
model NFP when the overall system functionality is not
available. In this paper, we identify, describe and analyse
challenges to modelling and analysing the performance
and security NFP of SoS. We define an architectural
framework to SoS NFP prediction based on the modelling
of system interactions and their impacts. We adopt an
Event Driven Architecture to support this modelling, as it
allows for more realistic and flexible NFP simulation,
which enables more accurate NFP prediction. A
framework integrating the analysis of several NFP allows
for exploring the impacts of changes made to
accommodate issues on one NFP on other NFPs.

Keywords: System of system, non-functional property,
performance, security, model, analysis, prediction,
architecture, framework.

1 Introduction

 Systems of systems (SoS) are large-scale concurrent
and distributed systems that are comprised of complex
systems [19]. Several definitions of SoS have been
proposed, some of them historically reviewed in e.g. [14].
SoS are complex systems themselves, and are distributed
and characterised by interdependence, independence,
cooperation, competition, and adaptation [8].

Characteristics that have been proposed to distinguish
between complex but monolithic systems and SoS are
[27]: operational independence of the elements,
managerial independence of the elements, evolutionary
development, emergent behaviour, geographic
distribution. Other sets of characteristics of SoS, partially
overlapping, have been identified, e.g. [4]: autonomy,
belonging, connectivity, diversity, emergence.

Investigating Non-functional Properties (NFP), like
performance or security, of SoS comprise all the issues
associated with the investigation of NFP of composing
systems. Moreover, there are challenges related to the
specific nature of SoS [19], [8] [6], [24]. The

decentralised, distributed nature of SoS require an
emphasis on interface architecting to foster collaborative
functions among its composing independent systems. The
interaction between systems creates new unexpected
behaviours. Hidden failures cascade, becoming more
damaging. The loose connectivity between composing
systems runs contrary to ensuring a high performance of
the overall SoS. All these factors increase the difficulty of
analysing NFP of SoS.

One approach for the early checking of meeting
performance requirements is performance prediction
modelling. In this paper, we adopt the definition
introduced by [2]: �the process of predicting (at early
phases of the life cycle) and evaluating (at the end) based
on performance models, whether the software system
satisfies the user performance goals�. Similarly, we
require that our understanding of performance prediction
be based upon an existing performance model. Prediction
of software performance has developed from early
approaches based on abstract models to Model-Driven
Engineering (MDE) [3] based approaches. MDE is
typically applied to the development of software, but may
also be used in the configuration and deployment phases,
system execution emulation and analysis. One of the main
techniques in MDE is the use of Domain Specific
Modelling Languages (DSMLs). A DSML is defined in
this paper to be a language that offers expressive power
focused on a particular problem domain through
appropriate notation and abstractions. This provides the
specification, construction and documentation of artefacts
of a software-intensive system.

System Execution Modelling (SEM) [17], a recent
development from research into measurement-based
performance prediction, provides detailed early insight
into the performance of a system design. A SEM-based
approach supports the evaluation of overall (software)
system performance, incorporating component
interactions. These approaches are based upon simple
models of resource consumption from the component�s
�business logic� [17], [34], [15], and support detailed
performance modelling of software systems, thus enabling
predictions of performance through execution of
representative source code of behaviour and workload
models deployed upon realistic hardware testbeds. SEM
and MDE may be used in combination to support the



emulation of system components and performance
models, enabling performance data to be used to redesign
and reconfigure the system, prior to any construction of
the corresponding real system.

Identifying challenges to security engineering within SoS
is the first step in engineering security within SoS. As
highlighted by [28], a very desirable research direction
would be an integrated description and analysis method
that can express and guarantee user level security,
reliability, and timeliness properties of systems built by
integrating large application layer parts - SoS. Moreover,
systems engineering must incorporate consideration of
threats and vulnerabilities into the requirements,
architecture, and design processes; the importance and the
challenges of applying system security engineering
beyond individual systems to SoS has been recognised [9].

SoS analysis can drive changes in the composing systems
to exploit opportunities or correct problems that were not
originally anticipated. A key architectural tool may be the
use of predictive modelling and simulation to compare
architectural alternatives [21]. Approaches to modelling
and analysing system security also comprise quantitative
evaluation and prediction, using attack models, e.g. CWE
[7] and CVSS [13], and security models, e.g. Secure i*
[10] and SecureTropos [32], or UMLSec [20] and
CARiSMA [39], in addition to system models.

How could these approaches for modelling and analysing
performance and security of systems be extended in the
context of SoS? How could they be combined in a
coherent architectural framework that supports modelling
and analysing of both performance and security issues of
SoS? Such a framework would open the way to an
integrated solution for predicting other NFP of SoS, like
safety or reliability. An integrated solution would allow
exploring architecture alternatives by analysing not only
one NFP in isolation, but also the impacts of changes
made to satisfy one NFP on other NFP.

In what follows, we identify, describe and analyse
challenges to modelling and analysing performance and
security of SoS, in Section 2. From these challenges, we
deduce requirements an architectural framework for
predicting performance and security of SoS should fulfil,
in Section 3. We then define an architectural framework,
in Section 4. We conclude and indicate future work.

2 Challenges to Modelling and

Analysing NFP of SoS

NFP engineering for SoS needs to take into account the
characteristics specific to SoS, and how they impact NFP
of SoS. At a general, abstract level, these impacts on
performance and security of NFP include [37], [14]:

Operational Independence: The component systems of an
SoS may be operated separately, under different policies,
using different implementations. This can lead to potential

incompatibilities and conflicts between the security or the
performance of each system, including different
requirements, protocols, procedures, technologies and
culture. Additionally, some systems may be more
vulnerable to attacks or have less critical real-time
constraints than others, and compromise or non-fulfilment
of time constraints of such systems may lead to
compromise or non-fulfilment of constraints of the  SoS.

Managerial Independence: Component systems may be
managed by completely different organisations, each with
their own agenda. Activities of one system may produce
difficulties for the security or performance of another
system. What rights should one system have to specify the
security or performance of another system for SoS
activities and independent activities? How can systems
protect themselves within the SoS from other component
systems and from SoS emerging activities?

Evolutionary Development: An SoS typically evolves over
time. Therefore, the security mitigations and performance
optimisations in place for an evolving SoS will be difficult
to completely specify at design time, and will need to
evolve as the SoS evolves.

Emergent Behaviour: SoS are typically characterised by
emerging or non-localised behaviours and functions that
occur after the SoS has been deployed. These could
clearly introduce security and performance issues for the
SoS or for its component systems. Who should respond
and where are responses needed?

Geographic Distribution: An SoS is often geographically
dispersed, which may cause difficulties in trying to secure
the SoS as a whole if national regulations differ or in
ensuring performance requirements are met due to
numerous and long paths of interaction.

NFP are often taken into account only at the end of the
development life-cycle of a system. Consequently, any a
posteriori modification is expensive. That is why, they
must be taken into account as soon as possible and
designed-in rather than relying on hardening of systems
post implementation [23], [26]. But how can security and
performance be integrated into the SoS architecture [5]?
How to represent the SoS in a form that enables detailed
analysis, especially when full details of the component
systems may not be readily available? A key architectural
tool in this respect may be the use of predictive modelling
and simulation to compare architectural alternatives. In
any process for improving a SoS, alternative architectures
would need to be carefully considered and modelled to
ensure the SoS is not compromised or undesirable
emergent behaviours result. Moreover, the SoS may not
be responsive to a single analysis. Should, therefore, SoS
analysis be incremental and the SoS should be available
for testing almost on a continuous basis [21]?

Interdependency analysis is concerned with examining the
possible cumulative effects of a single security or



performance incident on multiple systems. Such cascading
failures or bottlenecks could result in a complete blackout.
Hence, it is important to identify them before they happen
[29]. How to identify threats that may appear insignificant
when examining only first-order dependencies between
composing systems of a SoS, but may have potentially
significant impact if one assesses multi-order
dependencies [25]? How can such an approach be
integrated in a SoS risk assessment methodology [12]?

Designing SoS needs to be addressed different from the
traditional process of stove-piped systems [11]. Which
would be the best suited process for architecting SoS?
Should it be iterative, agile, or model-based, etc? How
does the type of dependencies (strong, loose) between the
development of SoS and that of its constituent systems
influence the design process of the SoS?

Security of SoS that have strong real-time constraints
needs that devices properly mutually authenticate
themselves to prevent insertion of malicious devices or
messages in case of attacks like man-in-the middle. The
main challenge in the design and implementation is to
retain the temporal properties of a real-time system. Any
additional and unpredictable delay is critical for the
communication and consequently for the access control
and traffic separation based on the time-triggered protocol
[36]. Of course, the authentication case can be generalised
to other security mechanisms that may introduce delays in
time-constrained SoS. Such cases show how assuring one
NFP may affect negatively another NFP. How to analyse
the interplay between several NFP of SoS?

Authorisation is concerned with the management and
control of the authorisation schemes used and the ability
to grant SoS authentication to interested parties [22]. In a
SoS, users with different backgrounds and requirements
should be granted accesses to different resources of each
composing system [40]. How would delegation of rights
be handled? Who would be responsible for it?

Accounting/Auditing is necessary for the record of events
and operations, and the saving of log information about
them, for SoS and fault analysis, for responsibility
delegation and transfer, and even digital forensics.
However, there is no well-defined best-practice guideline
on accounting agreed upon and adopted [40]. Where will
this information be stored and who will be responsible for
the generation and maintenance of logs [22]?

NFP metrics specific for SoS constitute another challenge.
What could be security- and performance-specific metrics
and aggregation functions for an SoS [9] [38] [18]?

What kind of data should meta-data contain? What kind of
meta-data should be legally permitted to collect and
employ? Should meta-data tags include data classification
to provide controlled access, ensure security, and protect
privacy? Should meta-data be crypto-bound to the original
data to ensure source and authenticity of contents [11]?

3 Requirements for an Architectural

Framework

From the challenges identified before, we deduce a series
of requirements which an architectural framework for
modelling and analysing NFP of SoS should fulfil:

1. Loose coupling: The systems that form an SoS are
independent, but also need to interoperate and interact.
Towards this, a mechanism that allows the description of
loosely coupled interactions is needed.

2. Interoperability of composing systems: Different
formalisms or modelling languages may be used to model
NFP prediction across the SoS. A means to interconnect
all these heterogeneous models is necessary.

3. Interaction specification: The mechanism allowing the
specification of loose interactions between composing
systems of the SoS needs to be precise enough so as to
limit the emergence of unexpected interactions to the
point that they can be analysed as part of the NFP
prediction process. This also implies that the mechanism
should allow for repeatability.

4. Time and data distribution: Because of its distributed
nature, the NFP prediction model of an SoS needs time
and data distribution mechanisms between its composing
NFP models.

5. Adaptability: Both at the composing system and the
SoS level, architectural reconfigurations within the NFP
models are necessary to analyse different architectural
alternatives. Thus, a mechanism to generate code for a
specific architectural configuration is necessary.

6. Sustainable evolution: The NFP model of an SoS needs
to accommodate for models of composing systems being
added, removed, and changed. Therefore it needs to
enable open-ended extension.

7. User interaction: The interaction specification may be
done in a repeatable, manner, or in an interactive manner,
in which the user manipulates the models at runtime.

8. Logging mechanism: To record events, operations
and NFP metrics, a logging mechanism is essential.

9. Authorisation specification: A proper authorisation
mechanism is necessary for the composing systems to
cooperate together and allow users with different
backgrounds and requirements to access different
resources of each composing system.



4 Architectural Framework for

Modelling and Analysing NFP of SoS

To address the requirements, we propose an architectural
framework for predicting in an integrated manner both
security and performance of SoS. This addresses the
challenge of analysing the interplay between several NFP.

The architectural framework addressing the requirements
defined above is presented in Figure 1, described in a
formalism inspired from UML component diagrams. To
predict the NFP of a SoS, the NFP of each of the
composing systems needs to be predicted. Therefore, for
each composing system, an NFP model is necessary. For
each of these composing NFP models a SEM approach
can be used. In addition to the composing NFP models, a
mechanism to specify the interaction of the loosely
coupled interoperable composing systems is necessary.

The NFP Models of a System (NFPMS) are integrated in
our architecture based on the Event Driven Architecture
(EDA) [30]. In an EDA, an event is immediately
disseminated to all interested parties. The interested
parties evaluate the event, and optionally take action. The
creator of the event (event generator) has no knowledge of
the event�s subsequent processing, or of the interested
parties (event sink). This makes EDA an extremely
loosely coupled and highly distributed architecture. After
an event has been triggered, a notification is produced and
propagated to an event processing engine. The engine may
order events according to priority criteria, or may do other
processing specified in the activity associated with the
event. Next, it publishes the notification on the event
channel, which propagates it to all interested parties. The
event sinks detect it and decide whether to consume it.

In addition to addressing the loose coupling requirement,
EDA also addresses the sustainable evolution requirement.
Since the EDA event generator knows nothing about the
event sinks, this enables an open-ended extension
approach, in which event generators do not need to be

modified to include new event sinks. The EDA event
channel can be enhanced with a time and data distribution
management bus. Such a bus, as long as it is independent
of technologies used to describe NFP models, and is
distributed, enables the interoperability of the NFPMS.

The NFPMS may be thought of as a component that
provides an interface, and may use other interfaces, cf.
Figure 1. It is described using a specific formalism.
Independent of this formalism, we model the interactions
with NFPMSs of other systems using event generators and
sinks. The event generators of an NFPMS produce
notifications that are sent to an Event Processing Engine,
which orders them in a queue using priority criteria. The
engine processes the first event, and executes its
associated activity. It publishes the event notification on
the Event Channel., which may use different patterns,
such as Reactor or Proactor [35], and propagates the event
notification to all interested parties. The event sinks of all
other NFPMS detect it and may decide on an action.
Event generators and sinks are introduced in the NFPMS
in ways specific to their NFP modelling formalism.

The events generated by all NFPMS are stored by the
logging component. These events, together with
associated meta-data are used to compute measurements
of performance and security of component systems and of
the SoS. These measurements can be aggregated into
more complex ones, serving as the basis for the analysis
and the prediction of SoS NFP. Therefore, the logging
component is essential for collecting all these measures. 

We advance a Scenario DSML. It is built on top of the
SoS NFP prediction architecture framework, containing
concepts specific to EDA, and thus generic with respect to
the composing NFPMS. It is used to describe interactions
between NFPMS. It is presented in more detail in Section
4.1. The Scenario DSML uses MDE and code generation
techniques to facilitate adaptability. For example, from
the scenario model, code can be generated to different
middleware implementations of the event channel or bus,
which addresses the adaptability requirement.

Illustration 1: Architectural Framework for NFP Prediction of Systems of Systems



4.1 Scenario DSML

The Scenario DSML meta-model is presented in Figure 2.
Most of its concepts are generic, related to EDA, and
independent of the domain of the NFPMS. We introduce
three groups of concepts, related to modelling events,
publishing policies and security policies.

Modelling events are detailed in the following. The Event
concept has several Conditions that have to be met in
order for the event to be triggered. Conditions can be of
different types, either referring to the data that is
exchanged between events -
ExchangedDataTypeCondition, or to the time when an
event is triggered - TimeCondition. Once the event has
been triggered, Actions can be performed. These can be
one time actions, or IterativeActions, in which case a
frequency defining the iteration and an offCondition need
to be indicated.

Publishing policy entities are needed to indicate how the
messages are routed between Units, (EventToUnitPolicy,
EventToEventPolicy), or between Units inside the SEM of
a composing unit and other SEMs (SemPolicy) or SEM
components (SemComponentPolicy).

Security policies form the basis of several security
formalisms like OrBAC [1]. The entities we introduce in
the Scenario DSML are based on the meta-model
introduced by [31]. An Action may have several
SecurityPolicies, which contain several Rules and
Parameters. A SecurityPolicy is of a certain type,
PolicyType, and the same is true for Rules, which have a
RuleType, and Elements, which have an ElementType.
This meta-model allows defining security policies. This
answers the authorisation specification requirement we
have identified in Section 3.

From the Scenario DSML meta-model, using MDE meta-
tools like Eclipse Modeling Framework (EMF) and
Graphical Modeling Framework (GMF), a graphical editor
can be generated, with which a Scenario model can be
described. From such a Scenario model, code, e.g. in C++,
can be generated, with a model-to-text transformation
written in e.g. Eclipse Xpand. The MDE meta-tools allow
the rapid generation of tools associated with the Scenario
DSML. This facilitates the evolution of the Scenario
DSML, changes in its meta-model being rapidly and semi-

automatically propagated in its associated tools. Model-to-
text transformations allow generating code for several
middleware platforms. This enables a dynamic
architecture at the SoS level, ensuring the adaptability of
our architectural framework for NFP prediction of SoS.

4.2 Architecture Framework for NFP Modelling and

Analysing of Standalone Systems

For completeness, we include here a discussion on NFP
analysis and prediction process for a standalone system.
For modelling the composing systems, DSMLs like
PICML [16] - for modelling the architecture; for
modelling behaviour - CBML [15] can be used. For
modelling performance workload, DSMLs like WML [15]
or MARTE [33] could be used. To model system security,
DSMLs and tools like Secure i* [10] and SecureTropos
[32], or UMLSec [20] and CARiSMA [39] could be used.
For attack models, dictionaries and tools like CWE [7]
and CVSS [13] could be used.

The SEM obtained after the modelling phase, including
the architectural structure and behaviour, weaved with the
NFPMS, is deployed on a hardware testbed to be
simulated and analysed. The SEM models how the system
is predicted to execute in a generic situation. Scenarios are
used to analyse the system performance and security
under various constraints, describing data ow� into the
system from external sources. The SEM, together with
scenarios and information to the platforms on which the
SEM will be deployed can be combined in various
possible experiments. An experimental plan chooses from
the different available alternatives for deploying the SEM
on available hardware. Executing the SEM code within its
indicated deployment produces execution traces and basic
metrics about the system NFP.

5 Conclusions and Future Work

In this paper, we have identified, described and analysed
challenges to modelling and analysing Non-functional
Properties (NFP) of Systems of Systems (SoS), focusing
on security and performance. We proposed an integrated
architectural framework to iteratively analyse alternatives
of the SoS architecture by executing predictive NFP
System Execution Models (SEM). To describe these NFP
models, we proposed the use of Model Driven

Illustration 2: Meta-model of the Scenario DSML



Engineering DSML families from which middleware-
specific code can be generated. To describe the
interactions between the NFP SEM, we proposed an
Event Driven Architecture and a Scenario DSML. The
process used in this framework is an iteratively, model-
based one. While this architectural framework answers
most challenges and requirements, there are still some
challenges that have not been answered. A mechanism for
interdependency analysis of multi-order dependencies
needs to be integrated. What type of meta-data can and is
legally permitted to collect is still an open question.
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