Amina Kemmar 
email: kemmami@yahoo.fr
  
Yahia Lebbah 
email: ylebbah@yahoo.fr
  
Samir Loudni 
email: samir.loudni@unicaen.fr
  
Mohammed Ouali 
email: mohammed.ouali@univ-oran.dz
  
Lower and upper queries for graph-mining ⋆

Canonical encoding is one of the key operations required by subgraph mining algorithms for candidates generation. They enable to query the exact number of frequent subgraphs. Existing approaches make use of canonical encodings with an exponential time complexity. As a consequence, mining all frequent patterns for large graphs is computationally expensive. In this paper, we propose to relax the canonicity property, leading to two encodings, lower and upper encodings, with a polynomial time complexity, allowing to tightly enclose the exact set of frequent subgraphs. These two encodings allow two kinds of queries, lower and upper queries, to get respectively a subset and a superset of frequent patterns. Lower and upper encodings have been integrated in Gaston. Experiments performed on large and dense synthetic graphs show that, these two encodings are very effective compared to Gaston and gSpan, while on large real world sparse graphs they remain very competitive.

Introduction

Frequent subgraph pattern mining is one of the most well-studied problems in the graph mining domain. It concerns the discovery of subgraph patterns that occur frequently in a collection of graphs or in a single large graph. This problem arises in many data mining tasks that include: chemoinformatics [START_REF] Poezevara | Extracting and summarizing the frequent emerging graph patterns from a dataset of graphs[END_REF] and computational biology [START_REF] Huan | Comparing graph representations of protein structure for mining family-specific residue-based packing motifs[END_REF], to name but a few. In [START_REF] Kuznetsov | Learning closed sets of labeled graphs for chemical applications[END_REF], an approach based on closed graphs is proposed, to predict biological activity of chemical compounds. Closed sets of graphs allow one to adapt standard approaches from applied lattice theory and Formal Concept Analysis to graph mining. An other approach is proposed in [START_REF] Blinova | Toxicology analysis by means of the jsm-method[END_REF], where graphs are represented by (multi)sets of standard subgraphs representing substructures which are biologically meaningful, given by domain expert. In this paper, we consider a database of graphs, where each graph represents a transaction.

There are two general approaches used to solve the frequent subgraph pattern mining problem. The first approach, represented by [START_REF] Inokuchi | An apriori-based algorithm for mining frequent substructures from graph data[END_REF][START_REF] Kuramochi | Frequent subgraph discovery[END_REF], extends the Aprioribased candidate generation approach [START_REF] Agrawal | Fast algorithms for mining association rules in large databases[END_REF] to graph pattern mining. The second approach, represented by [START_REF] Borgelt | Mining molecular fragments: Finding relevant substructures of of ICDM '02[END_REF][START_REF] Huan | Efficient mining of frequent subgraphs in the presence of isomorphism[END_REF][START_REF] Nijssen | The gaston tool for frequent subgraph mining[END_REF][START_REF] Yan | gspan: Graph-based substructure pattern mining[END_REF], adopt a pattern-growth principle [START_REF] Han | Mining frequent patterns by pattern-growth: methodology and implications[END_REF] by growing patterns from a single graph directly. All these algorithms are complete: they are guaranteed to discover all frequent subgraphs.

Due to the completeness requirements, most of these algorithms need to perform graph isomorphism operations in order to check whether two subgraphs are identical or not in the candidate generation. This problem is equivalent to compare canonical encodings [START_REF] Fortin | The graph isomorphism problem[END_REF] of graphs. Even though these two problems are not known to be either in P or in NP-complete, in practice however, most existing canonical encodings have complexities which are of exponential nature. As a consequence, many existing complete algorithms impose strong limitations on the types of graph datasets that can be mined in a reasonable amount of time, as those derived from chemical compounds [START_REF] Borgelt | Mining molecular fragments: Finding relevant substructures of of ICDM '02[END_REF][START_REF] Huan | Efficient mining of frequent subgraphs in the presence of isomorphism[END_REF][START_REF] Inokuchi | An apriori-based algorithm for mining frequent substructures from graph data[END_REF][START_REF] Poezevara | Extracting and summarizing the frequent emerging graph patterns from a dataset of graphs[END_REF][START_REF] Yan | gspan: Graph-based substructure pattern mining[END_REF]: graphs that are sparse, contain small frequent subgraphs, and have very few vertex and edge labels. For large and dense graphs that contain frequent cyclic subgraphs, mining the complete set of frequent patterns is computationally expensive, since numerous subgraph isomorphisms are performed, making these algorithms not effective.

To overcome these limitations, we propose in this paper a relaxation of the canonicity property, leading to two encodings, lower and upper encodings, with a polynomial time complexity. The two encodings have been integrated in Gaston, leading to two approximate algorithms, called Gaston-Low and Gaston-Up. Because of its incomplete nature, the number of patterns discovered by Gaston-Low (resp. Gaston-Up) is a lower (resp. upper) bound of the exact number of frequent graphs. Thus, these two encodings allow one to enclose the number of frequent graphs generated by a canonical encoding. The lower and upper encodings allow two kinds of queries: lower and upper queries. The lower query uses the lower encoding and enables to get a subset of frequent patterns. And the upper query uses the upper encoding and enables to get a superset of frequent patterns.

Experiments performed on synthetic and real world datasets show that, on large and dense graphs, Gaston-Low and Gaston-Up are very effective compared to Gaston and gSpan, while on large real-life sparse graphs it remains very competitive.

This paper is organized as follows. Section 2 introduces preliminaries on graph mining. Section 3 reviews some canonical encodings. Section 4 motivates our proposals. Section 5 explains our two encodings. Section 6 is devoted to experimentations. Finally, we conclude and draw some perspectives.

Preliminaries

In this section we briefly review some basic concepts and fix the notations.

A labelled graph can be represented by a 4-tuple, G = (V, E, L, l), where V is a finite set of vertices, E ⊂ V × V is a set of edges, L is a set of labels, and l : V ∪ E → L is a function assigning a label to every element of V ∪ E.

A dense graph is a graph in which the number of edges is close to the maximal number of edges. The graph density D is defined as:

D = 2|E|/(|V |(|V | -1)). (|V |(|V | -1)/2
) is the number of edges in a complete graph. Clearly, the given formula of D computes the proximity of the number of edges to the maximum number of edges. A graph is cyclic if it has many cycles. As the number of cycles increases, the number of edges increases, and then the density of the graph increases too.

Let

G 1 = (V 1 , E 1 ) and G 2 = (V 2 , E
2 ) be two undirected graphs.

-G 1 and G 2 are isomorphic if there is a bijection function

f : V 1 → V 2 satis- fying: (i) ∀ u ∈ V 1 , l G1 (u) = l G2 (f (u)), (ii) ∀ {u, v} ∈ E(G 1 ), {f (u), f (v)} ∈ E(G 2 ), and (iii) ∀ {u, v} ∈ E(G 1 ) l G1 ({u, v}) = l G2 ({f (u), f (v)}). -G 2 is a subgraph of G 1 , iff V 2 ⊂ V 1 , and E 2 ⊂ E 1 ∧(∀{v 1 , v 2 } ∈ E 2 ⇒ v1 ∈ V 2 and v 2 ∈ V 2 ). -G 1 is subgraph isomorphic to G 2 , denoted G 1 ⊆ G 2 , if G 1 is isomorphic to a subgraph of G 2 .
Deciding whether a graph is subgraph isomorphic to another graph is NP-complete [START_REF] Read | The graph isomorphism disease[END_REF].

An encoding function is a function that assigns to a given graph a code (i.e. a sequence of bits, a string, or a sequence of numbers).

Definition 1 (Canonical encoding). The encoding function φ is canonical when for any two graphs

G 1 , G 2 : G 1 and G 2 are isomorphic iff φ(G 1 ) = φ(G 2 ).
Given a transaction database D which contains a family of graphs. The fre-

quency of a graph G in D is defined by f req(G, D) = #{G D ∈ D | G ⊆ G D }.
The support of a graph is defined by

support(G, D) = f req(G, D) |D|
Let s min be some predefined minimum support. The Frequent Subgraph Discovery Problem F SDP consists in finding connected undirected graphs G ′ that are subgraphs of at least (s min × |D|) graphs of D:

F SDP (D, s min ) = {G ′ |support(G ′ , D) ≥ s min }.
The query F SDP query(D, s min , φ) consists in finding graphs F SDP (D, s min ) by using some encoding function φ.

Generally, we can distinguish between the algorithms for computing frequent subgraphs according to the way the three following problems are handled:

1. Candidates generation problem: The candidates are initialized with frequent edges (1-candidates). The k-candidates (i.e., having k edges) are generated, by adding one edge to each (k -1)-candidate. This process can be done with a breadth-first strategy as well as a depth-first strategy. 2. Subgraph encoding problem: A canonical encoding is assigned to each generated graph. Verifying that the candidate is new, consists in checking that its encoding does not belong to the encodings of the generated candidates. This paper contributes in this step (see section 5).

Frequency computation problem:

Once a new candidate is generated, we have to compute its frequency. It can be achieved by finding all the transactions of the database that contain this new candidate.

Canonical encoding

Developing algorithms that can efficiently compute the canonical encoding is critical to ensure the scalability to very large and dense graph datasets. It is not proven if the canonical encoding of graphs is in the class of NP-complete problems, nor in polynomial class [START_REF] Fortin | The graph isomorphism problem[END_REF].

The encoding function of the FSG algorithm [START_REF] Kuramochi | Frequent subgraph discovery[END_REF] is based on exploring the adjacency matrices of the considered graph. To get the canonical encoding, gSpan algorithm [START_REF] Yan | gspan: Graph-based substructure pattern mining[END_REF] performs various DFS searches on the graph. In [START_REF] Nijssen | The gaston tool for frequent subgraph mining[END_REF], the authors have proposed an efficient miner algorithm in which they used an appropriate canonical encoding for the three graph structures: paths, trees and cycles. Paths and trees are encoded efficiently in polynomial time. But for cyclic graphs, the encoding is of exponential nature. As pointed out in [START_REF] Nijssen | Mining Structured Data[END_REF], the more there are cycles in the graph, the more its encoding is expensive. In fact, for cyclic graphs, the complexity of the encoding in Gaston is O(|C|(2|C|)!|V ||E| |C| ), where E represents the number of edges in the cyclic graph, |C] is the minimal number of edges to remove to obtain a spanning tree. Clearly, |C| is strongly related to the number of cycles in the graph.

So, to overcome this limitation, we propose in this paper two efficient encodings for cyclic graphs: lower-encoding and upper-encoding (see section 5). Lower-encoding allows one to generate a significant subset of the frequent cyclic graphs, whereas the upper-encoding allows one to generate all frequent graphs with duplicates. Roughly speaking, these two encodings define an interval enclosing the exact frequent graphs. The following section shows the effectiveness of our approach for dense graph datasets.

Motivating example

Let us consider the graph database shown in Figure 1. When executing the state of the art Gaston miner [START_REF] Nijssen | The gaston tool for frequent subgraph mining[END_REF] to extract all subgraphs with a support s min = 50%, it takes 10 minutes, and the number of frequent cyclic graphs found is 1, 334, 095, which is very considerable compared to the size of the database. This is essentially due to the canonical encoding which is expensive for these graphs. Our main idea is to use a non-canonical encodings, called lower and upper encodings, to enclose the complete frequent subgraphs, whilst ensuring reasonable computing times. Applying our lower and upper encodings on the example of Figure 1 gives rise to the following results: (i) the lower query enables to generate 1, 309, 066 cyclic graphs in 1.1 minutes. Moreover, the percentage of missed frequent cyclic subgraphs is about 1.87%, which remains reasonably small compared to the saved CPU time, (ii) the upper query allows one to generate 1, 468, 364 subgraphs in 2.43 minutes. 

1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 (G1) 3 v0 2 v1 2 v2 4 v3 1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 (G2) 3 v0 2 v1 2 v2 4 v3 1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 (G3) 3 v0 2 v1 2 v2 4 v3 1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 (G4)
Fig. 1. An example of a dense graph transaction database

Lower and upper queries

Due to the incomplete nature of the lower encoding, the number of discovered frequent graphs is a lower bound of the exact number of frequent graphs, and the converse for the upper encoding. These two encodings allow two kinds of queries on the transaction database: the lower query and the upper query.

A lower-bounding graph encoding and the lower query Definition 2 (Lower Encoding).

Let φ L be an encoding function. φ L is lower if the following property holds:

Given two graphs G 1 and G 2 , if G 1 and G 2 are isomorphic then φ L (G 1 ) = φ L (G 2 ).
Definition 2 establishes the main property of a lower encoding. Based on this definition, we propose an instance of a lower encoding, called Node-Seq, that fully makes use of different invariants (i.e., degrees and labels). It is built by concatenating codes of all vertices of the graph, vcode(v i ), i = 1..|V |, according to a lexicographic order. Definition 3 (Node-Seq). The node sequence code of G = (V, E) is obtained by concatenating codes of all its vertices: Node-Seq(G) = ( vcode(v 1 ), ..., vcode(v |V | )), where vcode(v i ) < l vcode(v i+1 ), and the relation < l defines a lexicographic order among vertices. The vertex code is defined by vcode

(v i ) = (deg(v i ), lab(v i ), lab(e i1 ), deg(v i1 ), lab(v i1 ) , . . . , lab(e im ), deg(v im ), lab(v im ) )
, where:

-deg(v i ) is the degree of v i , -lab(e ij ), deg(v ij ), lab(v ij ) is defined as follows: lab(e ij )
is the label of the j the edge incident to v i , and m is the number of its incident edges; deg(v ij ) (resp. lab(v ij )) is the degree (resp. label) of the vertex associated to the endpoint of the edge e ij incident to v i .

Let us note that edges e ij incident to v i are ordered according to their labels. If these labels are equal, we consider the degrees and the labels of their endpoint vertices. Let be φ L some lower encoding function, and φ C a canonical encoding. The lower query F SDP query(D, s min , φ L ) computes a subset of frequent subgraphs: F SDP query(D, s min , φ L ) ⊆ F SDP query(D, s min , φ C ).

1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 Node-Seq(SG1) = Node-Seq(SG2) = (2, 1, 1, 2, 1, 1, 3, 1)(2, 1, 1, 2, 1, 1, 3, 1)(2, 1, 1, 2, 1, 1, 3, 1) (2, 1, 1, 2, 1, 1, 3, 1)(3, 1, 2, 1, 1, 2, 1, 1, 3, 1)(3, 1, 2, 1, 1, 2, 1, 1, 3, 1) (SG1) 1 v4 1 v5 1 v9 1 v8 1 v7 1 v6 (SG2) vi ∈ SG1 vi ∈ SG2 vcode(vi) v4 v4 (2, 1, 1, 2, 1, 1, 3, 1) v5 v6 (2, 1, 1, 2, 1, 1, 3, 1) v6 v5 (3, 1, 2, 1, 1, 2, 1, 1, 3, 1) v7 v8 (3, 1, 2, 1, 1, 2, 1, 1, 3, 1) v8 v7 (2, 1, 1, 2, 1, 1, 3, 1) v9 v9 (2, 1, 1, 2, 1, 1, 3, 1)

An upper-bounding graph encoding and the upper query

Definition 4 (Upper Encoding). Let φ U be an encoding function. φ U is upper if the following property holds: Given two graphs

G 1 and G 2 , if G 1 and G 2 are not isomorphic then φ U (G 1 ) = φ U (G 2 ).
We propose an upper encoding function which is inspired from the lower encoding, in three steps:

1. Let n be the number of vertices of the considered graph G(V, E) to encode.

We associate to each vertex vi a code lst(v i ) containing respectively, its degree, its label, and a sorted list of degrees and labels of its incident vertices. Then, the n vertices are sorted according to their codes lst(v i ), i = 1..n. Following the given order, the first vertex receives identifier 1, the second vertex identifier 2, and so on until the last vertex which receives the identifier n. 2. Each vertex v i is represented with the following code vcode(v i ) = (Id(v i ), lab(v i ), lab(e i1 ), Id(v i1 ) , . . . , lab(e im ), Id(v im ) ), where:

-Id(v i ) is the identifier of v i , generated in the previous step, -lab(e ij ) is the label of the j the edge incident to v i , and m is the number of its incident edges, -The incident edges e ij , i = 1..m are ordered according to their labels and degrees. 3. Finally, the upper encoding, called ID-Seq , is built by concatenating codes of all vertices of the graph, according to the order found in the first step. Sketch of the proof: This upper encoding uses the identifiers of the vertices, which allows one to encode the topological structure of the graph. That is why we can not find two non isomorphic graphs with the same ID-Seq. The proof of the complexity is the same as the one given for Node-Seq encoding except that we should take additionally into account the first step. For each vertex v i , the sorting operation to generate lst(v i ) requires O(m log(m)). The complexity of the first step is n m log(m), which is the additional processing time compared to the complexity of the lower encoding Node-Seq.

Since assigning identifiers to vertices may be done in different ways, two isomorphic graphs can be explored multiple times giving rise to different ID-Seq encodings. Thus, the way the vertices are ordered and then numbered, is essential to avoid duplicates. Our vertices ordering seems a good compromise in our experimentations. But, if we want a canonical encoding, we should explore all of the orderings, which is clearly of exponential nature.

Let be φ U some upper encoding function, and φ C a canonical encoding. As stated for the lower encoding functions, the upper query F SDP query(D, s min , φ U ) computes a superset of frequent subgraphs:

F SDP query(D, s min , φ C ) ⊆ F SDP query(D, s min , φ U ).

Experimental evaluation

In this section, we study the performance of the proposed encodings. We used both real and synthetic datasets. For comparison, we considered two algorithms, gSpan and Gaston.

We have integrated our lower and upper encodings in the Gaston algorithm to encode cyclic graphs through Gaston-Low1 and Gaston-Up respectively. Gaston-Low enables to compute a lower query with Node-Seq encoding, whereas Gaston-Up an upper query with ID-Seq encoding. First, we generated a series of synthetic graph datasets with different settings of parameters of our graph generator DenseGraphGen. We study the influence of different parameters (density, frequency and the number of edge and node labels) on the performances of our encodings on synthetic datasets and we compare our results with those obtained by Gaston and gSpan (Section 6.1). Second, we compare the results of the four algorithms on real datasets (Section 6.2).

For each experiment, we report the CPU time (in seconds), the number of frequent cyclic graphs and their densities. For all experiments, we impose a time limit of 3, 600 seconds. When an algorithm cannot complete the extraction within the time limit, it will be indicated by the symbol (-) in the table. All experiments were conducted on 2.50GHz Intel core i5-321M machines with 8GB main memory, running the Linux operating system.

Performances evaluation on synthetic datasets

The synthetic datasets are generated using our graph generator DenseGraphGen. The datasets are obtained as follows: First, we generate a dense graph G D to guarantee that potentially frequent subgraphs are enough dense. We generated a series of graph datasets using different graph kernels (with different densities: |E| is varying). Such a choice enables us to obtain increasing cyclic graphs in each dataset. Their main characteristics are given in Table 1. From table 2, we can draw the following remarks. First, for small values of the density, Gaston-Low, Gaston-Up and Gaston perform quite similarly both in terms of runtime and number of frequent cyclic subgraphs discovered. Second, runtime (s) # cyclic Gr. GD. Name Gaston-Low Gaston Gaston-Up gSpan Gaston-Low Gaston Gaston-Up cyclic0 0.24 0.2 0. gSpan is not competitive, even for very low densities. Third, for high values of the density (≥ 0.44), the difference in performance between Gaston-Low, Gaston-Up and Gaston widens considerably: Gaston-Low (resp. Gaston-Up) is up to 5 (resp. 4) times faster than Gaston. Moreover, the percentage of frequent cyclic subgraphs omitted by Gaston-Low is very negligible. For all datasets, Gaston-Low finds at least 99.82% of all frequent cyclic subgraphs. For the cyclic7 dataset, Gaston is not able to complete the extraction of all frequent subgraphs in one hour. Indeed, with the increase of density value, the search space of graph isomorphism for the candidate generation and the running time increases drastically and Gaston spends more time to encode these cyclic graphs. This is not the case for Gaston-Low, which requires less time thanks to its polynomial time encoding. For Gaston-Up, the number of frequent cyclic graphs is the same for all datasets, except for cyclic4 and cyclic5 for which the percentage of duplicates is at most 0.2%. From these results, the two encodings succeeded to enclose tightly the exact number of subgraphs within a very competitive runtime.

Influence of the density

6.1.2 Influence of the support threshold Table 3 shows the results obtained by the three algorithms on the dataset cyclic5 with values of s min ranging from 100% to 40%. The results of gSpan are not reported since it fails to complete the extraction of all frequent subgraphs in the time limit. As we can see, as s min decreases, the running time of Gaston increases drastically and becomes prohibitively expensive below a certain threshold, while Gaston-Low remains effective: it outperforms Gaston by a factor from 2 to 3. Moreover, Gaston-Low finds a significant number of frequent cyclic subgraphs with a percentage of missed subgraphs of at most 0.17%. For Gaston-Up, the upper encoding generates more graphs than Gaston, particularly for small values of s min . However, Gaston-Up takes less time than Gaston thanks to its polynomial time encoding.

6.1.3 Influence of the number of edge and node labels For these series of experiments, we considered the same number of labels for nodes and edges, given by the parameter |L|. Table 4 shows the results obtained by the three runtime (s) # cyclic Gr. smin(%) Gaston-Low Gaston Gaston-Up Gaston-Low Gaston Gaston- From the results of Table 4, we can observe three interesting points. First, as |L| increases, the overall running time of the three algorithms decreases. Indeed, the higher this value, the less the number of isomorphisms are performed, leading to fast candidate generation. Second, compared with Gaston, Gaston-Low performs faster. For |L| ≥ 10, Gaston-Low finds the exact number of frequent cyclic subgraphs and it is up to 5 orders of magnitude faster than Gaston. For |L| = 5, Gaston cannot complete the extraction of all frequent subgraphs in the time limit (i.e. one hour), while Gaston-Low finds a great number of frequent cyclic subgraphs in a reasonable amount of time. Third, again, Gaston-Up clearly outperforms Gaston. Moreover, it finds the exact number of frequent cyclic subgraphs, except for cyclic6-L3 where the percentage of duplicates is at most 4%.

-L2 - - - - - - cyclic6-L1 - - - - - - Table 4.

Real world datasets

To study the behaviour of our encoding on datasets which are not dense and contain a few number of frequent cyclic graphs, we performed experiments on real world datasets coming from the biological domain encoding Table 5 shows the runtime and the number of frequent patterns found by the four algorithms for different datasets. We also report for each algorithm, the size of the largest frequent patterns obtained (number of its edges) and the number of its occurrence (in parenthesis). Comparing the relative performance of Gaston-Low and Gaston on the NCI datasets, we can see that overall, they perform quite similarly in terms of runtime even on large datasets (i.e. NCI-2DA99 and NCI-aug00-2D). Moreover, the percentage of patterns missed by Gaston-Low remains reasonably low, except for NCI-Open dataset where this percentage is about 23%. Even though Gaston-Low is incomplete, the size of the greatest subgraph is practically the same than the one found by Gaston. Despite the great number of duplicates generated, Gaston-Up remains comparable with Gaston-Low and Gaston in terms of runtime. Finally, compared to gSpan, the three other algorithms achieve better performance, with a factor from 16 to 45. The same conclusions can be drawn for DTP and PAM datasets.

Conclusion

In this paper, we have proposed a relaxation of the canonicity property, leading to lower and upper encodings, giving rise to lower and upper queries, for the frequent subgraph discovery problem. Our encodings can be achieved in a polynomial time complexity. The two encodings have been integrated in the state of the art Gaston miner. Experiments we performed on synthetic databases as well as on a real world dataset from the biological domain show that our lower encoding is very effective on dense graphs: the lower query is able to extract a larger number of frequent cyclic subgraphs in a reasonable amount of time, while Gaston needs much more time to extract the complete set of frequent subgraphs. On the other hand, the upper query allows one to have a tight and valid approximation of the missed graphs using the upper-encoding. As future works, we intend to improve our lower and upper encodings in order to enhance their performances on non-dense graphs. We should also investigate more deeply real world datasets, in order to show the effectiveness of our approach on dense graphs.
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 2 Fig. 2. Example of two non-isomorphic graphs having the same encoding Node-Seq
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 2 ID-Seq is an upper encoding and it computes an upper bound of the exact number of frequent graphs. It can be achieved in O(n log(n) + 2n m log(m)) in the worst case, where n = |V | and m = |E|.

  Second, we generate |N | transactions. Each transaction uses G D as a kernel. Third, to make different all the transactions of the dataset, for each transaction, we add |V | nodes and |E| edges connecting randomly nodes of V with those of G D . Then, |EI| edges are added randomly between nodes of G d . Finally, |L v | and |L e | labels are chosen randomly.

  , with s min = 100%. In all of these experiments, |N | = 1, 000, |V | = 10, |EI| = 5, |Lv| = |Le| = 10.

  |N | = 1, 000, |V | = 10, |EI| = 5, and |Lv| = |Le| = 10. Performances of Gaston, gSpan, Gaston-Low and Gaston-Up on different synthetic datasets of increasing density (smin = 100%).

  Comparing the performances of Gaston, Gaston-Low and Gaston-Up on the cyclic6 dataset for different values of labels. Smin = 100%, |N | = 1, 000, |V | = 10, |E| = 5 and |EI| = 5.

  molecules. Each molecule corresponds to a graph where atoms are represented using nodes and bonds between them are represented by edges. They are obtained from different sites: (a) The National Cancer Institute (NCI); (b) Developmental Therapeutics Program (DTP); (c) The Prediction of Ames Mutagenicity(PAM) 2 . Algorithm runtime (s) # cyclic Gr. GD. Name |N | |V | |Lv| |Le| D Gaston-Low Gaston Gaston-Up gSpan Gaston-Low Gaston Gaston-Up CAN2DA99 5,210 25 82 3 0

  Comparing the performances of Gaston-Lower, Gaston-Upper, Gaston and gSpan on real world datasets for smin = 10%. |N |: number of graphs, |V |: the average number of vertices and D: the average density of the dataset.

Table 1 .

 1 Characteristics

	GD. Name cyclic0 cyclic1 cyclic2 cyclic3 cyclic4 cyclic5 cyclic6 cyclic7 cyclic8
	Avg. #edges 38	50	62	73	85	96	107	118	134
	Avg. density 0.2	0.26	0.32	0.38	0.44	0.50	0.56	0.62	0.70

of the graph datasets used for our experiments: |N | = 1, 000, |V | = 10, |EI| = 5, and |Lv| = |Le| = 10.

  Table 2 compares the performances of the four algorithms on the datasets illustrated in Table 1

Table 2 .

 2 Characteristics of the graph datasets used for our experiments:

				3 22.03	1,496	1,496	1,496
	cyclic1	1.19	0.88	1.6 117.67	10,729 10,729	10,729
	cyclic2	5.73	4.89	8.03	-	59,996 59,997	59,997
	cyclic3	13.03	13.02	18.04	-132,915 132,915 132,915
	cyclic4	58.38 115.93	80.35	-619,081 619,081 620,446
	cyclic5	122.39 387.97	168.19	-1,221,435 1,223,554 1,223,862
	cyclic6	303.46 1,516.99	409.4	-2,999,054 2,999,054 2,999,054
	cyclic7	744.19	-1,045.94	-6,928,308	-6,928,308
	cyclic8	-	-	-	-	-	-	-

Table 3 .

 3 Comparing the performances of Gaston, Gaston-Low and Gaston-Up on the cyclic5 dataset for different minimum support threshold smin.algorithms on the dataset cyclic6 with values of |L| ranging from 1 to max. |L| = max means that all node and edge labels are different.
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The implementation of Gaston-LB and Gaston-UB can be downloaded from https://sites.google.com/site/akemmar/LUmining

(a) http://cactus.nci.nih.gov/download/nci/; (b) http://dtp.nci.nih.gov/; (c) http://doc.ml.tu-berlin.de/toxbenchmark/index.html#v2
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