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We present a case study of interactive story creation, in which we applied a proof mechanism based on Linear Logic to the authoring process. After initial scenario modeling for dynamic plot generation based on planning, we used the mechanism in iterations of refinements to find possible problems within a huge possibility space of resulting discourses. We describe first results of our case study, discuss prospects and limitations and point out future work.

Introduction

In Interactive Digital Storytelling (IDS), the use of generative technologies offers to go beyond linear or branched stories. It helps to achieve higher degrees of variability in responses to user interactions, for example by dynamically influencing the sequencing of events or actions. However, generative technologies also raise new challenges for story creators. Authors not only have to conceive stories in novel nonlinear ways, they also need to adapt story ideas to technological concepts underlying the used IDS systems. Mostly, abstract models of storyworlds need to be created, describing dynamic behavior through rule-like formulas to be processed by story and behavior engines [START_REF] Spierling | Adding Aspects of "Implicit Creation" to the Authoring Process in Interactive Storytelling[END_REF].

On top of abstraction, another authoring challenge is that generative processes possibly create huge amounts of different plot results that are difficult to anticipate. Therefore, authoring tasks need to follow iterative cycles [START_REF] Swartjes | Iterative Authoring Using Story Generation Feedback: Debugging or Co-creation?[END_REF] [START_REF] Pizzi | From Debugging to Authoring: Adapting Productivity Tools to Narrative Content Description[END_REF]. Starting out from adding content and rules, it is then necessary to test their outcome, try to find flaws, suggest possible improvements and start again by adding or modifying elements and rules. In the following, we refer to this iterative problem solving as 'debugging'. During debugging a complex generative storyworld, 'manual' methods of testing and keeping an overview can easily reach their limits. As solutions to this problem, automatic methods have been proposed [START_REF] Dang | Modeling of Interactive Storytelling and Validation of Scenario by Means of Linear Logic[END_REF] [START_REF] Kim | Supporting plan authoring and analysis[END_REF]. Using our automatic proof approach proposed in [START_REF] Dang | Modeling of Interactive Storytelling and Validation of Scenario by Means of Linear Logic[END_REF], we undertook a case study to explore prospects and limitations of using such a proving tool within a concrete authoring process. The employed approach is based on Linear Logic and able to perform a so-called validation of a scenario. While it is still the responsibility of authors to look for shortcomings in the entertainment value and experiential qualities, we expect that the method provides automatic help in finding specific technical flaws, such as dead ends within marginal but possible courses of events.

In the following, we describe the first results of our case study, discuss prospects and limitations and point out future work. Thereby we bridge technical offerings with motivations of authors. We describe the initial creation of content, followed by its step-by-step transformation into representations interpretable by Linear Logic. Finally, we discuss the results of the performed proving process with our tool and its use for authors.

We use the following technical terms:

 A discourse is an ordered sequence of actions/events that is a possible unfolding of a story. One storyworld can be the base to let generate various discourses.  A scenario is a set of all the possible discourses for a story. If we change anything in the storyworld then we will receive a new scenario.  The goal of a story is the authors' desired ending. There may be one or multiple goal state(s) and each goal state corresponds with one desired possible ending.

Related Work

Our case study explores the use of automatic logical proofs in authoring. The case has been built upon an example story, which we initially created as educational material for introducing authors to the concepts of planning [START_REF] Hoffmann | A Practical Approach to Introduce Story Designers to Planning[END_REF]. AI-based Planning -as described by Russell and Norvig [START_REF] Russell | Artificial Intelligence -A Modern Approach[END_REF] or LaValle [START_REF] Lavalle | Planning Algorithms[END_REF] -is a prevalent method researched in IDS for drama management, such as by [START_REF] Charles | Planning Formalisms and Authoring in Interactive Storytelling[END_REF] [21] [START_REF] Pizzi | From Debugging to Authoring: Adapting Productivity Tools to Narrative Content Description[END_REF] [16] [START_REF] Skorupski | Storyboard authoring of plan-based interactive dramas[END_REF]. The role of Planning in IDS applications "is to define the actions or events that must occur during the story so that the world changes from its initial state to some goal state" [START_REF] Barros | Planning algorithms for interactive storytelling[END_REF]. This also means that planners create the order of actions dynamically. Enabling 'debugging' can be considered a main requirement for IDS authoring tools [START_REF] Medler | Scribe: A Tool for Authoring Event Driven Interactive Drama[END_REF]. There exist a couple of systems and tools in the context of generative IDS designed directly or indirectly with this purpose. The Virtual Storyteller system [START_REF] Swartjes | Iterative Authoring Using Story Generation Feedback: Debugging or Co-creation?[END_REF] lets explore debugging as an active part of 'co-creation' during the creative authoring process, in which the generative outcome may influence the authorial intent. Hence it reduces tensions between authorial intent and the partially uncontrollable outcome of story generation. The Emo-Emma authoring tool [START_REF] Pizzi | From Debugging to Authoring: Adapting Productivity Tools to Narrative Content Description[END_REF] allows authors to step-by-step choose among possible unfoldings of plans, visualized as a tree graph. Enigma [START_REF] Kriegel | An Authoring Tool for an Emergent Narrative Storytelling System[END_REF] is the conceptual design of an authoring tool that solves the problem of authoring emergent narratives by letting planning-based virtual actors learn during a rehearsal mode. In that mode authors can watch and modify the outcome directly. Both previous examples are more focused on the manual testing of single discourses.

In [START_REF] Vega | A petri net model for the analysis of the ordering of actions in computer games[END_REF], the use of Petri nets is proposed for game analysis and specification. It has been considered as a starting point for a game design method, to guarantee that the actions carried out by the player maintain the coherence during the game experience. KANAL [START_REF] Kim | Supporting plan authoring and analysis[END_REF] is a tool that helps authors to create sound plans by simulating them, checking for a variety of errors and allowing to see an overview of the plan steps or timelines of objects in the plan. However, it was not designed for validating interactive storyworlds.

The current state of the art shows that the problem of managing and validating a scenario has not been efficiently handled yet, although it has been considered as important. Our goal is to offer authors an automatically generated list of all possible discourses in a scenario, (almost) complete necessary statistical information, as well as some suggestions to repair unwanted errors. We believe that our approach -in spite of some limitations -supports authors to achieve well designed results, by letting them validate scenarios more quickly and easily than with manual testing.

Case Study and its Initial Authoring Process

Our case study began with the creation of a simple story named 'Harold in Trouble' (explained below). We explored the transformation process of the first linear draft into a story model suitable for AI-based planning, in particular based on the STRIPS approach [START_REF] Fikes | STRIPS: A new approach to the application of theorem proving to problem solving[END_REF]. In order to illustrate the dynamic plot generation offered by planning, we created a physical card game based on the model to be used as a paper prototype [START_REF] Hoffmann | A Practical Approach to Introduce Story Designers to Planning[END_REF]. The story was further test-implemented with an authoring tool equipped with planning software1 [START_REF] Pizzi | From Debugging to Authoring: Adapting Productivity Tools to Narrative Content Description[END_REF]. We expected a greater degree of non-linearity and variation within the conceived content due to the software's replanning possibilities.

The cards were helpful as a first paper prototype in the creation process as well as a didactic method to explain the planner's search process [START_REF] Hoffmann | A Practical Approach to Introduce Story Designers to Planning[END_REF] to be understood by novice authors. However, this method soon met natural limitations once the story reached a certain complexity. The planning-based authoring tool [START_REF] Pizzi | From Debugging to Authoring: Adapting Productivity Tools to Narrative Content Description[END_REF] then allowed to dynamically visualize more possible variations within our created story domain. However, authors still had to manually click through these dynamically created trees of possibilities, for example if we wanted to detect unwanted dead ends within some possible paths. Therefore, we further explored means to create semi-automatic answers to such questions of consistency within complex storyworlds. We translated the material into a Linear Logic representation, to then test the story structure with the SV Tool, our proof software based on Linear Logic. This translation and the verification will be shown in the next sections.

The conception and creation process of the 'Harold in Trouble' story consisted of several steps and is in detail described in [START_REF] Hoffmann | A Practical Approach to Introduce Story Designers to Planning[END_REF]. Here, only a brief summary is given:  The first written story outline consisted of scenes, characters, their goals and actions. Our story resembles a simple 'James Bond' plot in a comedy genre, in which the criminal super brain 'Silvertoe' blackmails the world. The comic character 'Harold' -a wannabe womanizer -is the clumsy assistant to the agent who negotiates with Silvertoe. The goal for our first implemented scene is to let Harold make Silvertoe so angry that he leaves the party during which the negotiations take place. Harold, by trying to seduce female party guests, creates chaotic chain reactions that influence Silvertoe's mood negatively.  The first step to remodel the linear outline as a planning domain was to extract possible meaningful actions and events from the draft. We identified two abstract actions at a high hierarchical level (subsuming other concrete actions) to achieve the intended story experience: 'seducing' and 'creating havoc'. This abstraction allowed for ramifications of actions that were not necessarily linear.  Further, it was required to describe factual statements that are possible in the storyworld. Story-relevant variable attributes have been identified that would serve as such 'propositions', for example 'Cigarette is lit'. The most important emotional states in our story are the increasing anger levels of Silvertoe.  Then, a strict order in our designed actions has been partially abandoned in that we described for each action under which circumstances ('preconditions') it can occur and how it changes the storyworld (its 'effects'). For author-intended action chains and connections we had to imply partial orders just by the design of these conditions. Table 1 in section 4 shows how the action 'Harold lights cigarette with a match' is described with a set of preconditions and matching effects.

In the planning jargon, the elements to be described by authors are the following: o Propositions (facts): elementary and changeable situations in the storyworld, for example: 'The cigarette is lit'. o Operators (actions): possibly modify the validity of facts and hereby change the state of the world, for example: 'To light a cigarette'. o Preconditions declare under which conditions a certain action is allowed to be performed. Example precondition for 'To light a cigarette': 'The cigarette is not lit'. o Effects declare which facts are added to or deleted from the world state after the action is executed. For example, the action 'To light a cigarette' adds the fact 'The cigarette is lit' and deletes the fact 'The cigarette is not lit'. o Initial state and goal state(s): The initial state is described by facts that are already in the world when the story begins. One or more goal states are described by facts that have to be in the world to let the story end. With this information, a planner can generate sequences of actions. The process has two steps: 1) Depending on the current world state, find possible actions, and 2) if multiple actions are possible, choose the 'best' action. The choice of this 'best' next action is determined by a quality function, which is currently not described here.

After these primary steps, the first version of the paper prototype has been created as a card game (described in detail in [START_REF] Hoffmann | A Practical Approach to Introduce Story Designers to Planning[END_REF]). For testing outcomes, action cards can be played after valid comparison of their preconditions with the current world state, which is then influenced by the action's effects by adding or removing proposition cards to/from the table. If more than one card can be played at once, the card game players have to decide which one would be the 'best' fitting. This process simulates the use of a quality function in a fully fledged software planner.

The design of prototypes and their testing -whether by cards or by software -is a crucial task in authoring after an initial design of a storyworld, which is not less important. During many iterations we need to keep an overview of the final outcome regarding consistency. Most importantly, we need to identify unwanted deadlocks, which would end a discourse without reaching any goal state. Initially, we largely underestimated the amount of possible discourses even with a small set of actions and propositions. This first became obvious by the help of the automated proof tool, described in the following chapters.

Case Study Modeling by Means of Linear Logic

Linear Logic [START_REF] Girard | Linear Logic[END_REF] is an executable formal model which considers propositions and actions/events as resources that are consumed and/or produced. It is employed to represent the validity of how resources are used when proving an assertion. Linear Logic is well suited to model the natural reasoning through the mechanism of sequent calculus introduced by Gentzen [START_REF] Indrzejczak | Jaskowski and Gentzen approaches to natural deduction and related systems[END_REF]. Besides, linguistic theory uses a subset of Linear Logic (intuitionist multiplicative and non commutative), that corresponds to Lambek calculus [START_REF] Abrusci | Non-commutative logic I: The multiplicative fragment[END_REF]. Consequently, Linear Logic provides a framework to model causality as well as resource allocation mechanisms.

In addition, the concept of linear implication in Linear Logic is also close to the logic of the concept of narrative program, which in Greimas' analysis [START_REF] Hebert | Tools for Text and Image Analysis: An Introduction to Applied Semiotics, Texto![END_REF] is an 'abstract formula' employed to express an action/event. The foregoing has inspired us to create a semantic framework of using Linear Logic to model an Interactive Storyworld and then using its reasoning to directly assist authors in managing the generated scenario. In order to reduce the complexity for readers, we do not present the complete approach, but just mention the necessary points applied within the framework of this paper (interested readers get more information in [START_REF] Champagnat | Scenario building based on formal methods and adaptative execution[END_REF]).

 : multiplicative conjunction (times): this connective is used to express a set of propositions.  弓: linear implication (imply): a linear implication formula is used to express the validity of transforming propositions from its left side into its right side. As a result, it is used to express an action/event in the storyworld. The transformation of an action/event from its planning representation (the action A01 in the Harold storyworld is described in Table 1 as an example) into a linear implication formula is given in Table 2. Finally, we receive the linear implication formula P01  P02  P03 弓 P01  P02  P04 which expresses the action A01 in the storyworld. The transformation for the remaining actions/events in the Harold storyworld is similar.  A sequent is composed of two parts (separated by 掬 (turnstile)): the left part includes initial proposition(s) and action(s)/event(s); the right part represents the goal of the story which includes authors' desired possibilities of ending (goal states). Proving a sequent consists in executing one of its actions/events at each step until the set of current available propositions in the left part (in the world state) contains one of the goal states in the right part of the sequent. As a proof expresses the actions/events to be executed, to reach a goal state of a sequent (may be successful or unsuccessful), it is equivalent to a discourse which is an ordered sequence of actions/events that is a possible unfolding of the story. From a sequent, we are able to build its full proof graph, therefore the sequent corresponds to a scenario which is a set of all the possible discourses for a story. For instance, the sequent P07, A04, A10, A11, A27, A28, A29 掬 P12 has the full proof graph given in Fig. 1. It expresses all the possible discourses in the scenario corresponding to this sequent, in which: P07, P10, P12, P18, P19, P37 are the propositions; P07 in the first node (in the initial state) is the initial proposition and also the current available proposition in the beginning; the propositions in the other nodes are the current available propositions (in the world state) at each step; A04, A10, A11, A27, A28, A29 are the actions/events; the sequent has one goal state including only the proposition P12; the scenario has two discourses (two proofs/branches): A10 s A28 s A27 s A04 and A11 s A29 s A27 s A04. In our case study, after modeling the storyworld (propositions, initial propositions, actions/events and goal states) by means of Linear Logic, we received a sequent which represents its corresponding scenario. The scenario is verified thanks to the proof of this Linear Logic sequent. In the next sections, we will describe in detail how Linear Logic helps authors do that.

Scenario Validation and Debugging

As mentioned before, debugging means here the process of testing a storyworld and modifying and improving it if unwanted results occur. The developed tool, called Scenario Validation Tool or short SV Tool does not make use of a potential quality function which would be used by a planning system. Therefore the collected information can be seen on a more structural level because they are not the result of a higher level decision process to pick 'best' actions during the planning.

Here we provide a selection of IDS properties and requirements that are found to be important during the authoring process and which influenced the design of the tool:

 Reachability: It has to be ensured that every situation of a story can be reached from its initial situation. If certain actions should not be reachable they would be meaningless for the story.  Deadlock free: Finding discourses that are not leading to goal states is crucial to provide stories without or at least a minimal number of deadlocks. Identifying these discourses and providing information to track the reasons is desirable.  Sequencing: The discourses should be coherent regarding the logical order of certain events. It should be verifiable whether the intended order is adhered to.  Complexity: The discourses should have a certain duration or length in terms of numbers of actions. This length, as a measure of complexity, should be verifiable.

Another interesting question is whether loops are existing in a scenario. That question concerns the action control mechanisms in Linear Logic. Indeed, there are two ways to control the execution of actions in a story: (1) an action is only executed once (it will be deleted from the list of actions just after it is executed); (2) an action may be executed many times (which needs more complex modeling). To reduce complexity, each action is deleted after its use, thus making loops impossible.

The SV Tool was tested on a reduced version of the Harold storyworld, which was composed of 24 actions, 46 propositions (8 initial propositions), and 1 goal state (including 1 goal proposition: to reach the anger level 2). The tool provides assistance for authors during the creation process of an interactive storyworld by offering a number of statistical values received after the proving process. These values can be distinguished in simple and parametrizable statistical information and direct debugging information. Here we present these statistics, give examples and explain how they helped us to improve the storyworld.

Simple Statistics

 Number and list of (un-)successful discourses (deadlocks):

All discourses can be shown and are distinguished in successful (reaching goal state(s)) and unsuccessful ones (not reaching any goal state(s)). By looking at the unsuccessful branches it is possible to start there to find deadlocks. Our example consists of 132 possible discourses of which 94 (71%) were successful and 38 (29%) were unsuccessful after the first implementation. So these 38 discourses were at first in the scope of further investigations to find possible deadlock reasons. Because the number is still high, we used more of the provided statistical information to reduce the possibilities.

 Number and list of last actions in unsuccessful discourses (deadlocks):

Taking a look at this list we found that most unsuccessful discourses were ending with action 15 ('Harold extinguishes burning poodle with floor vase') or 30 ('Poodle falls into pool'); both appeared 15 times each. They seemed to be dead ends regarding the desired goal to raise the anger level to 2. That means that these two actions are a starting point to improve the story. The simplest solution was to add the proposition 10 ('Raise Silvertoes anger by 1') to the effects of both actions.

Running the SV tool after the changes have been made showed a success, because now all discourses were leading to the desired goal.

 Number and list of longest/shortest (un-)successful discourses (deadlocks, complexity):

Because the discourse lists can be very long, they are filtered to show the shortest and longest successful/unsuccessful discourses. That way, we can identify too short successful discourses that may contain unintended shortcuts. It is also helpful to find deadlocks in very short and very long discourses, which may be a hint for flaws in the very beginning or end of discourses. Our example had 42 successful discourses with the maximal length of 11 actions and 10 with the minimum length of 9 actions. There were also 30 unsuccessful discourses with the maximal length of 8 actions and 8 with the minimal length of 7 actions. These 8 would be a good start to begin with the debugging of the storyworld. Comparing them to the beforementioned 'suspicious' actions 15 and 30 showed that they were among 6 of these 8 actions. This can be seen as a confirmation of the assumption that very short discourses would be a good starting point for flaw identification.

 Number and list of successful discourses for each goal state (reachability):

This list provides all successful discourses organized and depending on the goal state(s). It is possible to see how many and which discourses lead to a certain goal state, as well as which goal states are not reachable. In our example we had only one goal state. However, if multiple goal states exist, it is for example possible that authors want to give one certain goal state a higher probability than another. This can be checked directly to lead to modifications.  Number and list of unused propositions (reachability):

These are propositions which are not included in any action, neither in the preconditions, nor in the effects. Normally it is not intended to create propositions which are never used. This information may help to identify actions which could not be performed because of missing propositions. On the other hand, there also may be actions that do not contain appropriate propositions in the effects. In example we found a lot of them ('18 propositions among 46 propositions (39%) are not used in any action'), because we removed actions from the original card game. As a result, unused propositions were left over, because it was hard to track all spare propositions manually in the first instance. In a complex authoring process with several testing iterations, such cases are likely to happen and can be easily corrected with the help of the proof.

 Number and list of unused actions (reachability):

Unused actions do not appear in any discourse. Normally it is not intended to create actions that are never used, but it may happen during processes of redesign.

Identifying unused actions may help to find possible reasons for deadlocks (for instance). In a sophisticated storyworld, authors may have made the reaching of some propositions dependent upon certain actions, which in turn depend upon other true propositions. In our example we found 3 (13%) of the 24 actions were not used. All three of them could be identified as parts of other story chains which were previously taken out of the reduced version, so it was impossible to fulfill their preconditions. By removing them the issue was solved.

Parametrizable Statistics and Additional Debugging Information

The SV Tool also provides lists and information depending on parameters authors may enter. This way authors can search for certain aspects they are interested in to aid the debugging process and more easily identify possible reasons for flaws:

 Number and list of discourses containing certain ordered or partially ordered actions (sequencing): Authors can define a list of actions which have to appear in a certain order within the scenario, because they may want to check if the intended order of some key actions occurs in general or often enough. It is possible to define that these actions have to appear in exactly the given order or just in a partial order, meaning that an action may appear any time after the previous one. In our example we wanted to proof if and how often the action A04 ('Silvertoe notices trouble and gets angry') is happening right after A03 ('Poodle burns') because it seems to be more believable that Silvertoe gets angry right after he notices the burning poodle. The results showed that only 15 (16%) discourses of the 94 successful discourses fit the desired order, so that this point seems to be interesting for improvements.

 Number and list of (un-)successful discourses containing certain actions: It is also possible to test if certain actions appear in general in the discourses regardless of their order. On one side this is useful if authors have some key actions in mind and want to know if and how often they are happening. On the other side it is possible to take a closer look at 'suspicious' actions which may have been identified in previous proofs. In our example we wanted to know if and how often the actions A01, A02, A03 (the beginning of one story chain in which Harold accidentally enflames the poodle) are happening together with the action A08 (in which Harold does not care about the poodle and waits). The results showed that this is very likely the case, because 78 (83%) discourses of the 94 successful discourses contain all four actions, regardless of their order.

 Number and list of discourses with a certain length (complexity):

It is not only interesting to know how many and which discourses have a maximal and minimal length, but also to set a desired length and find out how many and which discourses are below or above this length. This information is useful to get an impression of the possible durations of the discourses. In our example we found that 5 actions would be an insufficient length for the discourses. Fortunately no discourse was found that consisted of 5 or less actions. Otherwise these discourses would have been a good start to look for shortcuts or deadlocks.  Suggest actions which are the possible reason for unsuccessful discourses (deadlocks): An additional feature of the SV Tool is that it suggests 'suspicious' actions which could be the reason for unsuccessful discourses. They are computed depending on their frequency of appearance in those discourses (the higher the frequency of appearance is, the more 'suspicious' is the action). Authors can take them as suggestions and starting points to identify possible flaws.

Discussion

When authors use IDS technologies generating a non-linear order of events, like it is the case in planning-based approaches, they are quickly faced with the issue of keeping an overview of the storyworld structure and the possible outcomes. In our case these outcomes are a high number of possible discourses. The given example, which only used 24 of originally 40 actions in a storyworld, resulted in 132 different discourses. This already caused problems for authors to keep an overview, so that we indeed benefited from using proof software like the SV Tool. The first question authors would have is: "Does any of the discourses reach my desired goal state(s)?" The result can lead to other questions, such as: "How many of the discourses reach the goal state(s)?" and "How can I improve the storyworld to prevent a lot of deadlocks?" The proposed SV Tool answers the first and second question. It further helps authors to answer the third one by giving hints where to start with a debugging process.

However, the software proof quickly reaches limitations if a storyworld gets too big, for example by rather unconstrained actions with few preconditions. As a consequence of the 'computational explosion', the process may take too long to wait for results. It is also possible that the resulting data is too big to be explored by authors: When we tried to prove the whole set of 40 actions in the first instance, we achieved more than 200 million possible discourses. In future work we will explore using more constrained worlds, either by more preconditions or/and by quality functions to prioritize actions. Further, also the presentation of the proof results can be enhanced by visualizations and prioritization.

Conclusion and Future Work

Debugging is one of the main requirements for IDS authoring tools. IDS authors need to specify large numbers of rules and actions, so that finding possible flaws becomes complex and support is needed. In that context, we presented a case study of an interactive story creation process that was supported by a proof mechanism based on Linear Logic. We showed how a scenario has been modeled for dynamic plot generation based on planning. We transformed it into a Linear Logic representation to be processed by our proof tool.

The results show that such a proof tool is suitable to support authors during the authoring process, namely in the debugging of a created scenario. It helps to identify deadlocks and provides hints to find the reasons for these deadlocks and other unintentional flaws, in order to be corrected in a following iteration.

To overcome the limitations regarding the size and the resulting 'computational explosion', future work will have to find ways to reduce complexity. For example, we could select a storyworld's most important key aspects, reduce it to sub-stories or let the computation stop if certain subgoals or key actions are reached. The SV Tool can further be improved to be more accessible for authors by providing graphical representations of the results and to allow them to easily modify proof parameters.

  Put the propositions in the Preconditions list in the left side of the formula; if there is (are) one (or some) proposition(s) in the Effects/Delete list that is (are) not included in the Preconditions list, continue to put it (them) in the left side of the formula; all propositions in the left side are connected by the connectives  (Note: For A01, the proposition P03 in the Effects/Delete list is included in the Preconditions list) P01  P02  P03 Copy all propositions in the left side of the formula to its right side P01  P02  P03 P01  P02  P03 Add the propositions in the Effects/Add list to the right side of the formula P01  P02  P03 P01  P02  P03  P04 Delete the propositions in the right side of the formula corresponding to the ones in the Effects/Delete list P01  P02  P03 P01  P02  P04

Fig. 1 .

 1 Fig. 1. Full proof graph of the sequent P07, A04, A10, A11, A27, A28, A29 掬 P12.

Table 1 .

 1 Example of an action and its corresponding preconditions and effects.

	Preconditions	Actions	Effects
			Add	Delete
	P01: Bored woman is present	A01: Harold lights	P04:	P03:
	P02: Woman has cigarette in hand	cigarette with a	Cigarette is lit	Cigarette is
	P03: Cigarette is not lit	match		not lit

Table 2 .

 2 Transformation of an action/event from its planning representation into Linear Logic.

EmoEmma-AuthoringTool, http://redcap.interactive-storytelling.de/authoring-tools/emo-emma
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