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Abstract: This paper presents a method for implementing a controller synthesized by PN-based SCT 
theory. Despite the great acceptance of SCT in controller design, there are problems with its practical 
implementation. Sequential Function Chart, as an international standard programming language, is used 
for implementing PN-based controllers. One problem in the implementation step is the occurrence of 
simultaneous events in mutually exclusive transitions. In SFC standards, it is possible to define a constant 
priority (e.g. left to right). A method for developing dynamic priority is presented in this research. If two 
users have requests for a common resource simultaneously, priority goes to the one that did not use the 
resource in the earlier turn. Existence of non-safe places in PN model is another problem in the 
implementation process. In this paper an alternative for this problem is also presented. Therefore, if the 
controller model becomes non-safe, it could implement using SFC. Finally the idea is demonstrated using 
an example. 

Keywords: Supervisory Controller, Sequential Function Chart (SFC), Controller Implementation, 
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1. INTRODUCTION 

Supervisory control theory (SCT), first presented by 
Ramadge and Wonham (1989), is a general theory for 
controlling Discrete Event Systems (DES) given a 
specification describing its allowed and desired behavior. The 
resulting controller, the supervisor, restricts the behavior of a 
plant as much as possible that the given specifications are 
fulfilled. This theory is based on languages and automata. 
However, the great number of states representing the 
behaviour of the system, and the lack of structure in the 
model, limits the possibility of developing an effective 
algorithm for the analysis and synthesis of real systems. For 
solving this problem, Petri-net-based approaches to 
supervisory control design have also been studied by many 
authors including: Giua and Dicesare (1991), Giua (1992, 
1996), Yamalidou et al. (1996), Holloway and Krogh (1990), 
Kumar and Holloway (1996), Moody and Antsaklis (2000), 
Uzam and Jones (2002). 

In PN-based controller synthesizes using SCT framework, the 
first step is the modelling of the plant and the specifications 
and then in the next step, synchronized composition between 
two models gets the controlled model. Generally, due to 
uncontrollable and unobservable transitions, it is necessary to 
change this synchronized model. There are many approaches 
for resolving this problem (Guia et al. 1992, Dideban and 
Alla 2005, 2008. The final model is composed of the 

supervisor and the uncontrolled model of the plant. The next 
step is implementing this controller. 

Implementation of the controller requires an appropriate 
method for developing a PLC program corresponding with 
the automaton that represents the theoretical supervisor. 
Therefore implementing the controller is a matter of 
developing an appropriate PLC program (M. 
Cantarelli(2006)). 

Programmable logic controller (PLC) is a specific application 
computer and has greatly been used in new automation 
systems. The ISO/IEC61131 (2001) standard is defined for 
PLC. Third part of this standard defines programming 
languages. Sequential Function Chart (SFC) is one of these 
languages, which is a graphical and high-level language. This 
language is inspired from PNs and seems to be the ideal 
choice for implementing controllers designed by PNs. Ladder 
Diagram (LD) is another standard language for PLC, which is 
greatly used by programmers. Conversion of Petri net model 
into LD have been addressed by Peng and Zhou (2004), 
Boucher et al. (1989), Lee G.B. and Lee J.S (1995), Jackman 
et al.(1995), Uzam et al.(1996, 1998), Zhou and Twiss 
(1998), Chirn and McFarlane (2000). However for complex 
systems this approach is not efficient and has some 
difficulties. 

Some Researches have been accomplished for converting 
PNs to SFC: Music and Matko (1998, 1999), Music et al. 



 
 

     

 

(2000, 2005), Hellgren et al.(2001, 2005), Ferrarini and 
Piroddi (2003) and Zhou et al. (1992). In Music and Matko 
(1998, 1999), Music et al. (2000), Hellgren (2001), 
simultaneous events in mutually exclusive (SEME) 
transitions, is discussed and this problem is solved by 
creating constant priority. SEME is usually used for resource 
allocation. With assigning constant priority to users, in 
simultaneous requesting of multiple users for a common 
resource, resource always is allocated to the user that has a 
higher priority. In some cases, this method is constraining 
and is not efficient. In Hellgren et al. (2005) execution modes 
of SFC are discussed and for solving SEME, IT/IA 
(Immediate Transit/ Immediate Action) mode were proposed 
but generally DT/DA (Deferred Transit/Deferred Action) 
mode is considered in PLC. In this paper, a method for 
dynamic priority assignment is presented. In this method, in 
each turn that two users have requests for a common resource 
simultaneously, priority goes to the user that did not use the 
resource in earlier turn. In other words, the priority changes 
dynamically between the users. The dynamic priority 
presented here is applicable in all of the three modes of 
execution IT/IA, IT/DA, and DT/DA, because transition 
conditions are rewrote in compositional form. Dynamic 
priority is not needed for all processes. So, simply transition 
conditions can reform to developing the constant priority. 

In previous studies, it is supposed that PNs model is safe and 
therefore direct conversing of place to step is possible 
(Hellegren et al. 2005). Another problem in PN-based 
controller implementation is non-safe places. It is possible 
that the model of the process and the specification are created 
by a safe model but when resolving the problem of forbidden 
states, sometimes the control places may become non safe. In 
PN to LD conversion approach, a counter for each non-safe 
place can be used that contains the number of tokens. But in 
accomplished researches for implementation using SFC, safe 
PN modelling was used. 

If the conversion of none-safe PN to SFC becomes possible, 
a better use of PNs potential for controller synthesizes is 
realized and the control system becomes more efficient. In 
this paper an alternative for this conversion is proposed as 
well. 

This paper is organized as following: In section 2, the 
preliminary definition about PNs and SFC is given. In 
Section 3, the SCT briefly is introduced. Controller 
implementation, dynamic priority and non-safe place 
conversion is covered in Section 4. In section 5, an example 
is presented for describing the idea of the paper. Finally, the 
paper is concluded in section 6. 

2. PRELIMINARY DEFNITION 

2.1. Petri net 

PN is a powerful graphical and mathematical tool for 
modeling and analyzing DESs. In this paper, it is supposed 
that the reader is familiar with PN (David and Alla, 2005). 

  Definition1:   A Petri Net is the 5-tuple set, given by: 

 PN = <P, T, F, W, M0> 

Where P = {p1, p2,…, p3 } is a non-empty and finite set of 
places and T = {t1, t2,…, t3 } is a nonempty and finite set of 
transitions. It is assumed that P∪T≠φ and P∩T≠ φ. F is the 
incident relation function which represents the set of directed 
arcs connecting places to transitions and vice versa. W: F→ 
Z+ is the weight function which assigns an integer number as 
weight to each arc. M0 is the initial marking of PN.  (P×T) is 
called pre(Pi×Tj) and represent the arc connected between 
place (i) and transition (j) which Place(i) is the input place of 
Transition(j). (T×P) is called pre(Ti×Pj) and represents the 
arc connecting Transition(i) to Place(j); Place(j) is the output 
place of Transition(i). 

2.2. Sequential Function Chart 

SFC is one of the standard programming languages for PLC 
(ISO/IEC (2001)). This language is similar to GRAFCET 
(David and Alla, 1995) and was inspired from PN. In this 
language, a process is divided into separate parts, which 
execute sequentially to execution of the whole process. By 
dividing the process into multiple parts, its management 
becomes easier. 

Elements of an SFC are: 

Step (S):   Initial step, Simple step, Macro step 

Transition (T): Simple, Alternative Branching (OR), 
Divergence, Convergence (AND), Compositional 

Action (A): Action name, Action qualifier 

These elements are indicted in figure 1. 

 

Figure 1. SFC elements. 

 

A is a set of actions which dedicates zero, one or more actions 
to each Step. Each a∈A has an action name and an action 
qualifier. A step may have no action. The set of actions 
belongs to s∈S denoted by AC(s). S0 is the initial step.  When 
running the SFC, S0 becomes active. For each SFC there is 
just one initial Step. 

     In SFC, if input steps or the steps before a transition 
become active, this transition is enabled. If a transition has 
been enabled and its conditions are true, by the occurrence of 
the event associated with this transition, it fires. By firing a 
transition, all the input steps would become inactive and all 



 
 

     

 

the output steps would become active. By activation of a step, 
its actions would be executed.  

A transition in SFC might be one of the transitions depicted 
in Figure 2. Figure 2a represents a simple transition. Figure 
2b represents an alternative branching or “OR” transition. 
Figure 2c represents a divergence transition. In this type of 
transition, firing of T4 activates both the S7 and S8 steps. 
Figure 2d represents a convergence transition. Both S9 and 
S10 step must be activated in order to enable T5. Figure 2e 
represents compositional transition which is made up of 
divergence and convergence transitions.  

 

Figure 2. Transition types: (a) Simple, (b) alternative 
branching, (c) divergence transition, (d) convergence 
transition and (e) compositional transition. 

 

3. CONTROLLER SYNTHESIS  

Supervisory Control Theory as a general theory for the 
controller synthesizes for discrete event systems was 
introduced with the aim of restricting the behaviour of the 
system in desired framework in a maximally permissive 
manner. This theory is based on automata and due to the 
weakness of automata in modelling of complicated systems, 
this approach is not effective. PN models have received 
attention as alternative models for investigating the discrete 
event control theory (Cassandras and Lafortune, 2008) and 
many studies have been done for Petri Net based Supervisory 
Control (PNBSC). In PNBSC, the first step is modelling the 
uncontrolled plant with PN. Then supervisor controller is 
designed based on the desired specification. Synchronized 
composition between supervisor and uncontrolled model 
gives the closed loop controller.  

The next step after synthesizing final controller is 
implementing the designed controller. Nowadays PLC has a 
great use in automation systems and seems to be a good 
choice for being used as the control agent. So the synthesized 
controller should convert to appropriate language for PLC. 
IEC1131-3 standard defines some languages for PLC 
programming, which can be used for this purpose. LD is one 
of the commonly used programming languages and some 
studies have been accomplished for converting PN to LD. For 
complex systems, this approach is not efficient. A big 
drawback of LD programming is its weak structure and 

therefore it cannot represent a dynamic system as good as 
PNs. It causes difficulty in changing, maintaining, and 
documenting of the program.  

The structure of SFC language is similar to PN modelling and 
is a good choice for implementation. In the next section, 
controller implementation by SFC will be discussed.  

 

4. CONTROLLER IMPLEMENTATION  

As mentioned earlier, some studies are carried out for 
converting PN into SFC. One of the differences between PN 
and SFC is related to mutually exclusive transitions. In PN, 
the order of transitions firing caused by simultaneous events 
is not important but in SFC, firing order of transitions must 
be defined for simultaneous event. According to the standard, 
one transition has priority over the next transition.  

   In Hellgren et al. (2001, 2002) and Music and Matko 
(1999), the authors studied SEME transitions and as a result, 
method for creating constant priority was proposed. 

In the following section, converting mutual exclusion in PN 
to SFC by dynamic priority assignment for transitions is 
discussed. 

 4.1. Mutual exclusion 

One of the modelling capabilities of PN is mutual exclusion 
(ME) that is usually used for resource allocation (resource 
sharing) or for making constraint in PN. Figure 3a depicts 
mutual exclusion. In the case that P1 has one token; both 
transitions t1 and t2 are enabled. If both conditions of these 
transitions become true (events allocated to those occurs), 
only one of them can be fired and after firing, the second 
transition is not enabled anymore. It is not important that 
which one of the transitions is fired. In PN, the behaviour of 
DES can be studied theoretically and both possibilities can be 
considered in the analysis. Moreover, it is not possible to 
have simultaneous occurring of events since they are 
independent. However, when a SFC is used in practical 
application, this causes a problem. Figure 3b represents a 
SFC equivalent for Figure 3a. 

 

Figure 3. (a) Mutual exclusion, (b) SFC equivalent. 

 

In SFC model, if the conditions of both transitions t1 and t2 
become true (C1 and C2) and Xc1 has been activated, just one 
of t1 or t2 must fire and it should be defined which one. 
According to the standard of SFC it is possible to define a 



 
 

     

 

constant priority. Assume that t1 has the priority over t2. This 
constant priority is not proper in some situations. For 
example suppose a system with one manipulator for 
transferring work-piece in two manufacturing line. After 
modelling this system, one ME appears in the model for 
assigning the manipulator to one of the manufacturing lines. 
If the number of simultaneous requesting for manipulator was 
high, only one of the manufacturing lines takes the 
manipulator (the prioritized line). This strategy is not a good 
and applicable method and in many applications it is better 
that manipulator is shared equally among the lines. If 
dynamic priority is assigned to these lines, in each turn of 
simultaneous requests, manipulator allocates to one of the 
lines (one left one right). So this problem can be solved with 
dynamic priority. 

 

4.2. Dynamic priority 

As mentioned earlier, in SFC standard constant priority is 
considered for ME, and so in requesting of multiple processes 
at the same time, resource is always assigned to the 
prioritized process. In this section a method to creating 
dynamic priority is presented to change the priority between 
the users dynamically. This mechanism must obey the 
following conditions (two users and one resource): 

- If just one user (process) has a request for taking the 
resource, it can take it. 

- If two users have requests for taking the resource at the 
same time, the one which did not use the resource in the 
previous simultaneous request, this turn can take the 
resource.  

 For creating dynamic priority for two mutual exclusive 
transitions, the previous state that SEME occurred is needed 
(which transition fires). It must be defined that resource is 
allocated to which user, and based on this allocation, the 
proper priority can be determined. Two steps and two 
transitions are used for creating an auxiliary SFC that saves 
the previous state. Figure 4a shows the SFC equivalent for 
ME that models two users with a shared resource. Transitions 
t1 and t2 are related to assigning the resource to the first and 
the second users respectively. The resource is released by 
firing of t3 and t4. The auxiliary SFC is depicted in figure 4b. 

 

Figure 4. Dynamic priority assignment: (a) Mutual exclusion 
and (b) auxiliary SFC 

In the initial state, step SA is enabled. If SEME occurs, it 
results in the firing of ta1, activation of SB and deactivation 

of SA. Using this auxiliary SFC, the transition conditions for 
obtaining dynamic priority is calculated. In table 1 all the 
possible states for two ME transitions, considering the 
previous state are represented. In the first and second 
columns of table 1, fi = 1 shows that transition i is firable (i.e. 
transition condition is satisfied and all its input steps are 
active). In the third column S =0 means that SA is active and 
S =1 means that SB is also active. Cp1 and Cp2 are new 
conditions for t1 and t2. If both of f1 and f2 become true, the 
transition related to the one that in the previous SEME was 
not fired; this turn is fired. Simplifying of Cp1 and Cp2 
columns with Karnaugh map yields final condition for two 
transitions as relations (1) and (2) for the transitions t1 and t2 
respectively. Note that it is considered that if S equals to one, 
means that in the previous simultaneous request, the first user 
with transition t1 and transition condition Cp1 is used of the 
resource. So in the next simultaneous requesting, priority 
goes to the second user (Cp2=1). 

Cp1 = f1f’2 + f1S                     (1) 

Cp2 = f2f’1 + f2S’                     (2) 

  Table 1. State table for calculating of conditions 

Cp2
 Cp1

 S f2
 f1

 

0 0 0 0 0 

0 0 1 0 0 

1 0 0 1 0 

1 0 1 1 0 

0 1 0 0 1 

0 1 1 0 1 

0 1 0 1 1 

1 0 1 1 1 

 

fi=1 means transition  (i) is fireable  

Ci=1 means condition of ti become true  

S : State of auxiliary SFC 

 

That fi’ shows that ti is not fireable and S is true if state SB is 
active and S’ is true if state SA is active.  Using Cp1 and Cp2 
as new transition conditions for mutually exclusive 
transitions, dynamic priority is accomplished which solves 
the problem of SEME. If any application needs constant 
priority, transition conditions become as relation (3) and (4). 
t1 has priority over t2.  

Cp1 =  f1                       (3) 

Cp2 = f2f’1                          (4) 

 



 
 

     

 

4.3. Dynamic priority assignment for three transitions 

In this section, dynamic priority is developed for three 
mutually exclusive transitions. For three transitions, six 
priority states are possible. These states are given by 
equations (5) to (10). For example, in equation (5), t1 has 
priority over t2 and t3, and t2 has priority over t3. For creating 
these six states of priority, six steps and some transitions as 
auxiliary SFC are needed. This auxiliary SFC is depicted in 
Figure 5. In this figure, Xp1 is initially active and for this 
step, priority state 1 (ps1) is considered. So if Xp1 is active, t1 
has priority over t2 and t2; has priority over t3. If transition t1 
becomes fireable (f1=1) simultaneously with one or both of 
other transitions, transition t1 must be fired and then the state 
of priority goes to state 2. If only transitions t2 and t3 become 
fireable simultaneously, according to the priority state 1, 
transition t2 must be fired and the priority state goes to state 
3. In fact, after firing of a transition that has priority, priority 
of this transition changes to the lowest level. Based on the 
state of auxiliary SFC and transition states, an appropriate 
transition would be fired and the priority changes. Transition 
condition is calculated using fi and auxiliary SFC as shown in 
equations (11) to (13). In these conditions, Si is as equation 
(14). Cp1, Cp2 and Cp3 are conditions for t1, t2 and t3, 
respectively. 

ps1= t1> t2> t3 

ps2=t2> t3> t1 

ps3=t1> t3> t2 

ps4=t3> t1> t2 

ps5=t2> t1> t3 

ps6=t3> t2> t1 

Cp1 = f1f’2 f’3 + f1 f2S1 + f1 f3S1+ f1 f2S3+ f1 f3S3+ 
f1f2f’3S4+ f1f’2f3S5            

Cp2= f’1f2 f’3 + f’1 f2 f3S1 + f1 f2S2+ f2 f3S2+ f1 f2S5+ 
f2f3S5+ f1f2f’3S6 

Cp3= f’1f’2 f3 + f1f’2f3S2 + f’1f2f3S3+ f1 f3S4+ f2 f3S4+ 
f1f3S6+ f2f3S6 

Si =  Xpi . XC1 

(5)

(6) 

(7) 

(8) 

(9) 

(10)

(11)

 

(12)

(13)

 

(14)

 

Obviously, by increasing the number of transitions, 
complexity of the transition conditions and the size of the 
auxiliary SFC are increased. In fact, for ‘n’ transition, there 
are ‘n!’ priority states. But in practice, usually, only two 
transitions are mutually exclusive and, the probability of 
simultaneous occurrence of more than two events is low. In 
the next section, semi-dynamic priority is developed for more 
than two ME transition that needs smaller auxiliary SFC and 
transition conditions becomes simpler.   

 

 

Figure 5. Auxiliary SFC for creating dynamic priority in 
three ME transitions. 

 

4.4 Semi-dynamic priority 

For dynamic priority realization in more than two mutually 
exclusive transitions, conditions become more complex and 
extend exponentially by increasing the number of transitions. 
In addition, for creating dynamic priority between n 
transitions, n! steps and (n-1)(n!) transitions as auxiliary SFC 
are necessary. Therefore, realization of dynamic priority for a 
great number of transitions is not efficient. Instead of creating 
dynamic priority, it is possible to create semi-dynamic 
priority that is a composition of the dynamic and constant 
priorities. Semi-dynamic priority can be realized in several 
forms. 

 

4.4.1. Dynamic priority between two transitions (DPTT) 

In this method dynamic priority is created for one pair of 
transitions. If this pair becomes fireable simultaneously 
among all of transitions, then dynamic priority defines which 
transition can be fired. Conditions of these two transitions 
other than the satisfying dynamic priority between this pair, 
also must satisfy constant priority (say left to right) of the 
whole transitions in mutual exclusion. 

Figure 6a represents a safe place with four output transitions 
and Figure 6b represents its SFC equivalent. Figure 6c 
represents SFC equivalent with dynamic priority between 
second and third transitions. New conditions for transitions 
are computed as equations (15), (16), (17), and (18). For 
computing these conditions, a table with all possible states is 
made and by using this table and some simplifications, Cp1 to 
Cp4 are defined as transition conditions. In this SFC, t1 has 
the highest and t4 has the lowest priority. t2 and t3 have 
constant priority over t4, and dynamic priority between 
themselves. For example if t1, t2, and t4 become fireable 
simultaneously, t1 is authorized to be fired. If t2, t3, and t4 
become fireable simultaneously, t4 is ignored; and dynamic 
priority defines whether t2 or t3 should be fired. 

 



 
 

     

 

 

Figure 6. Semi-dynamic priority: (a) place with four output 
transition and (b) its SFC equivalent, (c) dynamic priority in 
two transitions (DPTT) and (d) dynamic priority in group of 
transitions (DPGT). 
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4.4.2. Dynamic priority between groups of transitions 
(DPGT) 

In DPGT method, all transitions are divided into two groups. 
If at least one transition of each group becomes fireable, 
dynamic priority defines which group has priority. Within 
each group, constant priority is assigned to transitions. 

As indicated in Figure 6a and, b, four transitions can be 
divided into two groups with t1 and, t2 in the first group and, 
t3 and, t4 in the second group. In the first group, t1 has a 
constant priority over t2 and in the second group t3 has a 
constant priority over t4. For creating DPGT, a table for all 
possible states is made and then appropriate conditions for 
four transitions are calculated. The new conditions are shown 
by equations (19) to (22). Figure 6d depicts DPGT. If one or 
two transitions of the first group and one or two transitions of 
the second group become fireable, the priority goes to the 
group that in the previous turn did not take the priority. In 
equations (19) to (22), ‘S’ defines this dynamic priority. If ‘S’ 
equals to zero, priority is assigned to the first group and if ‘S’ 
equals to one, the second group has priority. ‘S’ changes each 
turn and therefore, transitions from different groups become 
fireable simultaneously. For example assume that t1, t2, and t4 
become fireable simultaneously and ‘S’ is zero. As a result, 
priority is assigned to the first group and t1 can be fired 
because it has a constant priority over t2. 
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4.4.3. Compositional semi-dynamic priority 

Both DPTT and DPGT can be used in a compositional form. 
In this method all transitions can be divided into two groups 
and each group can contain dynamic priority between a pair 
of transitions. However, by using this method, transition 
conditions become complex and this method is only 
applicable for special cases. 

4.5. Non-safe place conversion 

In this section, an alternative for converting non-safe places 
(i.e. place that may contain more than one token) to SFC 
equivalent is proposed. It is started with a simple place and 
then is continued by places with more than one input and one 
output transition. 

4.5.1. Simple place 

In the first step it is assumed that a non-safe place has only 
one input and one output transition. Figure 7a shows such a 
place that is denoted by P1. Figure 7b shows SFC equivalent 
for this place that is constructed by three steps Xc1, Xc2, Xc3 
and one counter C. The value of the counter represents 
(simulates) the number of tokens in relevant place, P1. Step 
Xc4, that here is assumed to be safe place is relevant to P2. 
Initially, there are two tokens in place P1 and therefore, the 
initial value of counter C must be set to two. In PN, firing of 
t1 adds one token to P1 and firing of t2 removes one token 
from it. In the SFC equivalent, firing of t1 forces the counter 
to increment by one. This is done by an action in Xc1 
(C=C+1). Firing of t2 causes counter decrements by one. 
This is done by an action in Xc3 (C=C-1). As long as C is 
greater than zero, the output transition must remain enabled. 
For this reason intermediate step (Xc2) has a loop and after 
firing the output transition and execution of decrement action 
in auxiliary step, Xc3, this step becomes active again. This 
step always remains active even though counter has been 
equal to zero. In Figure 7b intermediate step is depicted as 
the initial step because it must be active initially, if initial 
marking of the relevant place has been non-zero. Conditions 
for t1 and t2 are as Cn1 and Cn2 (23, 24). Ci =1 shows that the 
condition of ti is satisfied and “e” represents the true 
condition. Therefore, a transition with event “e” is fired 
immediately after activating the precedent steps. Because the 
intermediate step is always active and obviously if the 
counter becomes zero, the output transition can not be fired. 
Condition C ≥ 1 in output transition condition does not allow 
the transition to be fired as long as counter is equal to zero. 
Note that two auxiliary steps Xc1 and Xc2 cause an scan cycle 
delay between firing of input transition and reactivating Xc2 
as well as firing of output transition and activating Xc4. The 
delay between firing of the output transition and activation of 



 
 

     

 

Xc4 is equal to one scan cycle time in PLC and in most cases 
can be ignored. 

 

 

Figure 7. (a) simple non-safe place, (b) it’s SFC equivalent, 
(c) reformed SFC. 
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4.5.2. Conversion with non-simultaneous events 

Usually, a non-safe place may have more than one input and 
output transition (Figure 8a). This section covers converting 
such places to SFC. In the first step, it is assumed that events 
cannot occur simultaneously. In Figure 8a simultaneous 
firing of input transitions t1 and t2 and also output transitions 
t3 and t4 is not possible. Figure 8b shows the proposed SFC 
equivalence for Figure 8a. Transition conditions for output 
transitions are computed by using equations (25) and (26). 
For example, suppose that initial value of the counter is two 
(initial marking of P is two). If the events relevant to t3 or t4 
occur, because C is equal to two, relevant transition 
conditions (Cn3 or Cn4) become true and transition can be 
fired. If the counter is equal to zero, besides that Xc2 is active, 
output transitions cannot be fired until firing of input 
transitions causes the counter to become greater than zero. If 
C=1, because it is assumed that simultaneous events cannot 
occur, the first output transition becoming fireable can be 
fired and then the counter becomes zero. 

 

Figure 8. (a) non-safe place with more than one in-out 
transitions, (b) it’s SFC equivalent. 
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4.5.3. Conversion with simultaneous event: constant priority 

Simultaneous events are not possible in SCT while in real 
systems the occurrence of simultaneous events is possible 
and a controller connected to a physical system may observe 
simultaneous input changes. In this section a method for 
converting a non-safe place to SFC with the possibility of 
simultaneous firing is proposed. Figure 9a shows conversion 
of Figure 8a to its SFC equivalent. Input transitions can be 
fired simultaneously. So two input steps are needed here. For 
output transitions, a constant priority is assigned which t3 has 
priority over t4. Transition conditions for t3 and t4 are given 
by equations (27) and, (28). If each of t3 or t4 becomes 
fireable, and the counter value equals to 1, the constant 
priority defines which transition should be fired but if the 
counter value has been greater than one, both transitions can 
be fired.  

 

Figure 9. SFC equivalent for non-safe place and non-
simultaneous event. 
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Note that in SFC, for mutual exclusion transitions, just one of 
them can be fired simultaneously. In a situation that the value 
of the counter is greater than one, if two transitions become 
fireable simultaneously, only one of them can be fired 
(according to SFC standard). But in PN, simultaneous firing 
is possible. If ME is relevant to a resource, it cannot assign to 
both of the users (relevant place is safe). But if in another 
situation, simultaneous firing of both transitions is 
admissible, one transition can be added to the output 
transition. If the value of the counter is greater than one the 
condition of this transition becomes true and both transitions 
become fireable simultaneously. By firing this transition, 
both output steps and the intermediate step must become 
active. 

4.5.4. Conversion with simultaneous events: dynamic priority 

As mentioned earlier, constant priority method is not proper 
for all situations and dynamic priority method can be used 



 
 

     

 

instead that causes equal utilization of the resource in 
simultaneous requests. In this section, output transition 
conditions for the non-safe place depicted in Figure 8a is 
defined in order to create dynamic priority.  

Appropriate transition conditions for t3 and t4 are calculated 
according to equations (29) and (30). If counter equals to 
zero, none of the output transitions can be fired and if the 
counter value is greater than one, both output transitions can 
be fired simultaneously. But in the case that the counter is 
equal to one and both output transitions become fireable, 
dynamic priority defines which one to fire. 
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4.5.5. Conversion of two complementary non-safe place  

In some PN models, two complementary non-safe places 
appear in the model, usually for bounding the non-safe place 
(Figure 10a). For simplicity in conversion and for avoiding 
confusion, the SFC equivalent for such places is presented in 
this section. For these two places, two counters are needed. 
Transition t1 is the input of the first place and output of the 
second place and transition t2 is the output of the first place 
and input of the second place. Based on the presented 
method, the SFC equivalent is shown in Figure 10b. 

 

Figure 10. SFC equivalent for two complementary non-safe 
places. 

 

5. EXAMPLE 

In this section, an example of a manufacturing station is 
considered and controller synthesis for this system with PN-
based SCT and implementing it using SFC is discussed. PN-
based controller can possess non-safe places and therefore, 
the model is not safe but is bounded. In the first step, a model 
for the process is created and then by adding a supervisor, the 
model is completed as a controlled model. Then this 
controller is implemented using SFC. 

 5.1. Process description and controller synthesizes 

The layout of the system is depicted in Figure 11.  In fact, 
this system is one part of a bigger manufacturing system. It is 
composed of two machines named as M1 and M2, an 

intermediate buffer, B, and a manipulator robot named R. 
First of all, the raw material is transferred to M1 by R and 
then machining operations are performed on it and the work-
piece lies in the output of M1. Then, the manipulator, R, 
transfers it to the intermediate buffer. In order to produce the 
final product, work-pieces are transferred from the 
intermediate buffer to the input of M2 and after processing by 
M2, the final product exits from the system. Note that it is 
supposed that input to M1, is always available. 

 

Figure 11. An example of a manufacturing system. 

This system is modelled using PN. The uncontrolled model is 
depicted in Figure 12a. 

 

Figure 12. (a) Uncontrolled PN model, (b) controlled PN 
model for the manufacturing system depicted in figure 11. 

For achieving the controlled model, supervisor controller is 
designed and added to the model. In the modelling procedure, 
it is assumed that the capacity of the intermediate buffer is 
equal to five and the capacities of the machines are one. 
Therefore, in each time, a maximum of five work-pieces can 
exist in the buffer and machines have the ability to process 
one work-piece at a time. These three specifications can be 
written as non-equality constraints according to equations 
(31) to (33). Supervisor controller is designed based on these 
specifications. Using the method described by Yamalidou et 
al.(1996), the control places are calculated and synthesized 
with the uncontrolled model that yields the final controller. 
Control places are depicted with red colour in Figure 11. The 
controlled model or the final controller is depicted in Figure 
12b. The next step is implementing this controller and this is 



 
 

     

 

done with converting the final controller to its SFC 
equivalent. 

m(p2)+ m(p3)<=1         (31) 

m(p3)+ m(p5)<=5    (32) 

m(p6)+ m(p7)<=1    (33) 

p1: M1 is ready. 

p2: M1 is busy. 

p3: work-piece is transfer with robot to the buffer (robot is 
busy) 

p4: robot is ready. 

p5: intermediate buffer. 

p6: work-piece is transfer with robot to the M2 (robot is busy) 

p7: M2 is busy. 

p8: M2 is ready. 

p9: output of the system. 

 

5.2. Controller implementation 

As mentioned earlier, SFC is an ideal choice in controller 
implementation due to its similarities with PN. In this 
section, the designed controller for the system that discussed 
in the earlier section is implemented.  

In the final controller, a mutual exclusion is appeared in the 
model. One transition is for transferring requests from M1 to 
the intermediate buffer, and another is for transferring 
requests from intermediate buffer to the M2. In implementing 
these ME transitions, the dynamic priority discussed in sub 
section 4.2 is used. 

Also, the controller has two non-safe places; one for 
modelling the 5-capacity intermediate buffer and the other as 
a control place for bounding the capacity of this place to five. 
The method that was discussed in sub section 4.5 is used for 
implementing these two places to SFC equivalent. In the first 
step, each place is converted to a step in SFC. This 
conversion is depicted in Figure 13. Steps with dashed line 
are relevant to the non-safe places in PN controller.  

In the next step, two non-safe places are converted to the SFC 
equivalent (Figure 14). Also the dynamic priority is assigned 
to t2 and t4 transitions. Equations (34), (35) are related to 
mutually exclusive transitions, t2 and t4, for creating dynamic 
priority between them. 

Steps that are depicted with double line body are equivalent 
in places that have non-zero initial marking. In SFC, these 
steps must be activated initially. In the SFC standard, an SFC 
has only one initial step. By using this initial step, all these 
steps can be activate. 

 

 

 

Figure 13. (a) Initial SFC equivalent for the uncontrolled PN 
model, (b) initial SFC equivalent for the controlled PN model 
for the manufacturing station. 

 

 

Figure 14. Converting non-safe places in the model to SFC 
equivalent. 
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6. CONCLUSION 

Supervisory control theory is a general framework for 
controller synthesis and PN is a powerful tool for designing a 
controller in supervisory frameworks. Despite the great 
acceptance of SCT in controller designing, there are problems 
with practical implementation. One method for 
implementation is the conversion of PN controller to SFC 
standard language. One of the biggest problems in this way is 
the occurrence of simultaneous events in mutually exclusive 
transitions or briefly SEME transitions. In previous studies, 
this problem was solved by assigning constant priority to 
transitions but in some cases this is not a good method. In 
this paper, a dynamic priority for two and three transitions 
and semi-dynamic priority for more than two transitions is 
proposed. Dynamic priority reforms the resource usage of 
device. In other words, in the simultaneous requesting of a 
common resource, resource is shared equally between users.  

Another problem in controller implementation is the 
conversion of non-safe places. In this paper a method to 
simulate the non-safe place in SFC is proposed as well. As a 
result, by using this method, some places of the controller 
like control places can be non-safe and therefore, the 
controller can become more efficient. The solution of the 
discussed problems could redound the usage of SCT in 
practice. 
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