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Dans cet article nous proposons un méta-modèle pour les architectures à base de composants multimédia hétérogènes

. Il n'existe actuellement pas de solution générique pour déployer automatiquement de telles architectures. La mise en évidence des incompatibilités d'assemblage entre composants est une nécessité dans de telles approches. En effet, les architectures logicielles valident les aspects fonctionnels, ce qui n'est pas suffisant pour garantir un assemblage réaliste et remédier aux problèmes d'hétérogénéité des flux de données échangés. Nous proposons, pour mettre en évidence ces incompatibilités et permettre de trouver des solutions, une approche basée modèle appelée MMSA (Meta-model for Multimedia Software Architecture). Elle permet la description d'architectures logicielles exprimant un système logiciel comme une collection de composants qui manipulent différents types et formats de données et qui interagissent par l'intermédiaire de connecteurs d'adaptation.

INTRODUCTION

Le développement à base de composants est une approche largement utilisée pour construire des systèmes complexes. Le principe est d'affecter des exigences à des composants d'un certain type : classes, packages, services, etc. Bien que beaucoup d'exigences puissent être effectivement affectées à des composants individuels, certaines ne peuvent être limitées à un seul composant et ont des répercussions sur de nombreux composants (Configuration). Les exigences expriment des préoccupations fonctionnelles et non-fonctionnelles. La conservation de telles préoccupations au cours de la conception et de la mise en oeuvre rend un système difficile à comprendre et à maintenir. Il est communément admis qu'il est préférable de séparer les préoccupations fonctionnelles des préoccupations non fonctionnelles. Ceci facilite la recherche des composants métiers satisfaisant les préoccupations fonctionnelles et permet la factorisation de l'utilisation des composants assurant les préoccupations non fonctionnelles. Dans MMSA (Metamodel for Multimedia Software Architecture), les deux types de préoccupations sont assurés respectivement par les composants et les connecteurs. Ainsi les connecteurs assurent la communication et la connexion des composants qui réalisent la partie métier/fonctionnelle.

La conception à base de composants connaît deux activités fondamentales : la conception pour la réutilisation, et la conception par la réutilisation. L'objectif majeur de la conception pour la réutilisation est de créer une bibliothèque complète de composants réutilisables alors que celui de la conception par la réutilisation est de créer de nouveaux produits en réutilisant les composants déjà existants. Dans cet article nous mettons l'accent sur la deuxième activité pour construire des applications multimédia (applications manipulant plusieurs types de médias tels que : le texte, l'image, le son et la vidéo). Comparées aux applications conventionnelles, ces applications souffrent de plusieurs problèmes liés à la diversité des médias (type, format et caractéristiques), à leur nature hétérogène et à leur nécessaire adaptation. Ces difficultés sont accrues par le caractère pervasif de plus en plus présent des applications exécutées sur des périphériques mobiles.

L'hétérogénéité des composants en matière de mécanismes de communication (GPRS, WIFI, Bluetooth, ZigBee, etc.), de vitesse de transmission, ainsi que la variété des médias (son, vidéo, texte, image) nécessite une prise en compte de l'adaptation à un niveau abstrait (cf. fig 1) afin d'éviter les solutions ad hoc non réutilisables et/ou non généralisables.

Fig 1.

Niveaux d'abstraction de l'architecture logicielle La phase d'analyse permet de séparer les préoccupations fonctionnelles et non-fonctionnelles de l'application. La phase de conception permet de mettre en évidence de nouvelles préoccupations non-fonctionnelles (communication, adaptation, sécurité, etc.) liées aux composants lors de la configuration. Pour cela, nous avons besoin d'un outil de modélisation capable de détecter l'hétérogénéité engendrée par les flux de données multimédia échangés entre composants.

Nous proposons ici un méta-modèle d'architecture logicielle pour applications intégrant les propriétés des flux de données multimédia. Le reste de l'article est organisé comme suit : la section 2 présente les motivations de ce travail, la section 3 présente quelques travaux connexes, la section 4 présente le besoin d'adaptation pour les données multimédia, la section 5 présente notre méta-modèle d'architecture logicielle à base de composants multimédia, la section 6 aborde la prise en compte de l'adaptation dans MMSA, la section 7 détaille les propriétés et les caractéristiques des éléments d'implantation du méta-modèle. Enfin, l'article se termine par une conclusion et des perspectives.

MOTIVATION

Notre principale motivation est de proposer un méta-modèle pour maintenir la cohérence des architectures constituées par des composants hétérogènes (flux multimédia, protocole de communication, etc.) lors d'un (ré)assemblage ou d'une (re)configuration utilisant de nouveaux types d'interfaces graphiques et des connecteurs dotés d'une sémantique plus riche. L'utilisation de ces interfaces permet la détection automatique des points d'hétérogénéité entre composants tandis que l'utilisation des connecteurs d'adaptation permet la résolution de ces hétérogénéités. Les systèmes sont construits par assemblage de composants et de connecteurs où chaque élément peut être mis à la bonne place dans la configuration de l'architecture. Dans la plupart des ADL et des langages existants on trouve que :

• Le choix de connecteurs disponibles dans l'environnement se limite aux connecteurs primitifs. Les connecteurs composés ne sont pas pris en compte ;

• La gestion des préoccupations non-fonctionnelles des composants est assurée après la définition de l'architecture et de la configuration des composants ce qui engendre des problèmes d'incohérence ;

• La gestion des assemblages ne prend pas en considération les hétérogénéités comportementales des composants de l'architecture logicielle ce qui influe sur l'interopérabilité des composants ;

• Peu de modèles permettent de définir de nouveaux connecteurs avec des traitements différents assurant les préoccupations non-fonctionnelles des composants (sécurité, communication, conversion, etc.) ; • Assurer un niveau d'abstraction élevé pour les connecteurs afin de les rendre plus génériques et plus réutilisables, donc reconfigurables ;

• Prendre en compte la sémantique des liens de communication entre composants afin de détecter les points d'hétérogénéité et d'insérer des connecteurs d'adaptation en ces points ;

• Favoriser la gestion et le maintien de la qualité de service en donnant la possibilité d'ajouter, de supprimer et de substituer des services d'adaptation selon les besoins. [LUC 08] propose une comparaison des caractéristiques principales des langages de composants : composant, interface, port, service et connecteur. L'objectif principal de ce travail est la prise en considération de la connexion imprévue de composants développés de manière indépendante. Comme solution, il propose la production de connecteurs réutilisables et paramétrables à travers l'association d'un service de substitution aux ports fournis qui pourra être exécuté en cas d'absence du service demandé au niveau des ports. Ce travail n'offre pas de mécanismes d'intégration de nouveaux services de communication pour assurer l'évolution de l'architecture vers de nouveaux besoins, ni de techniques de vérification de la qualité des architectures et des services fournis.

TRAVAUX CONNEXES

C3 (Component Connector Configuration) [AMI 09] est une approche centrée sur les architectures logicielles. Elle permet de décrire une vue de l'architecture logique afin de générer automatiquement l'architecture physique pour toutes les instances de l'application. L'idée est basée sur le raffinement et la traçabilité des éléments architecturaux. L'architecture des logiciels est décrite conformément aux trois premiers niveaux de la modélisation définis par l'OMG [OMG 06] [OMG 07]. Par conséquent, pour décrire l'architecture logique, trois types de connecteurs sont définis : le connecteur de connexion (CC), le connecteur de (dé)composition (CDC), et le connecteur de compression/expansion (ECC). Le typage des connecteurs permet de bien visualiser les différentes connexions entre les composants. En particulier, les connecteurs proposés n'assurent pas la connexion des composants hétérogènes et ne prennent pas en considération la sémantique des configurations et des liens entre composants.

Le tableau suivant résume les principaux concepts présents dans les architectures logicielles tels que : composant, connecteur, interface, etc. 

DONNEES

MULTIMEDIA ET TECHNIQUES D'ADAPTATION

La réalisation d'applications multimédia s'appuie sur deux modèles complémentaires. Un modèle de flux multimédia permettant de représenter les différents types de médias échangés entre les composants ainsi que leurs relations structurelles et un modèle d'architecture basé sur les concepts d'ADL étendus au multimédia et intégrant les connecteurs d'adaptation. L'idée principale de cette proposition est de permettre la prise en compte des concepts standards des données multimédia ainsi que les propriétés non fonctionnelles d'un composant par des connecteurs au niveau de l'architecture logicielle (adaptation de données, protocole de communication, sécurité, etc.). L'objectif est ainsi de proposer une description générique, claire et complète. Dans ce qui suit, les différents concepts sont représentés à l'aide de modèles et, pour chaque modèle, nous détaillons les relations entre ses concepts. Actuellement, les flux de données multimédia doivent pouvoir être utilisés sur de nombreuses plateformes matérielles (téléphones portables, PDA, ordinateurs de bureau, portables, etc.). Cette diversification des utilisations et des supports nécessite l'adaptation des flux à leur contexte d'exécution parfois imprévisible au moment de la conception des applications.

Modèle de flux de données

La représentation graphique des entrées/sorties offre un support de modélisation des flux de données multimédia et permet la spécification des adaptations nécessaires à la configuration des composants.

TAB. 2 -Ports d'interface multimédia

Pour notre méta-modèle nous proposons une notation graphique des ports d'interface multimédia. Elle permet d'identifier visuellement les entrées/sorties par type et par format de média pour chaque composant et ainsi de mettre en évidence la nécessité de la recherche de connecteurs d'adaptation en cas d'hétérogénéité (cf. tab 2). 

Adaptation de flux de données

LE META-MODELE MMSA

MMSA décrit l'architecture logicielle d'un système comme une collection de composants (homogènes et hétérogènes) qui interagissent par l'intermédiaire de connecteurs. Les composants et les connecteurs ont le même niveau d'abstraction et sont explicitement définis par la séparation de leurs interfaces et de leurs configurations internes. Un composant est une unité de calcul ou de stockage à laquelle est associée une unité d'implantation et qui posséde un état. Il peut être simple ou composé-on parle alors de configuration. Les composants MMSA sont des abstractions qui encapsulent des services et manipulent des médias dans plusieurs formats via leurs interfaces. On distingue deux types d'interfaces : une interface de type « Output » qui exporte les données d'un composant et une de type « Input » qui importe les données vers le composant. Chaque interface décrit les informations nécessaires du composant incluant les points de connexion (ports). On distingue un type de port par type de média identifié (cf. Tab 2). Chacun fournit/requiert des médias du type correspondant. Cette distinction des ports par type de données (son, vidéo, texte, image) permet la vérification de l'assemblage des composants dès la conception. Cela permet de détecter les points d'hétérogénéité entre composants et de vérifier la cohérence et la validité des configurations des architectures logicielles.

Service quality

Un connecteur MMSA est défini par deux interfaces «Input » et « Output » et une glu représentée par trois gestionnaires : communication, adaptation et qualité de service. Il gère le transfert des données entre les composants et permet de faire des adaptations à la volée. Une interface requise/fournie d'un connecteur se compose d'un ensemble de rôles. Chaque rôle sert de point par lequel le connecteur est relié à un composant. Ainsi, deux composants ne peuvent être liés que par un connecteur alors que deux connecteurs peuvent être liés entre eux pour créer des adaptations complexes.

Exemple 1 : Concernant les rôles de communication, nous avons ajouté des types pour clarifier les différentes liaisons entre composants en matière de flux de données. Au niveau interne nous avons enrichi la glu par un gestionnaire d'adaptation qui coopère avec un gestionnaire de qualité de service afin d'assurer la tâche d'adaptation de flux. Ce gestionnaire d'adaptation regroupe un ensemble de services d'adaptation qui coopèrent à la réalisation de l'adaptation. Deux types d'adaptation peuvent être réalisés au sein des architectures logicielles, l'adaptation sémantique (conversion de type) liée aux contraintes des données manipulées par les composants et l'adaptation technique (conversion de format et ajustement des caractéristiques de média) liée aux capacités des composants (mémoire, écran, etc.). Le gestionnaire de qualité de service pilote le gestionnaire d'adaptation dans sa tâche afin de changer les paramètres des services d'adaptation pour atteindre une qualité adaptée aux besoins du composant au moment de l'exécution. Le gestionnaire de QoS participe au choix des paramètres des services d'adaptation technique des flux de données (exemple : réduction de résolution, réduction du nombre d'images/sec) et des services d'adaptation de type et de format lors de l'exécution (ex : choix de taux de compression lors du passage de BMP au JPEG).

Le but des configurations est d'abstraire les détails des différents composants et connecteurs (encapsulation des constituants assurée par restriction de l'accès au travers des interfaces). Une configuration possède un nom et peut avoir une interface (représentée par les interfaces des composants qui fournissent/requièrent des flux à/de l'environnement extérieur) et un ensemble de services (encapsulés dans les composants).

La configuration est définie par des composants, des attachements et des connecteurs qui assurent les interactions entre les composants.

L'attachement est un lien de communication entre un port d'un composant et un rôle d'un connecteur (un port de type « Output » doit être lié à un rôle de type « Input », un port de type « Input » doit être lié à un rôle de type « Output »). Dans notre configuration deux composants ne peuvent être liés que par un ou plusieurs connecteurs, cette exigence correspond au fait qu'un composant a besoin au minimum d'un connecteur pour communiquer avec un autre composant mais peut utiliser plus d'un connecteur suivant la complexité de la tâche d'adaptation. 

MMSA ET L'ADAPTATION

Au cours du processus de création de l'architecture, la prise en compte de l'adaptation pour résoudre le problème d'hétérogénéité des éléments de l'architecture (composant, connecteur et configuration) est faite en trois étapes successives : (I) adaptation de types (II) adaptation de formats et (III) adaptation de propriétés. 

Connecteur

Comparés à ceux des langages de description d'architectures [ALL 97a] [MEH 00] les connecteurs que nous proposons peuvent être simples ou composés et peuvent également assurer des services. Autrement dit, ces connecteurs se chargent de l'adaptation des données échangées entre composants.

Dans notre approche, le connecteur constitue l'entité de communication et d'adaptation, c'est-à-dire qu'il est capable de transférer des données multimédia entre les différents composants tout en assurant l'adaptation de ces dernières. Le superviseur est chargé de conserver les contraintes des flux reçus par l'interface d'entrée et émis par l'interface de sortie. Il est également chargé de la supervision du connecteur pour pouvoir demander sa reconfiguration ou le remplacement des services d'adaptation dans le cas où le gestionnaire de QoS n'arrive pas à offrir la qualité exigée.

CONCLUSION

Contrairement aux ADL présentées, nous considérons les connecteurs comme des unités d'interaction dotées de comportements dynamiques qui leur permettent la prise en compte de préoccupations non-fonctionnelles.

Dans cet article, nous avons présenté un méta-modèle générique pour la description des architectures logicielles tout en intégrant les concepts du multimédia. Ceci nous a permis de présenter de façon séparée les paramètres de flux multimédia en raison du fait qu'ils représentent un aspect très important des configurations et assemblages de composants. La contribution de ce travail se situe dans un contexte de description par niveaux d'abstraction intégrant de façon séparée les préoccupations fonctionnelles et non-fonctionnelles des composants. Ceci permet d'assurer une qualité d'assemblage des composants à partir des adaptations assurées par des connecteurs ainsi qu'une qualité de service d'adaptation. Les points forts de MMSA sont la prise en compte de l'aspect multimédia et la séparation entre l'aspect fonctionnel et nonfonctionnel des composants.

Notre proposition peut servir de support au développement d'applications de gestion de ressources numériques (DAM : Digital Asset Management). Ce type d'application manipule une grande variété de médias et communique avec les utilisateurs au moyen de diverses plateformes (téléphones portables, PDA, ordinateurs de bureau ou portables, etc.). MMSA peut apporter une solution efficace au développement des DAM surtout dans les parties : acquisition, traitement, distribution et utilisation du contenu. Il permet de résoudre les problèmes d'incompatibilité au niveau de l'architecture par injection de connecteurs d'adaptation et au niveau de l'exécution par gestion de la QoS et reconfiguration de ces connecteurs.

Les perspectives de ce travail sont doubles. La première est de finaliser le MMSAPlugIn (pour Rational Software Modeler) qui permettra de créer/modifier rapidement une architecture logicielle, de construire facilement des modèles d'architecture UML 2.0 avec l'approche MMSA ainsi que de vérifier l'hétérogénéité des architectures produites. La seconde, à plus long terme, est de proposer une description des stratégies d'adaptation et de gestion de la QoS afin d'automatiser autant que possible l'adaptation et les connexions au moyen de l'implantation des différents gestionnaires (Adaptation, QoS, Communication).

  L'adaptation des flux de données est déportée sur les connecteurs appelés ici connecteurs d'adaptation. Ces derniers intègrent les services d'adaptation nécessaires ainsi que des extensions qualitatives de ces d'offrir une mesure de QoS reflétant l'évolution du flux de données suite aux adaptations.

Fig 2 .

 2 Fig 2. Diagramme de classes de flux multimédiaLa structure hiérarchique des médias est exprimée en UML à l'aide d'un diagramme de classes (cf. fig 2). Les médias se classent en deux catégories : les médias continus, tels que la vidéo et le son, qui sont caractérisés par des dépendances temporelles et les médias discrets, tels que les images et les textes. A chaque type de média correspond un ensemble de formats d'encodage et un certain nombre de propriétés spécifiques comme la résolution (dans le cas des images/vidéos), la fréquence (dans le cas du son), etc. On distingue trois types de liens

Fig 3 .

 3 Fig 3.

  Fig 4. Diagramme de classes du méta-modèle MMSA Les concepts de base de l'architecture logicielle MMSA sont les mêmes que dans la plupart des architectures logicielles, à savoir : configurations, composants et connecteurs. Le modèle d'architecture logicielle MMSA est un modèle hybride basé sur les concepts d'architectures orientées composants (CBSE) et d'architectures orientées services (SOA). Un composant est défini comme un ensemble de services interagissant pour remplir un rôle et communiquant avec l'environnement via deux interfaces requise/fournie. Généralement, les connecteurs définissent des abstractions qui encapsulent les mécanismes de communication, de coordination et de conversion (type, nombre, fréquence et ordre des interactions) entre les composants. Un connecteur est représenté par une interface et une glu [GOU 03] [SYL 07]. Cette description considère le connecteur comme un médiateur entre composants, ce qui limite son rôle à la communication. La spécification de la glu décrit la fonctionnalité qui est attendue d'un connecteur. Elle représente la partie cachée du connecteur. La glu peut être un simple protocole de communication liant les ports ou un protocole complexe qui

  Fig 5.Connecteur de communication
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Fig 8 .

 8 Fig 8. Présentation des types d'hétérogénéités entre composants La détection d'hétérogénéités se fait automatiquement par la vérification des contraintes selon les trois étapes d'adaptation décrites cidessous.
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 9 Fig 9.Connecteur de Transmodage texte vers audio
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 10 Fig 10. Connecteur de Transcodage MPEG vers 3GP
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 13 Fig 13. Modèle de connecteurs multimédia

  Afin de répondre à ces insuffisances. Nous proposons MMSA pour décrire l'architecture logicielle basée composants multimédia. MMSA est fondé sur la définition de quatre types d'interfaces selon le type de flux de données (son, vidéo, texte, image) et d'une stratégie d'adaptation des flux multimédia (type, format, propriété) à trois niveaux. L'objectif est de résoudre le problème d'hétérogénéité des composants. Le méta-modèle est constitué pour atteindre les objectifs suivants :

	• Il n'y a pas de correspondance directe et automatique entre les
	architectures (les modèles) et les applications conçues suivant ces
	architectures (instances).

prennent en compte ni l'adaptation ni les propriétés liées au flux multimédia lors de la conception du logiciel. Certains, traitent le problème d'hétérogénéité par modification de paramètres de

  la configuration (ajout, retrait ou remplacement de composants) [MAR 04] ou par un méta-modèle qui vérifie l'adéquation du service à son contexte et recherche la stratégie d'adaptation [MAR 07].

	configuration) et un manque d'outils pour la reconfiguration dynamique
	et l'évolution en temps réel.
	Des approches comme [ALL 97a] [BER 00] [MAX 05] [ATT 09]
	permettant la séparation des préoccupations fonctionnelles ont été
	proposées dans le but de capitaliser les besoins fonctionnels dans des
	composants. Dans cette perspective plusieurs idées ont été proposées. On
	distingue principalement deux catégories d'approches pour les
	architectures logicielles : celles inspirées du développement de logiciels à
	base de composants (CBSE) et celles orientées services (SOA). Dans le
	premier cas [SZY 97] [ALL 97a] [BER 00] l'accent est mis sur la
	structure statique du système : les éléments logiciels sont des composants
	assemblés par des connecteurs dans des configurations. Dans le second
	cas [PAP 03] [MAX 05] [ATT 09] [ASR 09] l'accent est mis sur la
	structure fonctionnelle du système : les éléments logiciels sont des
	fonctionnalités (des services) liées par des relations de type collaboration
	ou composition.
	Les applications modernes sont de plus en plus développées selon des
	processus de développement à base d'ADL [AVG 05]. Les ADL
	permettent d'analyser et de vérifier très tôt dans le cycle de
	Les composants logiciels sont des entités réutilisables permettant une développement les propriétés que le futur système devra satisfaire, en
	réduction des coûts liés au développement, à la maintenance et à particulier les propriétés d'homogénéité et de compatibilité des
	l'évolution du logiciel. Actuellement, de nombreuses propositions se composants manipulant divers médias. En effet, les applications actuelles
	réclament du mode de développement par assemblage de composants telles que les systèmes embarqués incluent la notion de média comme une
	logiciels. Malgré un vocabulaire parfois commun (composant, port, caractéristique importante de leur comportement [AVI 04] [BAL 03]. La
	interface, service, attachement, connecteur), ces propositions se plupart des ADL existants tels que SPT-UML [GRA 04], MARTE [OMG
	différencient par leurs origines, leurs objectifs, leurs concepts ou encore 06], fractal [BRU 04], SCA [BAR 07], Kmelia [ATT 09] et AADL [SAE
	leurs mécanismes. 08] ne
	Des ADL (Architecture Description Language) [CLE 96] et [BAR 05]
	sont utilisés pour spécifier des architectures logicielles. [MED 00] met en
	exergue la différence entre un ADL et une spécification formelle afin de
	distinguer les ADL des autres notations de modélisation. Par ailleurs, les
	types de connecteurs ont été étudiés par [MEH 00] qui propose une
	taxonomie de connecteurs permettant la prise en charge des propriétés
	non-fonctionnelles (communication, sécurité, conversion, facilitation,
	coordination, interaction). Les modèles couvrent tout ou partie des
	besoins en termes de langage, de sémantique et d'outils. Toutefois dans
	[MEH 00] les auteurs relèvent des insuffisances pour la spécification des
	propriétés non-fonctionnelles des systèmes. De façon générale, nous
	avons remarqué un manque de fondement sémantique pour l'expression
	des contraintes et du raffinement (composant, connecteur et

  dans UML, Fractal, SCA et COSA [ALT 08]. Après ces différentes comparaisons, on peut dire que les architectures orientées services se rapprochent du monde des composants logiciels. Par exemple la spécification SCA (Service Component Architecture) propose un modèle de programmation pour la construction d'applications à base de composants. SCA intègre les orchestrations Web Service-BPEL comme des composants qui peuvent être assemblés avec d'autres composants SCA. Les ADL peuvent être classés en trois catégories différentes [AMI 09] : les ADL sans connecteurs, les ADL avec un ensemble prédéfini de connecteurs et les ADL avec des types de connecteurs explicites. Dans le dernier cas, les ADL fournissent des connecteurs en tant qu'éléments du premier ordre du langage tels que : Wright [ALL 97b], [MED 99], ACME C2 [GAR 00], XADL [DAS 05], AADL [ALL 02], etc. Tous ces langages cherchent à améliorer la réutilisabilité des composants et des connecteurs en séparant le calcul et la coordination. Dans notre approche, nous optons pour une catégorie explicite de connecteurs. Ainsi, dans le méta-modèle MMSA, nous adoptons un type explicite et générique de connecteurs que le système peut spécialiser suivant les besoins de l'architecture et des composants. Nous détaillerons ce concept dans la section 7.2.

		UML 2.0		Fractal		SCA	COSA
	Composant	Une classe enrichie		Découpé en: Contenu & Membrane	Un ensemble de références service et de	Composé d'interfaces
		Implicite. Il représente				Composé d'interfaces
	Connecteur	une communication entre relation de	/		/	et d'une glu et Assure la communication
		deux composants					entre deux composants
	Configuration	Assemblage composants (composants composites)	des	Composant composite	assemblage composants et de de services	Une composition de composants, de connecteurs et d'interfaces
	Interface	-Associée à un port -Une interface peut être requise ou fournie ou les deux	Point d'accès à un composant, Deux types et contrôleur d'interface : fonctionnelle	On distingue : les services offerts et (références) les services requis	Composée de service et de ports.
		Permet d'assurer les				Utilisé par les services
	Port	flux fournis/requis du	/		/	pour	communiquer
		composant					avec l'extérieur
					Lien	entre	un
	Attachement	Relation entre deux composants	Lien entre une interface client et une interface serveur.	service référence ou un et une autre composant	Lien entre un port d'un composant et un rôle d'un connecteur.
					Non-SCA.
	Séparation des préoccupations	Non		Oui		Non	Oui
	TAB. 1 -Comparaison entre Fractal, SCA, COSA et UML

  Dans les environnements pervasifs (et donc a priori hétérogènes et mobiles), les appareils peuvent utiliser tout type de contenu allant d'un contenu textuel à des documents multimédia complexes et riches. Assurer la délivrance de données adaptées à chaque périphérique exige des techniques d'adaptation qui prennent en considération les médias et la structuration des flux. C'est pourquoi leur modélisation est nécessaire. Elle facilite le travail d'adaptation entre médias de même type (image vers image par exemple) ou entre médias de types différents (texte vers son par exemple).

	Spatial link	Logic link	Structural link		Temporal link
			Under		
	Axis Y: Axis X:	Destination:	Right Left Center		Reference: After time:
			1..*		
			Media			Flow
			Parameter= {input,	1..*	Parameter=
	Continue	Discrete	output}		*	{input, output}
	Speed	Weight			
	Duration				
	Video	Sound	Image		Text
	Format: VideoFormat	Format: SoundFormat	Format: ImageFormat		Format: TextFormat
	Resolution	Frequency	Size		Color
	Color	Loudness	Resolution		Alignement
	Title		Color number		Font
		0..*	0..*		
	« Enumeration » VideoFormat	« Enumeration » SoundFormat	« Enumeration » ImageFormat		« Enumeration » TextFormat
	+AVI +MPEG +MP4 +3GP	+WAVE +MIDI +MP3 +PCM	+BMP +JPEG +PNG +GIF	+RTF +DOC +ODT +TXT

  Chaque média peut subir trois types d'adaptation. La première est une conversion de format (Transcodage). Elle permet la conversion en conservant le même type mais avec un format d'encodage différent (image BMP vers image JPEG par exemple). La deuxième (Transformation) permet une manipulation des caractéristiques d'un média (changement de résolution pour une image par exemple) elle dépend du format du média. La troisième transformation, plus complexe, est appelée conversion de type (Transmodage). Elle permet de passer d'un type de média à un autre (texte vers son pour des non voyants par exemple). Cette conversion de type peut également agir sur les structures Chacune de ces adaptations peut également avoir un impact sur la qualité des données. Ainsi, la conversion d'une image du format JPEG au format GIF implique la réduction du nombre de couleurs à 256, l'inverse implique la suppression de la composante « transparence » ce qui, selon le cadre d'utilisation, peut être problématique voire rédhibitoire.Le tableau suivant présente une taxonomie des adaptations possibles entre médias : Ce diagramme montre les différentes classes d'association permettant le passage d'un type de média à un autre ou d'un format de média à un autre. La relation entre la classe d'association Transmodage et la classe d'association Transcodage exprime que la classe Transmodage peut faire appel à la classe Transcodage pour accomplir sa tâche. Il en est de même entre la classe Transcodage et la classe Transformation. La classe média (son, vidéo, texte, image) utilise la classe Transformation pour changer les caractéristiques de média. Cette relation indique que chaque format de média a un ensemble de paramètres pour gérer les différentes qualités. La transformation est un type particulier d'adaptation qui conserve le type et le format de média mais provoque des changements de caractéristiques (exemple : mise en noir et blanc d'une image JPEG).

	de média en supprimant des dépendances temporelles (vidéo vers images
	par exemple). Catégorie	Texte		Image	
	Transcodage	Conversion de format	Conversion de format	
		Réduction de la taille de	Réduction de la taille	
	Transformation	police Changement de police,	Redimensionnement Réduction de profondeur de couleur
	Type	Sortie Entrée couleur, etc.	Format Niveau de gris	
	Texte Transmodage	Texte vers Image Texte vers Son	DOC Image vers Texte DOCX	ODT
	Catégorie	Vidéo	Son		
	Image Transcodage	Conversion de format	JPEG Conversion de format BMP	PNG
		Réduction de :	Changement d'échantillonnage
	Son	-Taux de défilement	WAVE	RM	MP3
	Transformation	-Résolution spatiale			
	Vidéo	-Résolution temporelle	MPEG	AVI	MP4
		-Profondeur de couleur			
		Vidéo vers Image	Son vers Texte	
	Transmodage	Vidéo vers Texte			
		Vidéo vers Son			
		TAB. 3 -Adaptations des médias	
	Le diagramme de classes proposé dans la figure 3 permet la
	représentation des relations fonctionnelles et les dépendances entre les
	types d'adaptation (Transcodage, Transmodage et Transformation).

6.3. Adaptation de propriétés

  

	du service). Donc, deux composants ayant la même couleur pour le même
	port (exemple : port Image) peuvent être reliés par un simple connecteur
	de communication et ce ne sera que lors de l'exécution que les
	gestionnaires d'adaptation et de qualité de service gèreront l'adaptation.
	A ce niveau le problème d'hétérogénéité sera résolu à l'exécution par une
	manipulation des paramètres du service d'adaptation (si le service est
	paramétrable) en fonction du flux produit.	
		Adaptation connector	
		Text to Sound	
	Fig 11. Connecteur d'adaptation de contenu image
	Le service d'adaptation est paramétré pour qu'une adaptation puisse
	être appliquée dans différentes situations. Elle est appliquée dans
	plusieurs contextes, par exemple lors de l'adaptation de la résolution
	d'une image (cf. fig 11). Si le service n'est pas paramétrable il faudra
	avoir recours à un changement de service d'adaptation.
	Component 1	Adaptation	Component 2
		connector	
		Video to Video	
	L'hétérogénéité des composants qui manipulent le même type de
	média avec le même format (étape 3, fig 8) mais avec des propriétés
	différentes (exemple : résolution et couleur pour l'image, vitesse et
	échantillonnage pour la vidéo, etc.) ne peut pas être exprimée
	visuellement dans notre architecture en raison du trop important nombre
	de paramètres dépendant du média et du service d'adaptation (paramètres

7. ELEMENTS D'IMPLANTATION DE L'ARCHITECTURE MMSA Pour

  la représentation graphique d'un composant nous avons choisi l'utilisation du modèle « Osagaia» [BOU 05]. En effet, le conteneur « Osagaia » intègre des unités spécifiques afin de gérer les flux de données et les buffers associés. Ce conteneur offre un certain nombre de commandes de supervision permettant de le connecter/déconnecter dynamiquement et de remplacer sa partie fonctionnelle (le composant métier). Il fournit en outre tout un ensemble d'informations sur son contexte d'exécution qui permettent de décider d'éventuelles reconfigurations. Enfin, dans sa version actuelle, ce conteneur possède plusieurs implantations lui permettant d'être utilisé sur des périphériques plus ou moins contraints (projet Kalimucho : Kalimucho.dev.java.net). Cet ensemble de caractéristiques en font un candidat intéressant pour nos Il est largement admis que le composant « ne peut être accessible que via des interfaces bien définies » [SZY 02]. Les interfaces lient les composants à l'environnement. Les langages basés composants proposent des concepts différents pour décrire ces interfaces : des éléments tels que les services, les ports, les protocoles, etc. avec, parfois, des significations différentes. Par exemple, dans Fractal [BRU 04] ou Enterprise JavaBeans [MON 99], les concepts de port d'interface sont mélés c'est pourquoi on ne parle que d'interfaces. En revanche, dans les composants UML [CHE 00], les deux concepts de port et d'interface existent comme dans ArchJava [ALD 02] où les interfaces sont appelées port d'interfaces. C'est pourquoi nous allons expliquer clairement les choix que nous avons faits pour MMSA. Dans MMSA, un composant fournit ou requiert des services par les ports décrits dans l'interface fournie/requise. Ainsi, MMSA propose un typage des ports pour les différencier selon le type de média manipulé (son, vidéo, texte, image). Cela signifie que tout passe par ces derniers, comme l'invocation de services par exemple. Le port est présent dans presque tous les modèles de composants mais avec différentes sémantiques. Dans les modèles de composants, les ports sont unidirectionnels ou bidirectionnels. le cas de ports unidirectionnels comme dans ComponentJ [SEC 00] ou Fractal [BRU 04] un composant fournit ou requiert l'ensemble des services via ses ports. En ArchJava [ALD 02] ou UML 2.0 [CHE 00] les ports sont bidirectionnels et un composant requiert et fournit à la fois des services à travers chacun de ses ports. Dans MMSA les ports sont unidirectionnels parce qu'un port peut fournir/requérir des données via/à partir des connecteurs. Ces derniers peuvent appliquer des adaptations sur les données et, généralement, le service d'adaptation est unidirectionnel ; d'un point de vue fonctionnel. La fonction inverse n'est pas toujours pertinente, voire réalisable (cf. fig 9, le service d'adaptation du texte vers le son n'est pas le même service que celui d'adaptation du son vers le texte).

	Content adaptation Component 1 travaux. Néanmoins, le modèle « Osagaia » ne propose pas de typage des Image parameters: -Resolution -Number of colors. Parameters of adaptation service: -Compression ratio -Etc. « MMSA Glue » Communication AdM QoSM Component 2 ports d'entrées/sorties pour représenter les divers médias, point qu'il faut impérativement résoudre dans le cadre de nos travaux. 7.1. Composant Input ports Output ports Business component Constraints Input Interface Multimedia flow Supervisor Multimedia flow Output Interface Container Service 1 Service n Service composants.
	Fig 12. Modèle de composants multimédia
	Un composant fournit des fonctionnalités qui sont nommées services.
	Fondamentalement, un service est un sous-programme défini dans un
	élément tout comme une méthode dans le modèle orienté objet. Un
	composant a deux catégories de services : services fournis et services
	requis.
	« Un composant est une abstraction statique avec plugins » [NIE 95].
	Les ports représentent ces plugins qui sont les points d'interaction des